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Introd

uction

Overview

Thank you for choosing UDE® Universal Debug Engine 2025, one of the most powerful
development workbenches available for the 64-bit architectures S32V234, the 32-bit
architectures AURIX™, TriCore™, S32G, S32S, Power Architecture™, Cortex™-M/R/A,
ARM™-7/9/11, RH850, R-Car, SuperH™ SH-2A, RISC-V, ARC and for the 16-bit
architectures C166*, ST10*, XC166, XC2000, XE166, C166CBC, C166S V2 derivatives.

The software which you are about to install is the UDE® Standard License software.
Included with the full licensed version comes a high-speed communication hardware
which speeds up downloading your application into the target system. It offers a flexible
way of communication via various communication channels to the supported
microcontroller.

Special versions of UDE® like the UDE® Memtool Flash/OTP Memory Programming
Tool are available on your request.

This UDE Manual.pdf describes the UDE® Universal Debug Engine based on the
selective Evaluation Boards. However, the UDE® is also working with other AURIX,
TriCore, Power Architecture, Cortex-M/R/A, ARM-7/9/11, RH850, R-Car, SH-2A, RISC-V,
ARC, C166, ST10, XC166, XC2000, XE166, and XScale based hardware and simulators.
Please see the compatibility list in appendix of this manual or the up-to-date list on our
Web site for supported MCUs.

The UDE Manual Appendix.pdf, an appendix of this manual, supplements this manual.
Please see this manual for detailed description of the hardware interfaces.

You are invited to browse to our Web site at https://www.pls-mc.com to get the newest
information or to download the latest version of UDE® Universal Debug Engine. Please
check your registration for the PLS Newsletter, which informs you about latest UDE®
news and updated software version of the UDE® . The PLS Newsletter is provided via e-
mail and you can register it via your profile at https://www.pls-
mc.com/accounts/profile/. In addition, the latest update information is available via the
About Box of UDE®.

* C16x/ST10-related products and services are provided only to existing customers with existing projects.
C16x/ST10 support is not available for new projects.

Feedback

PLS welcomes feedback on our products and documentations. If you have any
comments, suggestions or improvements about the products you are using, please use
the Feedback Form from our Web Site https://www.pls-mc.com, send an e-mail to
support@pls-mc.com or call our Support Line.
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Safety Instructions for Products and Equipment

Warning! It is critical that you read and follow this safety advice, the product description
including technical data and the associated technical documentation. Do not use the
product if you cannot read and/or understand the Information for safe operation. If you do
have questions for safe operation, please contact the PLS support at support@pls-
mc.com.

This PLS product enables users to control systems which accomplish safety functions
(e.g., in electronic control systems), to change safety relevant data, or to allocate those
for further processing. Hence, the application of this product can be hazardous. Improper
use and unskilled application without adequate instruction and experience in handling of
such products may cause threats to life and physical conditions as well as damages to

property.

Our products have been developed and released exclusively for use in applications
defined in the product description.

Fitness and suitability of the products for any intended use beyond the utilization for
which the products have been released (e. g. other stresses/strains or technical
conditions) need to be verified by the user on his own authority by taking appropriate
actions and measures (e. g. by means of tests).

» PLS products made available as beta versions of firmware, hardware and
software are to be used exclusively in testing and evaluation. These products
may have not sufficient technical documentation and may not fulfill all
requirements for quality and accuracy for market released series products.
Therefore, product performance may differ from the product description and your
expectations. The product should be used only in controlled test environments.
Do not use data and results from beta versions without prior and separate
verification and validation and do not pass them to third parties without prior
examination.

» Do not use this product if you do not have proper experience and training in using
the product.

» Data of any kind, which have been identified or collected by using PLS products,
have to be verified with respect to reliability, quality and suitability prior to any use
or dissemination.

» When using this product with systems which accomplish safety functions (e.g., in
electronic control systems) that influence system behavior and can affect the safe
operation of the system, you must ensure that the system can be transitioned to a
safe condition (e.g. emergency shutdown or emergency operation mode) if a
malfunction or hazardous incident should occur.

» All applicable regulations and statutes regarding operation must be strictly
followed when using this product

» Itis recommended to use the products only in closed and designated test
environment.

Warning! If you fail to follow this safety advice, there might be a risk of death, serious
injury or property damage. PLS and their representatives shall not be liable for any
damage or injury caused by improper use of the product. PLS provides trainings
regarding the proper and intended use of this product.

Regulatory Compliance and Compliance Statements

The UADx hardware is in conformity with the protection requirements of the EU Council
Directive EMC 89/336/EWG, EMC 2004/108/EC, EMC 2014/30/EC. The UADx hardware
has been tested and found to comply with the limits for Class B Information Technology
Equipment according to the European Standard EN 55022, EN 55024.

The UADx hardware complies with the relevant provisions of the RoHS Directive for the
European Union.
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Software

>

>

Install the software only on systems which fulfill the minimum requirements both
in hard- and software.

For installation of the software administrator rights are required to copy files in
directories which are protected by the Windows OS, to install device drivers and
modify the registry.

The software enables the in-depth control of embedded systems. It should only
be operated by persons who have the necessary expertise in the systems.

Incorrect usage of the software can lead to irreparable destruction of components
in the connected systems. This concerns in particular components whose
integrated permanent memory (e.g. FLASH, PCM) is protected by special
mechanisms.

There is a particular danger if mechanical devices such as motors or actuators
are controlled by the embedded systems. In this case, all necessary precautions
must be taken to avoid accidents, e.g., emergency shutdown.

There is also a particular danger if the embedded systems switch voltages that
exceed the permissible contact voltages. In this case, all precautions must be
taken to avoid accidents, e.g. insulation.

Electrical Safety Instructions

The UDE® Universal Debug Engine shall only be used according to the installing
instructions of the UDE Manual.pdf and UDE Manual Appendix.pdf. Any external power
supply used with the Universal Access Device (UAD2P, UAD2*, UAD2"*, UAD3* ...) and
its components shall comply with the relevant regulations and standards applicable in the
country of intended use.

Please observe the following safety instructions when using the power supply:

>

Always use the supplied power adapter, and connect it to an AC outlet of the
rated voltage and frequency. If an AC adapter other than those specified by PLS
is used, it may result in damage to the UADx and its accessories or AC adapter,
fire or electric shock.

Do not insert or disconnect the AC plug with wet hands. Doing so may cause
electric shock.

Insert the power plug fully and securely. Incomplete insertion may cause fire or
electric shock.

The power supply unit should be connected to an easily accessible socket outlet
in the immediate vicinity of the unit.

Always disconnect the power cord by holding the power plug. Pulling the power
cord itself may damage it and cause fire or electric shock.

Ensure that the device connections do not come into contact with liquids and do
not touch them with wet or greasy hands or metal objects. If liquid gets into the
device, stop using the device immediately and contact support@pls-mc.com.

Do not store the devices in environments with high humidity or where the
temperature may change suddenly. If condensation has formed, switch the
devices off immediately and wait until all water drops have evaporated.

Do not pour liquid substances over the UADx and its accessories or drop other
objects on it, this could cause serious damage to the UADx and its components.
If this should happen please stop all work with the UADx and its accessories
immediately and contact support@pls-mc.com.

Do not disassemble or attempt to repair the equipment. If a device is damaged,
stop using the device immediately and contact support@pls-mc.com. Do not
touch damaged areas. Avoid contact with eventually spilled liquids.
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>

If the UADx and its accessories is visibly damaged or its functionality is limited, it
must not be used without prior instruction from support staff (support@pls-
mc.com). Especially if components are damaged where voltage is flowing
through them. These must be replaced by the manufacturer in order to avoid
hazards.

Unplug the power cord from the wall outlet during a thunderstorm or prolonged
absence! Otherwise, damage to the unit could be caused by overvoltage.

Mechanical Safety Instructions

>

Hold the head of the USB cable with your index finger and thumb on both sides
and insert the cable straight into the USB port as shown in the illustration below.
Make sure that you insert it straight and not at an angle.

Hold both sides of the USB cable with your index finger and thumb at the point
where it is connected to the computer and carefully pull it out horizontally to
remove the cable from the USB port.

Do not plug in or pull out the USB plug upwards, downwards, left, right or
forwards.

Do not pull or tug on the USB cable when plugged into the port.
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Safety Instructions

>

Do not use the Universal Access Device (UAD2P, UAD2*, UAD2"xt, UAD3* ...)
and its accessories in places where flammable or combustible gases (gasoline
etc.) are present. Doing so may cause a fire.

The UADx and its components should be operated in a well-ventilated
environment and should not be covered. The UADx and its accessories are only
intended for use inside buildings.

The UADXx and its components should be placed on a stable, flat surface in use.

Do not use excessive force when using the equipment. Do not pull on cables or
bend them too much.

Do not expose the devices to fire, microwaves or high temperatures.

The UADXx and its accessories must not be operated if it is damaged, or if smoke
or odd smells occur. Doing so may result in a fire. In such situations, disconnect
the power adapter from the AC outlet, and contact support@pls-mc.com.

Make sure that the UADx and its accessories is stored at ground level and in a
position that does not endanger persons and surrounding equipment.

Do not place the UADx and its accessories on an unstable or sloping surface.
Doing so may result in its dropping or overturning, causing injury. Be careful not
to drop the UADx and its accessories when carrying it.

Before cleaning, remove all connected cables to avoid the risk of electric shock.
Clean the outside of the devices only, using a soft, damp cloth. Do not use
chemicals or abrasives. Avoid under all circumstances the penetration of
moisture into the device.

The use of spare parts, accessories and special equipment which have not been
tested and approved by PLS can have a negative influence on the function and
properties of the UADx and its components. Therefore, PLS is not liable for any
resulting damage.

Improper operation of the UADx and its accessories may cause damage to the
devices or other property. It may therefore only be used in technically perfect
condition and for its intended purpose in accordance with the operating
instructions given in the manual.

Safe use of UADx and its accessories is only possible if the user manual is read
completely and the instructions are followed completely. Non-observance of the
instructions can lead to considerable damage or accidents.

Anyone using UADx and its accessories must have access to the user manual.
The user manual can be found here: in the delivery content of the UDE® as
printed manual, UDE® Software installation as PDF.

Keep these operating instructions in a safe place for later use.

The product may only be used by persons instructed in the safe use of the
product and understand the resulting dangers.

Children should be supervised to ensure that they do not play with the UADx and
its components.

Keep the devices, all accessories and packaging materials out of reach of
children and pets. Small objects such as the packaging materials could be
accidentally swallowed. Cables could be tied around the neck.
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Versions of UDE®

The UDE® Universal Debug Engine for AURIX, TriCore, Power Architecture, Cortex,
ARM7, ARM9, ARM11, RH850, R-Car, SuperH SH-2A, RSIC-V, ARC, C166*, ST10%,
XC166, XC2000, XE166, XScale derivatives is available in several high-speed full-
featured versions with extra communication hardware. Versions with simulator support
are available too.

The following table describes the differences between these versions of UDE®.

The Standard versions are equipped with specialized communication hardware and
allow high transmission rates. Additional various communication channels are featured.

1. The Standard version UAD2P™ allows a flexible way of communication and is
suitable for desktop and notebook users in the same way. The UAD2P™
communicates with the host PC via the USB2.0 bus. Target communication is
supported via ASC, SSC, CAN, JTAG, cJTAG, DAP, SWD.

2. The Standard version UAD2* is the all-in-one solution for UDE®. It communicates
with the host PC via the USB2.0, IEEE1394 or Ethernet bus. Target communication is
supported via ASC, SSC, 3Pin, CAN, JTAG, DAP, SWD. Additionally, the UAD2*
supports the program instruction trace with the Trace Board add-in feature.

Please note the UAD2"x supersedes the UAD2*. For new projects, the UAD2* is ho
longer available. Of course, all existing UDE®/UAD2* licenses will be maintained
continuously for the next years without limitations.

3. The Standard version UAD2"® s the next generation of the all-in-one solution for
UDE®. It communicates with the host PC via the USB3.0 or Gigabit Ethernet bus.
Target communication is supported via ASC, CAN, JTAG, DAP, SWD. Additionally,
the UAD2"#¢ supports parallel and serial trace with the Trace Board add-in feature.

4. The Standard version UAD3* is the high-end-solution for UDE®. It communicates
with the host PC via the USB2.0, IEEE1394b or Gigabit Ethernet bus. Target
communication is supported via JTAG, cJTAG, DAP, SWD. Additionally, the UAD2*
supports the high-speed parallel and serial trace with the Trace Board add-in feature.

The Simulator version features a debugging environment via various simulators. The
simulator can be used effectively in the early stages of software development, reducing
the length of time spent later on system integration. The UDE® debugger uses the
simulator interface like a real hardware platform. All advantages of HLL-Debugging are
offered with the combination of UDE® and the simulator environment.

* C16x/ST10-related products and services are provided only to existing customers with existing projects.
C16x/ST10 support is not available for new projects.

Demo versions of UDE® are also available. These versions have restrictions in
visualization functions at runtime, PCP assembler support, MCDS and trace capabilities
(if available), and Script support. All other functions are available for testing. Such Demo
versions are not described in this manual!

Please see the separate manual for more information or contact the PLS Support Team.
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Delivery Contents

Depending on your UDE® version, please check the delivery contents from the following
table and make sure that the package contains all of the required parts.

(ETM, NEXUS, Aurora, ..)
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Software and Manuals
UDE Quick Reference Guide v v v v v v
CD-ROM v v v v v v
Access Devices
UAD2P™ ‘/
UAD2" ‘/ ‘/
UAD2" Trace Module v
UAD3* ‘/ ‘/
UAD3* Debug Pod v v
UAD3" Trace Board 2 VL.
(built-in)
UAD3"* Parallel Trace Pod v 3
UAD3* Aurora Trace Pod v 3
USB-Key v
Interface Devices
UAD2 Debug Adapter (ARM, DAP,
SWD, OnCE, COP, ..)
UAD2P°/UAD2"/UAD3* Debug
Adapter (ARM, DAP, SWD, OnCE, s3 s3 v3 /3 V3
COP, .)
UAD2" JUAD3* Trace Adapter v 4 V&
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Pod Interface Cables

UAD3* Debug Pod Cable (26- v v

wire HD Cable)

UAD3* Trace Pod Cable (68-wire v

HD Cable)

Target Interface Cables

UAD2P°/UAD2"*/UAD3+ Debug
Adapter Cable (40-wire HD Flat v v v v v
Ribbon Cable)

UAD2"*/UAD3+ Parallel Trace
Adapter Cable (38-wire HD Flat V3 J3
Ribbon Cable)

UAD3* HSS22 MCDS Trace

Adapter + Cable (24cm flex V3 VE
cable)

UAD3* HSS34 NEXUS Trace

Adapter + Cable (24cm flex V3 VE
cable)

Host PC Adapters and
Cables

Host USB Cable v v v Vv v

Power Supply

Wall Transformer 220 VAC J5
50~/ 12V DC (6W)

Wall Transformer 110-220VAC
50-60~ / 12V DC or 18V DC v v v
(24W)

Wall Transformer 110-220VAC
50-60~ / 12V DC or 18V DC v v
(100W)

v 2 optional shipped, corresponding your order v *# with Trace Board option only v ® depending on your country location
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System Requirements

To run UDE® Universal Debug Engine at least the following minimum system
configuration is required:

Minimum Recommended
Intel or AMD x86_64 Intel Core i7™ or AMD R7
CPU X
(64-bit) processor processor
RAM 4 GByte 8 GByte
Free disk space 2 GByte HDD 8 GByte SSD
Display SXGA WUXGA
Operating Svstem Windows®10 64-bit or Windows®10 64-bit or
perating Sy Windows®11 64-bit Windows®11 64-bit

Dependencies
» Microsoft Visual C++ 2015-2022 Redistributable (x64)

Note: Installations packages of these components are include with and installed by UDE®
setup package. However to avoid side effects on other applications these components
are not uninstalled when UDE® is uninstalled.

Additional requirements

» Optional: CD-, DVD- or BD-drive for installation from CD-ROM
» Microsoft NET™ Framework 4.8.x

» Administrator permissions for the current login during installation
>

Up to 200 GByte disk space (SSD recommended) may be required by features based
on Aurora Trace.

Depending on the type of target access, you will additionally need one of the following
interface ports:

» an USB port interface for the Standard version with UAD2p or UAD2* or UAD2"ext or
UAD3" or for the Demo version for Easy Kits XC166, XC2000, XE166 or for the
Simulator version with USB-Key or the Standard version with USB-JTAG-Port

» or an Ethernet interface for the Standard version UAD2* or UAD2"ext or UAD3*

» or an IEEE1394-OHCI interface for the Standard version with UAD2* or UAD3* via
IEEE1394 or an IEEE1394b-OHCI interface for the Standard version with UAD3* via
IEEE1394b.

The UDE® Eclipse Integration Package Eclipse 4.x UDEEclipsedintegration requires
following further environment:

» 64-bit version of Java JRE 8, JRE 11 or higher
» 64-bit version of Eclipse 4.8 - 4.35 or newer and the appropriate CDT package.

Introduction
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Installing of UDE® Universal
Debug Engine

Before you start the installation process, please ensure which version of UDE® Universal
Debug Engine you intend to use. Check that your package contains the required
hardware parts and install the hardware and software according to the following
description.

Depending on your UDE® version, please follow the corresponding instructions.

Please note that you must have administrator rights for successful execution of the
installation process.

Installation Notes - Before you install UDE®

Proper functioning of the UDE® Universal Debug Engine and its hardware devices is only
guaranteed for working with the original components tested and delivered by PLS. All
delivered components have been verified based on the recommendations and standards
of the chip manufacturers.

Please note the hints of Safety Precautions in the UDE Manual Appendix.pdf first.

When starting a newly installed version of UDE® for the first time, a firmware update
may be executed for the access device (UAD2r°, UAD2*, UAD2"*, and UAD3*). This
may take some more time than usual for the “target connect” operation. Please DO NOT
power OFF or unplug the access device during this period!
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Installing UDE® Software

Working with the CD browser
The CD browser from the UDE® CD-ROM helps you to install the UDE® software.

r g |

Universal Debug Engine 2025

This disk includes the Universal Debug Engine
software, UDE Standalone FLASH Programming
Tool and technical information.

Readme UDE 2025

Release Notes UDE 2023 The Universal Debug Engine (UDE), the flexible

Debug Platform, supports the microcontroller
families AURIX, TriCore, Power Architecture,
Cortex M/R/A, ARM 7/9/11, XE166/XC2000,
XScale, SH-24, C166/ST10 and offers a
powerful HLL debugger with various high-speed
communication paths to the customers
hardware target system.

Install UDE 2025

Company and Product Information

Our website https://www.pls-mc.com gives an
overview about the full PLS' product spectrum.
B

universal debug engine &

b d

Please insert the UDE® Universal Debug Engine CD-ROM. Please start the Setup.exe
from the CD-ROM root directory manually.

The UDE® CD-ROM contains following chapters:

» Readme UDE 2025 - Contains important information about the current UDE®
installation and requirements. Please read it first.

> Release Notes UDE 2025 — Contains important information about the current
specific UDE® installation and their requirements. Please read it carefully.

> Install UDE 2025 — Start the installation process of the full UDE® Universal Debug
Engine version. Valid license keys are required.

» Company and Product Information — Find out more about all of the UDE® products.

Download the latest UDE® Release from Website

Alternatively check the PLS' website for the latest UDE® version. If you are here for the
first time, create a new registration by opening the link https://www.pls-
mc.com/accounts/signup/ before and filling out the form. Do not forget to enter your
company e-mail address and the serial number of your UAD device!

Full access to the UDE® and UDE® Memtool download area is only granted if a serial
number exists. Otherwise access is limited to general information.

Your registration request will be processed directly by our Support Team and you will be
informed by e-mail about the progress of the registration process. In the meantime,
please log out until you receive the welcome e-mail notification. If you recently
confirmed your registration via the e-mail link and have not yet received the Welcome to
our Community e-mail, please wait for this information. Your login will not work until then.
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Login at https://www.pls-mc.com/accounts/login/ and open

> Download Latest UDE version at https://www.pls-mc.com/download.htm (single
file download) or

» Service — Downloads and Updates at https://www.pls-
mc.com/service/downloads/ (download all).

As a customer with a valid maintenance contract, you have access to
UDE Software

» Safety Instructions for Products and Equipment

» Current UDE Memtool version (and Legacy UDE Memtool versions)
» Current UDE version (and Legacy UDE versions)
>

UDE Samples
— UDE Software v
Safety Instructions for Products and Equipment pdf | 106.1 KB
UDE Memitool 2023.06 Download exe | 246.6 MB Show details 5
UDE 2023.06 exe |351.7 MB Show details &
UDE Samples 2022.02 Download exe | 42.5 MB Show details 4

UDE Device Driver Software

» Drivers for legacy UDE® versions, not required for current UDE versions!
Product Information and Manuals

» Product Information

» UDE Manual.pdf, UDE Manual Appendixpdf, UDE Memtool Manual.pdf
» Application Notes.

Please note that only either UDE® or UDE® Memtool of a major version can be installed
and used at the same time. UDE® contains the full functionality of UDE® Memtool.

In the case of questions contact the PLS support at support@pls-mc.com.
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Start the UDE® Installation

When a newly installed version of UDEP® is started for the first time, a firmware update
may be executed for the access device (UAD2r°, UAD2*, UAD2"*, and UAD3*). This
may take cause the “target connect” operation to take longer than usual. Please DO NOT
power off or unplug the access device during this time!

Please note that you must have administrator rights in order to successfully complete
the installation process.

The UAD driver software is also installed as part of the installation process. The drivers
are signed by PLS, and it is necessary to trust this signature. During the driver
installation, the message box “Windows Security: Would you like to install this
device software? Name: pls Development Tools. Publisher: pls Programmierbare
Logik & Systeme GmbH” will appear. To trust and install the PLS driver software, click
the Install button.

Before you can use the UDE® Universal Debug Engine, you must install the software
components.

» Using the UDE CD-ROM start Setup.exe from the UDE® CD-ROM
» Using the UDE Download start the downloaded file, e.g. ude-2025-01.exe.

Universal Debug Engine 2025 - InstallShield Wizard d

Welcome to the InstallShield Wizard for
Universal Debug Engine 2025

The Wizard will install ,
Release 25.01.00 on your computer,
To continue, dick Mext.

< Back Cancel

3. Click Next to continue the installing process or click Cancel for aborting.
4. Check the license terms and your customer information and click Next to continue.

5. Optionally, use the Browse button to select a different installation location. Please
specify an empty or new directory for the UDE® software. Click Next.

6. Select the Program Folder and click Next to continue.

7. Click Next to continue the installation process.
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Installing Hardware

Static Electricity Precautions

Electrostatic Discharge (ESD) can damage a sensitive electronic
component! Under several conditions static electricity and ground
potential differences between the Access Device and the user's

target

hardware can build up high voltages - over 10000 Volts (

10 kV) in some cases. The electrostatic discharge of this build-up
voltage results in fast high current waveforms and fast magnetic
(H-field) or electrostatic (E-field) disturbances. The discharge into

the electronic components and circuitry can damage or destroy
hardware components, resulting in failures and reduced reliability.

Because of the non-hot-pluggable 1.65 Volts / 5.0 Volts properties of the
JTAG/DAP/SWD connectors, these ports are endangered especially by electrostatic
discharging. The maximum voltage on these pins must not exceeded 5.5 Volts against
the UAD’s ground, especially in the case that the ground planes are not connected first.

To protect your hardware against damage from static electricity and ground potential
discharge, you have to follow some basic precautions:

1. Before you change any cable connections from the Access Device, please remove
the power from the Access Device and your target system.

2. Please ensure that the static electricity and ground potentials between the Access
Device, the host PC and the target hardware are balanced. If there is a danger of
high potential differences, you must connect the Access Device, the host PC and the
target hardware to the same ground potential by a low resistance connection.

3. Establish the target connection and power ON the systems.

Host Ground

Universal Access Device 2"

Second: Connect Target,
Host and Power interface !

.......................

Target Ground

otential otential
p > p
First: Connect an additional dh
common ground line in case =
of potential differences ! UAD2" Ground
potential

Hint: All Universal Access Devices are equipped with a ground socket on the front side.
Please use this ground socket for discharging the static electricity and balancing ground
potentials between the Universal Access Device, the host PC and the target hardware
BEFORE you connect the target hardware to the Access Device.
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Note: The next step depends on your selection of the target access and UDE® version
respectively. The following step describes what you have to do for each target
communication channel.

Standard Version UAD2P™ (via JTAG/DAP/SWD)

Install the hardware of UAD2P™ as follows:

1. Connect the UAD2P™ (connector 'USB') with an USB connector of the installed USB
host adapter in your PC (USB 2.0 is recommended).

2. Connect the ground socket with the ground potential of your target hardware for
discharging the static electricity and balancing ground potentials.

3. Connect the UAD2r™ with the JTAG connector by the 40-pin cable and delivered
adapter. Refer to the appendix Hardware Description of the user’'s manual for more
information about the correct pin connections.

Host PC

Starterkit or custom
specific Target System

Universal Access Device 2P |

Debug Adapter /

4. Connect the wall plug transformer's cable with the 'Power" jack to the UAD2r™© and
power on the system.

5. The driver software was installed during the previous software installation. After
initialization, the UAD2P™ js connected to the host system and ready. A detailed
description of the driver installation can be found in chapter Driver Installation for
Universal Access Device.

The UDE® workbench is now installed and ready to use.

If you encounter difficulties installing the product, please contact the PLS Support Team
at support@pls-mc.com.

Please note the important information about required ESD protection of the access
devices in chapter Static Electricity Precautions!
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Standard Version UAD2P™ (via ASC, CAN)

Install the hardware of UAD2P™ as follows:

1. Connect the UAD2P™ (connector 'USB') with an USB connector of the installed USB
host adapter in your PC (USB 2.0 is recommended, USB 1.1 is possible).

2. Connect the ground socket with the ground potential of your target hardware for
discharging the static electricity and balancing ground potentials.

3. Connect the '"ASC/CAN Target' connector of the UAD2r with the ASC (RS232) or
CAN connector of the microcontroller board by a 9-pin 1:1 SUB-D9 (M) to SUB-D9 (F)
extension cable. Refer to the appendix Hardware Description of the user's manual
for more information about the correct pin connections.

Host PC

Starterkit or custom
specific Target System

Universal Access Device 2°™° |

D-SUB ASC/
CAN Cable

4. Connect the wall plug transformer's cable with the 'Power" jack to the UAD2P™ and
power on the system.

5. The driver software was installed during the previous software installation. After
initialization, the UAD2P™ is connected to the host system and ready. A detailed
description of the driver installation can be found in chapter Driver Installation for
Universal Access Device.

The UDE® workbench is now installed and ready to use.

If you encounter difficulties installing the product, please contact the PLS Support Team
at support@pls-mc.com.

Please note the important information about required ESD protection of the access
devices in chapter Static Electricity Precautions!
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Standard Version UAD2" (via JTAG/DAP/SWD)

Install the hardware of UAD2* as follows:

1. Connect the UAD2* (connector 'lEEE1394") with an IEEE1394 connector of the
installed IEEE1394 host adapter in your PC or connect the connector 'USB 2.0" with
an USB connector of the installed USB host adapter in your PC (USB 2.0 is
recommended) or the connector ETH with an Ethernet network.

2. Connect the ground socket with the ground potential of your target hardware for
discharging the static electricity and balancing ground potentials.

3. Connect the 'JTAG/OCDS Target' connector of the UAD2* with the Debug Extender
via the 40-wire HD flat ribbon cable. Connect the Debug Extender with your target by
the 14-wire, 16-wire or 20-wire JTAG cable. Refer to the appendix Hardware
Description of the user’'s manual for more information about the correct pin
connections.

Starterkit or custom

Host PC specific Target System g
Universal Access Device 2"

univereal access deviee® 2

Debug Extender /

4. Connect the wall plug transformer's cable with the 'Power jack to the UAD2* and
power on the system.

5. The driver software was installed during the previous software installation. After
initialization, the UAD2* is connected to the host system and ready. A detailed
description of the driver installation can be found in chapter Driver Installation for
Universal Access Device.

The UDE® workbench is now installed and ready to use.

If you encounter difficulties installing the product, please contact the PLS Support Team
at support@pls-mc.com.

Please note the important information about required ESD protection of the access
devices in chapter Static Electricity Precautions!
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Standard Version UAD2" (via ASC, SSC, CAN)

Install the hardware of UAD2* as follows:

1. Connect the UAD2* (connector 'lEEE1394") with an IEEE1394 connector of the
installed IEEE1394 host adapter in your PC or connector 'USB 2.0" with an USB
connector or the connector ETH with an Ethernet network.

2. Connect the ground socket with the ground potential of your target hardware for
discharging the static electricity and balancing ground potentials.

3. For Bootstrap loading via ASC (RS232), connect the ‘ASC/SSC/CANO Target’
connector with the target connector via a 9-pin D-SUB extension cable. In case of
ASC (TTL) or SSC (TTL), connect the 'ASC/SSC/3PIN Target' connector with the ASC
or SSC hardware pins of the microcontroller board by the 10-wire flat ribbon extension
cable. If CAN is used, additionally connect the 'CAN1 Target' connector with the target
via a 9-pin D-SUB extension cable. Refer to the appendix Hardware Description of
the user manual for more information about the correct pin connections of the ASC,
SSC and CAN interfaces.

Host PC Starterkit or custom
Universal Access Device 2° specific Target System

D-SUB ASC /SSC/
CANO Cable

universal axoess devica®™ 2

4. Connect the wall plug transformer's cable with the 'Power" jack to the UAD2* and
power on the system.

5. The driver software was installed during the previous software installation. After
initialization, the UAD2* is connected to the host system and ready. A detailed
description of the driver installation can be found in chapter Driver Installation for
Universal Access Device.

The UDE® workbench is now installed and ready to use.

If you encounter difficulties installing the product, please contact the PLS Support Team
at support@pls-mc.com.

Please note the important information about required ESD protection of the access
devices in chapter Static Electricity Precautions!
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Standard Version UAD2" (via 3Pin)

Install the hardware of Universal Access Device2* as follows:

1. Connect the UAD2* (connector 'lEEE1394") with an IEEE1394 connector of the
installed IEEE1394 host adapter in your PC or connector 'USB 2.0" with an USB
connector or the connector ETH with an Ethernet network.

2. Connect the ground socket with the ground potential of your target hardware for
discharging the static electricity and balancing ground potentials.

3. Connect the '"ASC/SSC/3Pin Target' connector of the UAD2* with the 3Pin connector
of the microcontroller board by the 10-wire 3Pin cable. Because the 3Pin connector is
not standardized, it must be installed on your target hardware subsequently. For
Bootstrap loading ASC (RS232)/3Pin solution, you must connect the ‘ASC Target’
connector with the ASCO target connector. Refer to the appendix Hardware
Description of the user’'s manual for more information about the correct pin
connections of the 3Pin interface.

Universal Access Device 2° specific Target System

Host PC A Starterkit or custom

D-SUB ASC

universal access device®

USB, ETH _I_
——l '
IEEE1394 \ 3Pin Cable

4. Connect the wall plug transformer's cable with the 'Power" jack to the UAD2* and
power on the system.

5. The driver software was installed during the previous software installation. After
initialization, the UAD2* is connected to the host system and ready. A detailed
description of the driver installation can be found in chapter Driver Installation for
Universal Access Device.

The UDE® workbench is now installed and ready to use.

If you encounter difficulties installing the product, please contact the PLS Support Team
at support@pls-mc.com.

Please note the important information about required ESD protection of the access
devices in chapter Static Electricity Precautions!
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Standard Version UAD2"®* (via JTAG/DAP/SWD)

Install the hardware of UAD2"ext as follows:

1. Connect the UAD2"¢ (connector 'USB 3.0") with an USB connector of the installed
USB host adapter in your PC (USB 3.0 is recommended) or the connector ‘Ethernet’
with an Ethernet network.

2. Connect the ground socket with the ground potential of your target hardware for
discharging the static electricity and balancing ground potentials.

3. Connect the UAD2" with the JTAG connector by the 40-pin cable and delivered
Debug Adapter. Refer to the appendix Hardware Description of the user's manual for
more information about the correct pin connections.

Host PC

Universal Access Device 2"

specific Target System

Starterkit or custom g

Debug Adapter 7

4. Connect the wall plug transformer's cable with the 'Power’ jack to the UAD2"* and
power on the system.

5. The driver software was installed during the previous software installation. After
initialization, the UAD2" js connected to the host system and ready. A detailed
description of the driver installation can be found in chapter Driver Installation for
Universal Access Device.

The UDE® workbench is now installed and ready to use.

If you encounter difficulties installing the product, please contact the PLS Support Team
at support@pls-mc.com.

Please note the important information about required ESD protection of the access
devices in chapter Static Electricity Precautions!
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Standard Version UAD2"®*! (with Trace support)

Install the hardware of UAD2"ext as follows:

1. Connect the UAD2"¢ (connector 'USB 3.0") with an USB connector of the installed
USB host adapter in your PC (USB 3.0 is recommended) or the connector ‘Ethernet’
with an Ethernet network.

2. Connect the ground socket with the ground potential of your target hardware for
discharging the static electricity and balancing ground potentials.

3. Connect the Trace Module with the Trace Interface of UAD2"* and the Trace
Adapter. Connect the Debug Adapter with the Trace Adapter. Connect the Trace
Adapter with the Trace connector of the target board. Refer to the appendix Hardware
Description of the user’'s manual for more information about the correct pin
connections.

Starterkit or custom
specific Target System

Trace Adapter k\

Host PC

Debug Adapter A

' @L

‘ Trace Module

USB, ETH
- —

Universal Access Device 2"

4. Connect the wall plug transformer's cable with the 'Power" jack to the UAD2"* and
power on the system.

5. The driver software was installed during the previous software installation. After
initialization, the UAD2"¢ js connected to the host system and ready. A detailed
description of the driver installation can be found in chapter Driver Installation for
Universal Access Device.

The UDE® workbench is now installed and ready to use.

If you encounter difficulties installing the product, please contact the PLS Support Team
at support@pls-mc.com. For Trace installation, several Application Notes can be
provided on request.

Please note the important information about required ESD protection of the access
devices in chapter Static Electricity Precautions!
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Standard Version UAD3" (via JTAG/DAP/SWD)

Install the hardware of UAD3* as follows:

1. Connect the UAD3" (connector 'IEEE1394b") with an IEEE1394b connector of the
installed IEEE1394b host adapter in your PC or connect the connector 'USB 2.0' with
an USB connector of the installed USB host adapter in your PC (USB 2.0 is
recommend) or the connector Ethernet with an Ethernet network.

2. Connect the ground socket with the ground potential of your target hardware for
discharging the static electricity and balancing ground potentials.

3. Connect one of the ‘Pod 1-4’ connectors with the Debug Pod via the Debug Pod
Cable. Connect the Debug Pod with the Debug Adapter via the Debug Adapter Cable.
Connect the Debug Adapter with the Debug connector of the target board. Refer to the
appendix Hardware Description of the user’s manual for more information about the
correct pin connections.

Starterkit or custom
specific Target System

Host PC
Universal Access Device 3"

e

J

wniversal secass duies” 3

y
[

USB, ETH [
-
IEEE1394b i

Debug Pod /

4. Connect the wall plug transformer's cable with the 'Power" jack to the UAD3* and
power on the system.

5. The driver software was installed during the previous software installation. After
initialization, the UAD3* is connected to the host system and ready. A detailed
description of the driver installation can be found in chapter Driver Installation for
Universal Access Device.

The UDE® workbench is now installed and ready to use.

If you encounter difficulties installing the product, please contact the PLS Support Team
at support@pls-mc.com.

Please see chapter Debug/Trace Pod Configuration in the UDE Manual Appendix.pdf
for information about the firmware configuration of UAD3* Debug/Trace Pods.

Please note the important information about required ESD protection of the access
devices in chapter Static Electricity Precautions!
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Standard Version UAD3" (with Aurora Trace support)
Install the hardware of UAD3* as follows:

1. Connect the UAD3* (connector 'IEEE1394b") with an IEEE1394b connector of the
installed IEEE1394b host adapter in your PC or connect the connector 'USB 2.0' with
an USB connector of the installed USB host adapter in your PC (USB 2.0 is
recommend) or the connector ‘Ethernet’ with an Ethernet network.

2. Connect the ground socket with the ground potential of your target hardware for
discharging the static electricity and balancing ground potentials.

3. Connect one of the ‘Pod 1-4’ connectors with the Debug Pod via the Debug Pod
Cable. Connect the Debug Pod with the Trace Adapter via the Debug Adapter Cable.
Connect the Trace Adapter with the Trace connector of the target board. Do the same
with the Trace Pod interfaces. Refer to the appendix Hardware Description of the
user's manual for more information about the correct pin connections.

Starterkit or custom
specific Target System

Host PC Trace Adapter

Universal Access Device 3"

e

aniversal seeass dwins” 3
T

Y Trace Pod
]- Debug interface
connected to
Trace Pod

4. Connect the wall plug transformer's cable with the 'Power" jack to the UAD3* and
power on the system.

| PN i |
T 1

USB, ETH [
E ——
IEEE1394b [

Debug Pod 7

5. The driver software was installed during the previous software installation. After
initialization, the UAD3* is connected to the host system and ready. A detailed

description of the driver installation can be found in chapter Driver Installation for
Universal Access Device.

The UDE® workbench is now installed and ready to use.

If you encounter difficulties installing the product, please contact the PLS Support Team
at support@pls-mc.com. For Trace installation, several Application Notes can be
provided on request.

Please see chapter Debug/Trace Pod Configuration in the UDE Manual Appendix.pdf
for information about the firmware configuration of UAD3* Debug/Trace Pods.

Please note the important information about required ESD protection of the access
devices in chapter Static Electricity Precautions!
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Simulator Version (TSim)

Install the hardware of UDE® Universal Debug Engine as follows:
1. Connect the USB-Key with an USB connector of your PC.
2. Follow the driver installation when the 'New hardware found' dialog appears.

3. The driver software was installed during the software installation. After initialization,
the USB-Key is connected to the host system and ready. A detailed description of the
driver installation can be found in chapter Driver Installation for Universal Access
Device.

The UDE® workbench is now installed and ready to use.

If you encounter difficulties installing the product, please contact the PLS Support Team
at support@pls-mc.com.

Standard Version XCP (via Ethernet) )

Install the XCP device as follows:
1. Connect the XCP device to the host PC via Ethernet and to the target board.

2. If the UDE® license key depends on an UAD serial number, please also connect the
corresponding UAD to use that license key.

Supported XCP devices and microcontroller families for debugging and flashing via XCP:

Supported XCP devices Supported Microcontroller families

ETAS ETK-x Infineon AURIX TC2xx, TC3xx

ETAS FETK-x PowerPC STMicroelectronics SPC5xx, NXP
MPC5xx

ETAS XETK-x STMicroelectronics Stellar SR6xx

ETAS BR XETK-x NXP S32Zxx

Vector VXx

Please note, that some special use cases (Built-in self-tests, debug protection, special
kinds of resets, special memory accesses, ...) are only limited or not usable with XCP
Debugging. For these use cases, we recommend using an UAD.

If you encounter difficulties installing the product or do you have questions regarding
wiring or pinout please contact the support of your XCP device vendor.

Due to the amount of XCP devices and targets, not every combination XCP device /
target is supported with UDE®. We suggest, if you're interested in XCP Debugging, to
contact the PLS Support Team at support@pls-mc.com to clarify the UDE® support.

If you have questions regarding the UDE® support of your XCP device / microcontroller or
if you encounter difficulties using UDE®, please contact the PLS Support Team at
support@pls-mc.com.
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UAD-JTAG Protector 2 for UAD2*

In hard process environments it is strongly recommended to use the JTAG-Protector
described below. This adapter allows an extended protection of the Universal Access
Devices and other JTAG based devices from the danger of over-voltage and ESD.

Install the hardware of UDE® Universal Debug Engine JTAG-Protector as follows:

1. Connect the UAD-JTAG Protector 2 connector 'UAD' (female connector) with the
JTAG connector of Debug Extender. If the Debug Extender is not equipped with a
male shrouded header, please contact the PLS Support.

2. Connect the UAD-JTAG Protector 2 connector 'Target' (male connector) with the
JTAG ribbon cable to your target.

Please note, that the function of the JTAG protections can be ensured only, when the
ground and target power connections (MCU I/O voltage) are established.

Universal Access Device 2*

Target Ground
potential

Host Ground
potential

UAD2" Ground
potential T

If you encounter difficulties installing the product, please contact the PLS Support Team
at support@pls-mc.com.

Please note the important information about required ESD protection of the access
devices in chapter Static Electricity Precautions! Please note, that the JTAG Protector
DOES NOT suspend the precautions described in this chapter.

Installing of UDE® Universal Debug Engine Installing Hardware 33 of 193


mailto:support@pls-mc.com

Driver Installation for Universal Access Device

If the previous steps succeeded, the software is installed with all components.

The installation process requires additional trusting and installing of the PLS signed
drivers. A message box “Windows Security: Would you like to install this device
software? Name: pls Development Tools. Publisher: pls Programmierbare Logik &
Systeme GmbH” occurred during the installation and must be trusted during installation
of the PLS device drivers.

When starting a newly installed version of UDE® for the first time, a firmware update
may be executed for the access device (UAD2r°, UAD2*, UAD2"*, and UAD3*). This
may take some more time than usual for the “target connect” operation. Please DO NOT
power OFF or unplug the access device during this period!

UAD2" via IEEE1394

Because of the Plug 'n Play-Capabilities of UAD and UAD2* the IEEE1394 driver
instantiation is started automatically, when the Universal Access Device is connected to
the host PC the first time.

1. Power ON the Universal Access Device. i Device Manager - O b

2. Connect the UAD or UAD2* with the host Bile  Action View Help
adapter of your PC using the 6-wire cable. |¢=eb |5 | HrE| 2 B X @
The Windows system will find a new
hardware device on your system called
Universal Access Device 2 in the pls I Computer
Debugging Devices group and will . Disk drives
instantiate a new device driver. [ Display adaptors

2 DVD/CD-ROM drives

B Firmware

g Hurnan Interface Devices

v % PLS-BM324 ”
I Audicinputs and outputs

=z IDE ATASATAPI controllers
“ & IEEE 1394 Bus host controllers
& Texas Instruments 1394 OHCI Compliar

=2 Keyboards
In the case of problems, please verify the [l Mice and cther pointing devices
correct installation. Open the Device Manager, [ Moenitors
the following entries are shown: I Metwork adapters
v i pls Debugging Devices
> |EEE 1394 Bus host controllers e
> Your host bus controller W Ports (COM&LPT)
) . 1 Print queues
> pls Debugging Devices = Printers

I Processors
I Sound, video and game controllers

» Universal Access Device 2

If one of the entries is marked with a question S Storage controllers
mark, please unplug UAD2 und repair the 3 Systern devices v
UDE® Driver installation by running the « 2

program <UDE_DIRECTORY>\Driver\ude-
drivers.exe.

Please see the chapter Hardware Description of the user’s manual for additional
information.
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UADS3" via IEEE1394b

Because of the Plug 'n Play-Capabilities of UAD3* the IEEE1394b driver instantiation is
started automatically, when the Universal Access Device is connected to the host PC the

first time.
1. Power ON the UAD3".

2. Connect the UAD3* with the host adapter of your PC using the 9-wire IEEE1394b
cable or a 6-9-wire IEEE1394 bilingual cable. The Windows system will find a new
hardware device on your system called Universal Access Device 3 in the pls
Debugging Devices group and will instantiate a new device driver.

In the case of problems, please verify the

correct installation. Open the Device Manager,

the following entries are shown:

> |EEE 1394b Bus host controllers
» Your host bus controller

» pls Debugging Devices
» Universal Access Device 3

If one of the entries is marked with a question

mark, please unplug UAD2 and repair the
UDE® Driver installation by running the

oy Device Manager - O *
Eile  Actiocn View Help

&= T B HE =

E X+

v & PLS-EM334
| Audicinputs and outputs
3 Computer
- Llisk drives
& Display adaptors
- DVD/CD-ROM drives
; Firmware
== |IDE ATA/ATAPI controllers
hd @ IEEE 1394 Bus host cantrollers
§ Texas Instruments 1394 OHCI Compliar

@ Mice and other pointing devices
& Maonitors
P Metwork adapters
w i pls Debugging Devices
i Universal Access Device 2 pro V2
i Ports (COM &LLPT)
M Print queues
[ Printers
] Processors
I Sound, video and game controllers
S Storage controllers
Em System devices

program <UDE_DIRECTORY>\Driver\ude-drivers.exe.

Please see the chapter Hardware Description of the user’'s manual for additional

information.
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UAD2P™, UAD2*, UAD2"®*', UAD3* via USB port

Because of the Plug 'n Play-Capabilities of UAD2, UAD2*, UAD2"* and UAD3* the USB
driver instantiation is starting automatically, when the UAD2 or UAD3 is connecting to the
host PC the first time.

1. Connect the UAD2rP, UAD2*, UAD2"x or UAD3* to the PC host system using the
USB cable. The Windows system will find a new hardware device on your system
called Universal Access Device 2/3 in the pls Debugging Devices group and will
instantiate a new device driver.

oy Device Manager - O *
Eile  Actiocn View Help

&= T B HE B X3

v M PLS-BEM324 A
| Audicinputs and outputs
3 Computer
- Llisk drives
& Display adaptors
- DVD/CD-ROM drives
; Firmware

@ Mice and other pointing devices
@ Menitors
Iij-‘ Metwork adapters
v i pls Debugging Devices
ﬁ Universal Access Device 2 pro V2

In the case of problems, please verify the § Ports (COM & LPT)
correct installation. Open the Device Manager, 0= Print queues
the following entries are shown: = Printers

I Processors

» Universal Serial Bus controllers .
I Sound, video and game controllers

> Your host bus controller Sy Storage contrallers
. . Em System devices
> pls Debugging Devices v § Universal Serial Bus controllers

i Intel(R) USB 3.1 eXtensible Host Cantr

> Universal Access Device 2/3 !
@ USB Composite Device

If one of the entries is marked with a question § USB Composite Device
mark, please unplug UAD2 and repair the § USE Root Hub (USB 3.0) v
UDE® Driver installation by running the < >

program <UDE_DIRECTORY>\Driver\ude-
drivers.exe.

Please see the chapter Hardware Description of the user's manual for additional
information.
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UAD2*, UAD2"*t, UAD3* via Ethernet TCP/IP

The UAD2* and the UAD3* are equipped with a 100 Mbit/s fast Ethernet interface. The
UAD2"xt gre equipped with a 1000 Mbit/s (1 Gbit/s) Ethernet interface. It can be
connected to a local PC or to a local Network (LAN) via Hubs or Switches. The UAD2*,
UAD2"tand UAD3"* support DHCP and static IP addressing.

Connection methods

Before using UAD2*, UAD2"xt or UAD3* for debugging purposes, the devices needed to
be configured properly. The UAD2/3 can communicate to UDE® via the TCP/IP protocol,
if a valid IP (Internet Protocol) address is configured by:

1. Using DHCP, this requires a DHCP server on your network, or

2. Using a static IP address, this requires knowledge about the network structure, e.g.
knowledge of free IP addresses so that there is no IP used twice in the network.

At factory settings, the UAD2*, UAD2"* or UAD3* are configured with DHCP enabled.
After power ON the UAD tries to receive an IP address from a DHCP server. If it receives
no answer from a DHCP server, the UAD2*, UAD2"* or UAD3* will fall back to a static IP
address after 60 seconds.

The static fall back IP address is 192.168.1.100. The UAD2*, UAD2"x, UAD3* use the
following TCP ports for communication: 43690 (©xAAAA) and 43691 (OxAAAB).

Configuration of the IP address via Ethernet

The configuration of the UAD2*, UAD2"x or UAD3"* can be changed, using a web
browser. After entering the current IP address, e.g.

http://192.168.1.248

the UAD2 Configuration Page or UAD3 Configuration Page appears as startup page.
The configuration page contains the serial number of the UAD2*, UAD2"xt or UAD3* and
the current configuration at the left side of then page.

3 UAD3 Configuration Par X | — O bd
&= O D 192.168.1.248/ T 3=

UAD3 Configuration Page

Serial Number: 360807

Current IP configuration New IP configuration

~eD 1 AT New [P = =
[Paddress 1921681248 e [Bz J[ee |1 |48 |
Netmask 255.255.255.0 New Netmazk [255 [[255 [[2ss o |
Default 7148 New Default 55 =
Gateway 192.168.1.9 Gateway I T
Use DHCP YES UseDHCPF [

To changes the network configuration enter new IP address, Netmask and Defzult Gateway in the fisld
znd enable or dizable using of DHCP and apply settings. If DHCP i3 enabled and there iz ne DHCP in
the netwerk, the UAD3 will fall back to the zelected static IP address, Netmask and Default Gateway.

Prls

The example shows, that DHCP is enabled and the current IP address is 192.168.1.248.
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On the right of the form, new settings can be entered. The configured IP address will also
be used as fallback, when DHCP is enabled but no DHCP answer is received. After
clicking Apply, the new settings are stored. To apply the new settings immediately, power
the UAD2*, UAD2"x or UAD3* OFF and ON again. Otherwise, they are applied after the
next power ON event.

Configuration of the IP address via USB/IEEE1394

If the IP address of the UAD2*, UAD2"*t or UAD3* is unknown, it can be configured using
the USB or FireWire connection:

Connect the UAD2*, UAD2"xt or UAD3* via USB or Firewire (when available) to a PC.
Open the device manager’s property page of the UAD2*, UAD2"* or UAD3* and select
Ethernet Config.

Universal Access Device 2 Properties >

General Hardware Profles  Hardware  Driver Details Events

Hardware details about

Serial number: 202848

Loader version: 320, Hw type: B
Firrwsare version: 4.21.17085
Production date: June 24,2005
Feature Hags: MDGT

Overall communication transfer rate;
4742 080 kBytesiz

| Etkernet Caonfig

Interface details

Interface speed: Highspeed [480MBit/s)
Drriver infa: USE LowLewvel Driver V2.2
Copyright [C) 2003-2013
plz GmbH
QK Cancel

The Ethernet Configuration dialog appears where the same settings can be made.

Ethernet Configuration *
Static IP Address: | 192 . 168 . 5 . 100
MNetmask: | 2hh . 2556 . 255 0
Default Gateway: | 0 0 . 0 0
¥ Use DHCP

Set | Cloze
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Once the UAD2*, UAD2"x or UAD3* was configured, a connection via UAD2*, UAD2next
or UAD3" can be established: Create a new workspace and select your target
configuration. If default is set as communication device and there is no other UAD2* or
UAD3* connected, the Ethernet device is found automatically.

If no UAD was found, open the menu entry Config — Target interface... in UDE® or menu
entry Target — Setup in UDE® Memtool. In the Target Interface Setup, dialog click on
the Setup button.

Select Communication Device o

Browse ]Ecl'rt ]

i Ay UAD3 device, attached to Ethemet port " Refrash

- Any UADZnext device

- Ay UAD Znext device, attached to USE port

- Ay UADZnext device, attached to IEEE1354 (Firewire) port

- Ay UADZnext device, attached to Ethemet port

B Any UAD2 device

- Any UADZ device, attached to LUSE port

- Ay UADZ device, attached to IEEE1354 (Firewire) port

- Any UADZ device, attached to Ethemet port

- LUADZ device, serial number 202848, attached to USE port (UADZ)

- LUADZ device, serial number 202851, attached to Ethemet port (JADZ)
B UAD2 device, IP address 192.168.1.158, atiached to Ethemet port (SM 202851) (UAD2|

B- Any FTDI device

i Ay FTD device, attached to USE port

L Ay XCP device

Selected Communication Device Properties :

FixedIP=1592.168.1.158 Port Type=Ethemet, Type=UADZ

QK | Cancel Help

For using the TCP/IP communication, the Select Communication Device dialog is
opened. You can select the specific access device that you want to use. These settings
are stored in the target configuration *. cfg file format.

For Ethernet connections select UAD2 device, attached to Ethernet port. A specific IP
address to connect can be entered or an UAD2*, UAD2"¢* or UAD3* can be selected
from the list after retrieving available devices. Pressing OK applies the settings. A
connection is established now.

If multiple UAD2*, UAD2"x or UAD3* are used at the same time (e.g. for automated
FLASH programming), then every UAD2*, UAD2"x or UAD3* have its own target
configuration with either unique IP or unique serial number.
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Driver Installation for USB-Key (Sentinel USB SuperPro)

Because of the Plug 'n Play-Capabilities of the USB-Key the USB driver installation is
started automatically, when the USB-Key is connected to the host PC the first time.

USB-Key via USB port

1. Connect the USB-Key to the PC host system using the USB port. The Windows
system will find a new hardware device on your system called USB SuperProNet or
USB SuperPro or USB UltraPro or SafeNet USB SuperPro/UltraPro in the
Universal Serial Bus controller or Other devices. By default, the driver is installed
during the UDE® installation process.

2. Click Next and Einish.

oy Device Manager - O *
Eile  Action View Help
e« @ EE B EXE

B Security devices ~
[ Sensors
o >mart card readers

!'t Seftware components
B Software devices
I Scund, video and game contrellers
& Storage controllers
E= System devices
v ' Universal Serial Bus contrellers
i Intel(R) USE 3.1 eXtensible Host Controller
i SafeMet USE SuperPro/UltraPro
i USB Compuosite Device
i USB Compuosite Device
i USE Mass Storage Device
§ USB Reot Hub (USB 2.0
= WSD Print Provider
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License Manager

During the installation process, you will be asked pls
for a license key. Descrenn

License Certificate

1. You have got your personal license key as T
License Certificate within the consignment of o r—
UDE® Universal Debug Engine. i ST TS

Software downluad: hitps://pls-rmic camiude

Contact for tachnical support
Emall: support@pls-mccom
Phane: (+49) 35722/384-0

Benefits
benefits include unimited phone and email suppart, free updates fr the ficens

Please enter the key into the Input new License Key edit field and click Add UDE HW
Key. A new key entry will be added, if the license key is valid. Pushing the Button OK
applies the changes to the system.

License Manager *
Serial Mo, | Architecture | Key Date | Feature Flags License Key
123456 TriCore MultiCore 08/2020  no additional features 4016JFI4PDIS2IT MSTMT
< >
Input new License Kew
| ] | Bemove UDE HwW Fey |
Host [dentifier: Add UDE Hw key File | Help |
|ba2s3305.5317 AddBUM License Fle | Clear RLM Cache | oK |

2. Licenses from PLS are also distributed as key file with the extension *.ukf. Ask
support@pls-mc.com for the license key file with the serial number of the affected
UAD. Use the button Add UDE HW Key File to browse and select a new key file.

If you expand your feature list of UDE®, you will get further license keys. These keys will
either replace older keys or complement your key list. Please use the Help — License
Manager from the system menu of UDE® to open the License Manager.

If you do not have a valid license key for a used feature, a message box License check
failed will appear as soon as you request this feature. Please contact support@pls-
mc.com In this case.

Please note, that every license key applies to one Universal Access Device and one
supported architecture only!
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Node-locked licensing

UDE® Universal Debug Engine products can be licensed by node-locked licensing, if the
product package does not contain any additional access device, which will be used
normally for licensing of UDE®. For this license type, the customer receives an activation
key with his license documents. This activation key is the basic reference identifier
assigned to his UDE® license.

The activation process for a node-locked licensing based UDE® product will cover the
following steps:

1. The customer receives the activation key with his license documents and installs
UDE® on his Windows PC.

2. The customer determines the host identifier (host ID) of his PC. How to obtain a host
ID will be described in the following chapter.

3. The host ID must be transmitted to PLS’ support (e-mail to support@pls-mc.com)
with the corresponding activation key from the UDE® license documents.

4. The customer will receive the license file from PLS and install the license file using
UDE® license manager dialog.

How to get the Host ID of UDE® Installation

This chapter describes three methods to obtain the host ID, which are required for
generating a node-locked license file.
Obtain Host Identifier via UDE® License Manager

The following steps must be executed to obtain the host identifier by UDE® license
manager:

1. Start UDE.exe

2. Open UDE® main menu Help — License Manager to open UDE® license manager

dialog
License Manager bt
Serial Mo, | Architecture Key Date | Feature Flags License Key
123456 TriCore MultiCore 0872020  no additional features 4C16JFI4PDIS2IT MITMT

£ >
Input new License Keyw:
| | Remove UDE Hw Key |
Host Identifier: Add UDE Hiw Key File | Help |
|b422334523(7 AddBLM License File | Clear ALM Cache | oK |

The content of the dialog field Host Identifier can now be copied to Windows clipboard
and needs to be send to PLS’ Support Team support@pls-mc.com with the activation
key from license documents.

Obtain Host Identifier via UDE® License Key Request Form

All information required for license activation can also be provided by UDE License
Request Form. The usage of this service requires an active UDE® configuration and is
typically used for later requests for updated license keys.
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The following step must be executed to create the appropriate information:
1. Start UDE.exe and connect to a target system.

2. Open UDE® main menu Help — UDE License Key Request Form to open the request
form.

UDE License Key Request Form ? >
User Mame: E-Mail Address: Phaone Mumber:

123455678

|User | |user@user.com |

Company: Department:
|User Ltd | |Develu:u|:urnent |

Access Device Seral No.: UDE Version: Host Identifier:
I | [5.02.01- fnone) | [b42e934505%7

Installed License Keys

Serial Mo, | Architecture | Key Date | Feature Flags | License Key
495940 TriCore MultiCore  11/2018  PXROS|ORTI|Mucleus[TRACE|UE...

< >

[] Append installed license keys for diagnostic purposes

UDE License Keys - select Architecture(s) User Account at www pls-mc.com to enable
Download latest UDE Versions

[] TrCore # PCP(2) [] Create User Accourt
[] c16x 7 C166CBC / ST10

[] XC166 / XE166 / XC2XXX
[] ARM7 / ARM 9/ ARM 11 / Cortex / XScale

Save as ZIP file

| D dnivpls W UDE 5.2%LicenseForm.zi_

Passward:

[] SuperH Save ZIP Fil
[lee Password protected e e
¥

[ TiiCore MultiCore

PowerPC MuttiCore

[] Cortex MutiCore

Activation Key for Nodedocked Licenses
1234 | - [s678 | - - 3456 |

ond T

9012

3. Fillin all necessary fields of the License Key Request Form, such as User Name,
Company, Department, E-Mail Address and Activation Key for Node-locked
Licenses.

4. Fill the Save as ZIP file field by a local hard disk path and press the Save ZIP File
button.

5. Close this dialog

6. The created ZIP file contains all necessary information. Send it directly to the PLS
Support Team support@pls-mc.com without any further information.
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Obtain Host Identifier via Script

The following three lines of script code must be saved to local disk as Visual Basic Script
file GetHostID.vbs:

set LicenseServer = CreateObject ("UDE.LicenseServer.2025")

RequString = LicenseServer.RLMHostID

WScript.Echo "PC Host ID:" vbcrlf RequString

This script must be executed on the Windows command line as follows:
CScript GetHostID.vbs HostID.txt

The content of the file HostID.txt has to be send to PLS Support Team support@pls-
mc.com with the activation key from the license documents.

The script COM-object identifier of the UDE® license server is version depended. The
COM-object id listed in the script code above is the COM-object id of UDE® license server
of UDE® version 2025. If a different UDE® version is used, the first line of code must be
changed.

Using UDE® version 2025 this script code line must be changed to:

set LicenseServer = CreateObject ("UDE.LicenseServer.2025")

Setup of Node-Locked License File

After sending the host identifier of your Windows PC to PLS, you will get a license file,
which contains all licenses for all architectures, which are part of this license. The license
file has the extension *.1ic and the license file contains several lines:

Usually the license is sent as attachment of an e-mail from PLS Support Team. Save this
attachment to a local hard disk path. Than execute the following steps to activate the
node-locked license by UDE® license manager dialog:

1. Start UDE.exe.

2. Open UDE® main menu Help — License Manager to open UDE® license manager
dialog.

3. Press Add NL License File and browse with the opened file input explorer to your
local copy of the license file.

4. After successful import, the license manger dialog will be updated and displays the
additional node-locked licenses.

License Manager >
Serial Mo, | Architecture | Key Date | Feature Flags License Key
RLM PowerPC MultiCore  05/2020  ORTI|UEC|Simulator MNode-locked license
RLM PowerPC 05/2020  ORTIUEC|Simulator MNode-locked license
RLM TriCore PCP 05/2020  ORTIUEC|Simulator MNode-locked license
RLM TriCore MultiCore 05/2020  ORTIUEC|Simulator MNode-locked license
RLM TriCore 05/2020  ORTIUEC|Simulator Mode-locked license
£ >
Input new License Kew
| Add UDE Hw Key | Remove UDE Hw/ Key |
Host Identifier: Add UDE Hw Key File | | Help |
|b422334523(7 AddBLM License File | Clear ALM Cache | | oK |
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Uninstalling or Reinstalling UDE®

For uninstalling the UDE® Universal Debug Engine workbench, you may use the
Add/Remove Programs feature from the Control Panel or the Remove function of the
Setup program. The uninstall function will remove all UDE components, except user
changed files, like workspace or configuration files.

Note: If you made any modifications of the UDE® examples delivered with UDE® setup
and you want to keep these changes, copy or move the example source files to another
location before uninstalling or reinstalling of UDE®. However, the uninstall procedure will
not delete other projects and files.

For uninstalling of UDE®, execute the following three steps:
1. Click Start from system menu, choose Settings and open the Control Panel.
2. Choose the Add/Remove Programs Icon and open it.

3. Select 'Universal Debug Engine' and click Change/Remove ... Button.

*

Universal Debug Engine 2025 - InstallShield Wizard

Welcome

Modify, repair, or remove the program.
Welcome to the Universal Debug Engine 2025 Setup Maintenance program. This program lets
you modify the current installation. Click one of the options below.

(O Modify

BB | Selectnew program features to add or select currently installed features to
T remove,

Reinstall all program features installed by the previous setup.

() Remove

7 N
=™ Remove allinstalled features.

$)

< Back Cancel

For reinstalling the UDE® Universal Debug Engine start the Setup program Setup.exe
from the UDE® CD-ROM or from the file you downloaded from https://www.pls-
mc.com/download.htm. In the first step, click Repair and follow the instructions on the
screen.

Find out about the latest UDE® version

UDE® is constantly being developed and improved. Therefore, new UDE® major and
minor versions are released regularly. The information and executable files of the latest
UDE® version are provided in the following ways:

1. On the website at https://www.pls-mc.com/downloads.html the button
Download latest UDE version is linked with the latest UDE version for download
(see the picture below). The download of the latest major UDE® version will start
immediately.

If you’re not logged in, you will be asked to log in. Please register your account
once before. If the download is not available, please contact our Support Team
at support@pls-mc.com.
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2. Log on the website at https://www.pls-mc.com/accounts/login/ and browse to
menu Service — Downloads and Updates. The dropdown box of the UDE
Download Area offers all available UDE® Version corresponding your
maintenance contract.

UDE Download and Update Arec
UDE Download and Update Area

Download latest UDE version

UDE Download Area
Hint: Select all available software or documents from the Selection Box below if available. Downloads are only available if you are
logged in.
— UDE Software v
UDE 2023.01 Download exe|239.2 MB Show details @
UUDE Memtool 2023.01 Download exe | 161.8 MB Show details &
UDE Samples 2022.02 Download exe|42.1 MB Show details &

The UDE® about box can check, if a new UDE® version is available. Open the
About Box via UDE® menu, the UDE® Memtool menu or the UDEAdmin menu
Help — About UDE... and push the Check for update button. If an UDE® update
is available, a download link will be provided as described in the first way.

About Universal Debug Engine X
® Univerzal Debug Engine
Release:  2025.00.04
Build ; 21179 [86-64)
The C/C++ - Embedded Software Debugging and
L . Spstern State Visualization T ool X
universal dsbug engine Copyright by PLS Development Tools 1991-2025 .
PLS Programmierbare Logik _Svatene GrbH Debug Engine
Leading Edge Solution - 2024.01.00
) ; - 20237 [«B6-E4)
for Debugging and Test supparl@pls me.com

b - Embedded Software Debugging and
Check for update stem State Yisualisation T ool

by PLS Development Tools 1337-2024
ammierbare Logik, _Systeme GmbH
Thiz product iz licensed for: v ple-me. com
supportEpls-me. com

Alexander Garnitz

; . ' ipdate package
AURIX, TriCore, PowerArchitecture, T

ARM Cortex M/R/A, RHB50, SH-2,
XC2000/XE166 and C166/5T10

pct iz licenzed For:

Alexander Gomitz

AURIX, TriCore, PowerArchitecture,
ARM Cortex M/R/A, RHBS0, SH-2,
XC2000/XE166 and C166/5T10

Open the link and log in if required. Afterwards the download of the latest UDE® version
will start immediately.
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Trouble Shooting

In case of trouble with UDE® please read the UDE Manual.pdf and the UDE Manual
Appendix.pdf very conscientiously. Make sure that you have connected all cables
properly and selected the correct target device.

Frequently Asked Questions (FAQ’s)

For technical questions, please consult the UDE® FAQ list on our website
https://www.pls-mc.com/fags.html first.

Precautions when installing a new UDE® version

When starting a newly installed version of UDE® for the first time, a firmware update
may be executed for the access device (UAD2r°, UAD2*, UAD2"*, and UAD3*). This
may take some more time than usual for the “target connect” operation. Please DO NOT
power OFF or unplug the access device during this period!

Downloading the latest UDE® Version

Our PLS Newsletter keeps you informed about latest news and software versions of the
UDE®. You can subscribe to the PLS Newsletter via your profile at https://www.pls-
mc.com/accounts/profile/.

You may find the latest version of UDE® Universal Debug Engine and other components
on our website https://www.pls-mc.com/download.htm for downloading. It is required
that you are registered and logged in before.

Reporting a Problem in UDE®

If a problem remains, after reading the hints of the UDE Manual.pdf of the latest UDE®
version and the FAQs, the fastest way is to download the UDE Support Checklist Form
from https://www.pls-mc.com/downloads/UDE Support Checklist Form.pdf, fill out
and e-mail it to the PLS Support Line at support@pls-mc.com.

Run UDE®, open the affected workspace, set the Message View Log level to Maximum
and reproduce the problem. Open menu Help — UDE Support Request Form, fill out the
necessary fields and save it as a ZIP file. Now please send the ZIP file as attachment
including the used password to the PLS Support Line at support@pls-mc.com.

Our Support team will contact you as soon as possible.
Known Issues

Installation fails

Please make sure that you have full rights (administrator rights) for the installation
process of UDE®.

UAD2/ UAD2* does not enumerate at USB-Bus

This happens, if an UAD2, UAD2* is connected to a target without powering UAD2,
UAD2*. If the target system gets power before the UAD2, UAD2*, it is possible that it
does not connect correctly to USB. In this case, power OFF target, power OFF UAD2,
UADZ2*, disconnect USB and disconnect the target from UAD2. Then power ON UAD2,
UADZ2*, connect to USB, power ON target and connect both together.

If the problem persists, please do contact the PLS Support Team at support@pls-
mc.com.
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Getting Started

Examples delivered with UDE®

The UDE® Universal Debug Engine comes with a set of example programs that
demonstrates the features of UDE®. These examples are compiled with the available
compilers for known Starterkit and Evaluation boards and are installed in <PROGRAMDATA>,

which is located usually:

C:\Users\<USERNAME>\Documents\pls\UDE 2025\Samples

=11 Automation
=L c16x
=Ll Cortex
=L Cortexvs
=-_lppc
=Ll Tricore
=Ll Tricore2
=-__] TriBoard_TC23x
=-__1 TriBoard_TC29x
=11 MultiCoreDemo
=-__1 SimioDemo
=-__1 TimeDemo
=1 IntRam
=-__I IntRom
=-__Isrc
=L Tricore3
=L xc16x
=1L xc2000

Example programs for UDE automation (Phyton, Perl, C#, C++)
Example programs for C167, ST10F167, ST10276 and other derivatives
Example programs for Cortex-M4 S32V234 derivative

Example programs for Cortex-A53 S32V234 derivative

Example programs for PowerPC derivatives

Example programs for TriCore derivatives

Example programs for AURIX TC2xx derivatives

Example programs for AURIX TC23x

Example programs for AURIX TC29x

Example demonstration of multi-core features

Example demonstration of the Simulated I/O capabilities, source code directory
Example demonstration of the variables auto refresh mode and using interrupts
Example located for using in internal RAM, contains binary and mapping file
Example located for using in internal ROM, contains binary and mapping file
Example source directory HighTec GNU compiler

Example programs for AURIX TC3xx derivatives

Example programs for XC161, XC167 and other derivatives

Example programs for XC2287, XC2267 and other derivatives
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An Example with AURIX TC3xx

We assume that you now have successfully installed the UDE® Universal Debug Engine
version. In this section, you will learn about how to ...

> start UDE®,
> use the windows in UDE® and
> load, start and debug existing applications.

We recommend you to go through this tutorial step-by-step. This example is using the
AURIX TC399 TriBoard Starterkit offered by Infineon Technologies with the
communication hardware add-on UAD2P™,

For further supported controllers, please have a look at the compatibility list below. For
the correct setup of the board look up the chapter Hardware Description Starterkit
boards in the UDE Manual Appendix.pdf.

Precautions

When starting a newly installed version of UDE® for the first time, a firmware update
may be executed for the access device (UAD2r°, UAD2*, UAD2"X and UAD3*). This
may take some more time than usual for the “target connect” operation. Please DO NOT
power OFF or unplug the access device during this period! For UAD3* specifics, please
see the chapter Debug/Trace Pod Configuration from the UDE Manual Appendix.pdf.

Starting UDE® Universal Debug Engine

Once the operating system is up and running double-clicks on the icon UDE on the
desktop. Alternatively, UDE® may be launched also via Start — Programs — Universal
Debug Engine 2025 — UDE 2025. This will start the desktop of UDE® development
system.

B UDE 2025 — O b 4
File Edit Help ! Default o W
0D 2 s

i

The next step is to create a new workspace. Fle
An UDE® workspace saves all configurations 0

i . 8 New Workspace Ctrl+
and settings of UDE®, windows and their

X Bﬁ' Open Workspace.. Ctrl=O

content, path and name of loaded files. The - ¢ _a_" .

file extension is *.wsx. save Workspace LS
% Save Workspace As...

Click New Workspace at the File menu and

. . Save Workspace as Template...
create a new file, e.g. TC399_TriBoard.wsx.

Save View Content As
After creating the new workspace, you will be ~  Close Workspace Ctrl+F4
asked to select a target hardware G e o =
configuration. UDE® provides some default S t=~.
target configurations of Starterkits. Click the T
Default button and enable Use a default @ Load Program
target configuration to select a predefined LR
configuration. Print

. Recent File: 4
In a later chapter, the creation of a new target cen

configuration will be described as well. In this E Alers
example, a communication hardware add-on, like the UAD2P™, is used.
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The TriBoard with TC399XE-BA configuration is available under the entry TriCore AURIX
TC3xx — Infineon — TC39xB Starterkit — TriBoard with TC39x B-Step (DAP). The
content of the parentheses describes the target communication channel.

Create or use default 4

{” Create a new target corfiguration step by step

* |se a default target corfiguration

B-E0 TC36xA Starterkit A
20 TC37xA Starterkit
-0 TC387A Application Kit
-0 TC38A Starterkit
-0 TC397B Application Kit
-0 TC3%A Starterkit
0 TC3%E Starterkit
B
[& Triboard with TC3%« B-Step (DAP) - Corel only
I Tebooed vtk TE 28 D e (MATE
Triboard with TC3%x B-Step (DAP)
Init TLE35584 C-5Step on connect
4MB extemal Flash at (xA2000000
TMB extemal SRAM at (xAL000000

G
&
&
&
&
=

| Finish | Cancel Help

Select this entry and click Finish. Set the name for the target configuration, e.g.
TriBoard_TC39xB_dap.cfg.In the Select target Configuration dialog, click OK and
select the cores for debugging.

If hardware initialization process is executed successfully, the UDE® connects to the
target hardware. For a first view the symbols and the target manager can be added via
menu Views — Symbols and Views — Target Manager.

® UDE 2025 - DA\UdeWorkspaces\ude_2024\TC389_TriBoard. wsx - m} =
File Edit Debug Show Views Tools Config Macro Help i Default - ®a
Peoem sl TR ™ “} (] |C0reDha|ted by reset Bk, |C0re1 inactive Core2 inactive Cored inactive =
P B [ -l
Cared Symbols ~ [ % | |code <DxAD000000-0xAODD03FF> X 0ea0000000| | ¥
Y: o OzADOOOOODO 9D 82 Ce 90 J4 0=8005218C 4 ~

O0=zAO0000004 00 00 HOFP

O=A0000006 00 OO0 HOP

O=A0000008 00 00 HOP

O=A0000004 00 00 HOP

OxzAQD0000C 00 00 HOP

OxzAQDOOO0DE OO0 00 HOP

O=AQDO00010 00 00 HOE

0=AOD00012 00 00 HOE

0zAOD00014 00 00 HOE

OzAQOOOOO16 00 OO0 HOF v

£ >
Corel |D:"....‘."-.Tr'Boa’d_TCBQxB_dap.cfg |C9reD halted by reset ‘Fun:t'o" disabled |7

Furthermore, UDE® generates a lot of hints and messages during its usage. It is helpful to
check this. For that, enable the message view via menu Views — Other windows —
Messages additionally.

If a valid license could not be found, a dialog License Check Summary appears. Please
check if the license key, you have got in the delivered UDE® package, was inserted in the
License Manager. Use the menu Help — License manager for verification and inserting
the key string. Alternatively, the hardware add-on is not connected or powered on. Please
use the Device Manager from the Control panel for validation.

For loading an existing workspace file, use either File — Open Workspace or File —
Recent Workspaces to select the workspace and start a new session with settings from
the saved workspace.
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If you got an error message, return to the section “Installing UDE® Software” and make
sure that all settings are correct. Please refer to section Trouble Shooting for further
information. If the problem persists, contact the PLS Support Team at support@pls-
mc.com for qualified help.

Loading a AURIX Executable

File
After having UDE® for TriCore started, we O New Workspace Ctrl+N
want to load a program that can be executed | @&  open Workspace. Chrl+0
on the TriCore Starterkit board. B Save Workspace o
We will use the HighTec GNU compiler B save Workspace As..

variant of the TimeDemo. This example will Save Workspace as Template...
toggle the LED on the TriBoard only, for a
basic demonstration of the debugger
capabilities.

Save View Content As.

Close Workspace Ctrl+F4

-l

Disconnect Target System..

Select the menu entry Load Program in the Connect Target System

FEile menu, browse to folder -
UDE_SAMPLE_DIRECTORY>\TriCore3\TriBoa

0

Load Program

rd_TC39x\TimeDemo\HighTec_IntRam\ hITEEELE
Print
and load the file TimeDemo.elf. 5 )
ecent Files 4
Exit Alv+F4

Binary and Symbols

Because of the multi-core nature of the AURIX architecture, the dialog offers the
capability to select binary and symbol information loading for each core separately.

B UDE 2025 - D\UdeWorkspaces\ude_2024\TC398_TriBoard.wsx

File Edit Debug Show Views Tools Config Macro Help ! Default - ® @ _
o> *E =] ﬁ" F’} “} ® |CnreDha|ted by resst Eb |Cnre1 inactive Core2 inactive Core3 inactive 5
Corel Symbals - 3 x| code <OxAD000000-OxA00003FF = X gmc.gc.gc.gd | =
T ]ﬁ) 0=A0000000 S0 B2 Cé 90 JA 0=B005218C 4 A
B Multicore / multi program loader X
[~ Additional download I S 4
Load File To | Cortr... | Conlr... | Contr... | Contr... | Contr.. | Contr... | Hex/ELF | Cancel
b TimeDemo el {0\ deSamples\ude-samples 50 TiCoreTri. MM O OM OM OM O el
elp
O =Binary
= Symbols
TT T T T T 7= T TTTT T TR v
1 £ >
Messages - o X
I... | Type Time Target Source Hessage A
@ 24 Info 14:43:18. . TADZ2ComnDew TriCore? JTAG-QOCDS Debug Protocol, V2.6.7. ID 6 opened
& 25  Success 14:43:18 Corel UDEDebugServer Connection to TC39=B target e=stablished: TriCors (Corel). ID: 21
o 26 Success 14:43:18. . Corel TDEDebugServer Connection to TC39=E target established: TriCors (Corel)
o 27 Success 14:43:18. .. Core? TDEDebugServer Connection to TC39=B target established: TriCore {(Corel)
& 22  Success 14:43:18. . Coresd TDEDebugServer Connection to TC39xE target established: TriCore (Cored)
o 29 Success 14:43:18. . Coreld TDEDebugServer Connection to TC3I9=E target established: TriCore (Corel)
o 30 Success 14:43:18. . Coreb TDEDebugServer Connection to TC39=%E target established: TriCors (Coreb)
v
< >

Corel |D:"....‘\"-.Tr Board TC39xB_dap.cfg |Corel halted by reset | Function disabled |7

Source File Management

If the debugger cannot find the source files specified in the symbol containing files, it can
request the location of the correct source path. This can happen, if the compiler’s-built
environment differs from the environment used by the debugging process.
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The examples source files are located in the \src and \board subfolders. You need to
provide the location on request. UDE® will remember your decision and will not ask again

for this source path.

Every entry of this relocated source is called Alias. The saved aliases of a workspace are
accessible via the menu Config — Debug Server Configuration — View Server —

Source Code — Aliases ...

Universal Debug Engine Opticns - Cored

H- Debug Server
- View Server
Profiling (stats)

Source files

Path M anagement ...

x

.. Time / Value Chart

Source Code
Graphical Trace Chart View
- Workspace

- Add-In

Saurce file window recycling
Linnit wrnmber of open source file windows to
i+ far all source file windaws.,

" for source file windows opended by debugger only.

a0

- Framework
An additional dizaszem

Delete source aliases

[~ Single Program win

Alias file path

D:hdeSamples

File path from debug info oK

L \ude-test-and-venfvhzam

Cancel

Help

Lelete

Jdlip

In some cases, the forced source alias may have changed. Use the dialog to delete the

affected entry. The next time

the source file is used, UDE® will ask for the location again.

Source Path Replacement

The behavior described above is useful, if only few source file locations have changed. If

a complete source file tree is

affected, you can give UDE® a replacement path, which will

be applied to all source file paths.

Use the menu Config — Debug Server Configuration — View Server — Source Code —

Path Management ...
| |

The dialog defines a
part for replacing and a
part for including the
new source location.
Via double-click you can
change the item.

You will see now the
source code of the main
function of the sample
application. After
clicking with the right-
hand mouse button into
the Program window, a
context menu appears
to switch the display
between Source code
only and Mixed

X

mx e #
| Cancel
Help

Source file path management

RBeplacements / Excludes

Replace left part of source file path | With
Aprojectisources D:Sources

< >
[~ Exclude all files which are not found automatically
R oot pathes for relative pathes N O S

Source file path

Source/Assembly code
via the Mixed Mode entry.
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Project management

A docked window at the left-hand side of UDE® houses the Core Symbols tab where the
application's source files and their inside procedures are shown after unfolding the
markers. If no symbols window is shown, you can make it visible via the menu Views —
Symbols. The UDE® project contains source files, C/C++ functions, address sections and
user-defined breakpoints.

By double-clicking on one of the source files in the Symbols window, the selected file will
be opened in the Program window; by double-clicking on one of the procedures, the
selected procedure is displayed. In the Program window, a yellow arrow indicates the
current IP position.

®= UDE 2025 - DA\UdeWorkspaces\ude_2024\TC389_TriBoard.wsx - Corel - Corel - Cored Symbols - [m] =
File Edit Debug Show Views Tools Config Macro Help i Default - ®a
e em =] T MIPND ® 33|C0re|}halted by intemal breaky Bk, |C0re1 inactive Core2 inactive Core3inactive =
Core0 Symbols v I X | |code <0xCO00038E-0xCO0007E0 > D:\.\TimeDemolsrciTimeDemo.c X | Di\..\board\Startup-GnuTe3.5 0xC0000592| Ln 137| %
Y:" =tatic un=s=igned int Buffer[10]: ~
les / =tatic uns=igned int Seconds=0:
Headler files / Other " =tatic un=igned int Hinute==0:
E-[E Source files =tatic un=igned int Hours=0:
B2 cint_ted.c [UNude-tes . . .
H-El crtn.S [\data\distribut . int main{void)
3] intrinsics.h [c\highte . unsigned int i = 0;
-[E ledetl.c [Unude-test-z
g ledctle [Uude-test-: . SYSTEM Tnit():
= libos_exit.c [\data\dis . SYSTIME Init (1000, TimerCallback) .
B[] Startup-GnuTe3.S [U: [=+3 LEDCTL Init():
x Aude. . LEDCTL_On(0);
Bl system_te3.c [Ulude i SYSTEM Enablelnterrupts();
ENE] ime_stm.c [U:ude
B imeDemo.c [UAude. ‘Ehile (1
IS.. wc.ltcun_tc}c [Uhude . if fg TimerFlag)
unctions
Bl Fune Y e P KPS - R, v
£ > £ >
Messages - o X
I | Type | Time | Target | Source | Hes=sage ~
o 30 Success 14:43:18. . Corehs TDEDebugServer Connection to TC3I9=E target established: TriCore (Coreb)
& 31 Success 15:08:33. . Cored TDEDebugServer Frogram with ID 0zl - code =zize 24668 bytes - was loaded!
+ 32 Success 15:08:33. . Coreld TDEDebugServer Program with ID 0=l — code size 24668 bytes - was loaded!
# 33 Success 15:08:33. .. Core? TDEDebugServer Program with ID 0zl - code size 24668 bytes - was loaded!
& 34 Success 15:08:33. . Coresd TDEDebugServer Program with ID 0zl — code =zize 24668 bytes - was loaded!
o 35 Success 15:08:33. . Corel TDEDebugServer Frogram with ID 0=l — code =zize 24668 bytes - was loaded!
o 36 Success 15:08:33. . Corehs TDEDebugServer Frogram with ID 0zl - code =zize 24668 bytes - was loaded!
v
< >

Corel |D \WIriBoard_TC39xB_dap.cfg |CcrEEI halted by internal breakpaint ‘ Function disabled |7

Please note: After downloading a program executable, the IP (Instruction Pointer) is set
to the entry point of the program. Usually the entry point is located at the start-up code.
To force the view of the current IP, use the context menu Show Next Statement or the
main menu Show — Show |P.

Running and Stepping through Debug

the Appllcatlon Rotate core focus Ctrl+F12
®|  Start Program Execution F5

After the application has been loaded, you may T  Step over Subroutine Fg

open now the menu Debug to run or step B} Step into Subroutine 8

through the example procedures.

Step out of Subroutine

Click now on the Start Program Execution *}  Run Program to Cursor F4
entry or button and watch the LED on the
TriCore Starterkit board flashing. When clicking

Break Program Execution

on Break Program Execution, the application is W Reset target _ LaslE
halted and the current IP position (code line) is e
displayed. You may also step through the EW  Setup OCDS unit

application by using Step over Subroutine or Wy Setup TriCore Traps

Step into Subroutine with following function [ setup Peripheral Suspend

calls and executing subroutines instruction by Setup Data Cache Handling

instruction.
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Note: For debugging the C/C++ parts of the example program only, the start-up code
must be executed first. For this, make a Step over Subroutine from the Debug menu of
UDE®. After that, the IP will be shown at the main function; the start-up code has been
executed.

The application can be reloaded with Restart Program Execution. If the program is
running already, it will be started immediately after the reload terminates.

Setting Breakpoints

Now, we assumed that a loaded application is error-free and ready for running. However,
for debugging purposes single step executions and breakpoints have to be performed to
watch program behavior and processor status.

To set a breakpoint in the TimeDemo program, either left-click with the mouse on the grey
column on the left of the Program window or activate a line in a procedure and then click
on the Hand symbol in the tool bar. A red-filled dot appears in the line indicating that the
breakpoint has been successfully set. Alternatively, you may also select the menu Views
— Breakpoints...

B UDE 2025 - D:\UdeWorkspaces\ude_2024\TC399_TriBoard.wsx

File Edit Debug Show Views Tools Config Macro Help t Default - ® s
e oem =] T MR MY ® %|Cor\e3hahed by intemal break; @3 |Core1 inactive Core2 inactive Core3 inactive -
PE O B | |l
Core0 Symbals * @ X | |cods <0xCO00038E-0xCO000780 > D:\.ATimeDemohsroyTimeDemao.c D\ \board\Startup-GnuTe3.5 BreakpointWin x v
V- Mame Core
E Header files / Other 2 # ‘main {Uude-test-and-verify'samples'ple\ TiCore3\TriBoard_TC39x\ TimeDemoisrc\TimeDemo.c} . 143" TimeDemo.c;1;7;;  Corel
B[ Source files
LB ci 3 Aude-tes
e cint_tcd.c [Uude-tes Edit Code Breakpoint X
[]-- crtn.S [\data' distribut
[]-- intrinsics.h [c\highte —— - - - -
o ledcthc [Uf\ ude-test-: Label |maln {U.\ude-test-and-verlfy\samples\pls\Tr|CDr53\TnBoard_TC38x\T|meJ
[]-- libos_exit.c [\data\dis ¥ Enable
[]-- Startup-GnuTe3.5 [UY
- E] em_te3.c [Unude- [~ MuliCore
B ime_stm.c [Uhude
-2 TimeDeme.c [Uude- Address |'main {U:\udertestrandrverify\samples\pls\TriCDreB\TriBoard_TCBSx\TimeJ J
&2 wdtcon_tc3.c [Uhude ’ﬁ
-
@[5 Functions v Type ardware
< 2 ™ Loop Counter 0 Goal 0
IVlessages ™ Condition | * 0 X
I... | Tvpe | Time | Target ~
™ Macro | k.- .
& 30 Success 14:43:18. Corelb bre {Coreb)
¥ 31  Success 15:08:33. Corel ,TI Cancel Hel was loaded!
# 32 Success 15:08:33. Coresl i was loaded!
¥ 33 Success 15:08:33. Corel was loaded!
o 34 Success 15:08:33. Cored TDEDebugServer Frogram with ID 0=l — code =zize 24668 bytes - was loaded!
o 35  Success 15:08:33 Corel UDEDebugServer Frogram with ID 0zl — code =ize 24668 bytes - was loadedl
+ 36  Success 15:08:33. Coreh TDEDebugServer Frogram with ID 0=l — code size 24668 bytes - was loaded!
v
£ >

Corel |D:"-..."."-.T'iBoar:l__C39xB_:a::n.cfg |CcreD halted by internal breakpaint ‘ Function disabled |7

In the Breakpoint dialog, breakpoints can be added, enabled, deleted and type changed,
using the corresponding buttons. By clicking on the E/D (Enable/Disable), checkbox
toggles the breakpoint between active and suspended. Disabled breakpoints are
indicated by a red-shaped circle. Now start the application again. The application will be
executed until the first breakpoint in the execution path is reached. The application will be
stopped then immediately.

Note: The OCDS unit of the AURIX microcontroller supports an unlimited count of
software breakpoints, but only four hardware breakpoints. Software breakpoints are
realized by software code patching, which is only supported in writeable RAM areas.
Hardware breakpoints are supported by the OCDS unit directly and can be used in read-
only ROM areas only. Patching ROM areas (e.g. FLASH) is possible in principle, but not
supported by UDE® because of the vendor-defined limited FLASH programming cycles.

Another possibility to execute certain portions of code without setting a breakpoint
explicitly is by placing the cursor into the line where the application is required to halt and
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then select Debug — Run Program to Cursor from the menu or Run to Cursor (F4-
Button) from the context menu.

Core Registers

The Core Registers
window is opened by
the menu Views —
Core Registers or the
corresponding tool bar
button.

Perform a few single
steps to see the Core
Registers values
changing according to
the executed
instructions. If register
value has been
changed compared to
the previous state are
highlighted in red
color.

If the program is
stopped (e.g. between
single steps) you may

Core Registers

Hame Hame
Al oo
Rl o1
it D2
R3 D3
R4 L4
RS D5
LE D&
ey o7
RE Dg
AS o]
R1D D10
R1l D11
R12 D1z
R13 D13
R14 Dl4
RS 015 0xd
Carry (| PC 0xA0000000
Overflow (| Priority a
Sticky Owverflow (| I¢ Priwilege |Supervisor
Advanced Owverflow|[+] Interrupt disable
Sticky Adwancesd |[]
Safety Task (|

alter the content of

registers. Click on the
register's value in the
Core Registers window and enter the new value.

Peripheral Registers

Peripheral register values are changed in the same way as in the Core Registers window
(open this window by selecting the menu Views — Peripheral Registers). To add a new
register entry, select Browse Ins from the context menu of the Peripheral Registers
window and double-click on the Peripheral register from the list to insert it into the
Peripheral Registers window.

Peripheral Registers * O X
Mame Value Bit field Value
Hoa 5CT_SYSPLLSTAT | 0x00000002 |MODREUN {Frequency modulation is not actiwve)
E DY {K2-Divider does not yet operate with t]
{The freguency of the 3System PLL is nct

FTAT |0 {System PLL Power-saving Mode was enter

=& SCT_SYSPL] . EL 0x1 [f0SCO is used as clock sourcel
er I 0x0

RESLD 0x0

PLLPHD |0x0 {The complete System PLL block is put i

NDIV 0x1D

MODEN 0x0 [Frequency modulation is not actiwvated}
=l & CPU0_BTIV 0x500000E0
o PO0_OUT 0x00000000 |P15 0x0 {The output lewel of P00.x iz 0}

P14 0x0 [The output lewel of P0O0.x iz 0}

P13 Mxt IThe ontrmt 1ewe]l nf POO.x ia 01

Tooltips show the address, the reset value of the current Peripheral Registers and further
information about the focused register. The expanded Peripheral Registers view contains
all available fields this register is composed off. The value can be changed by right-click
on the values and entering the new value.

Various registers are protected, which means that a special unlock sequence is required
to change the register value. UDE® can unlock these registers. Use the context menu of
the register name and disable the entry Write protect.
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Viewing Variables

Viewing and changing global/static variables

All global and static variables from the
C/C++ source code may be observed
directly using the Watches window. Open
the Watches Window by selecting the
menu Views — Watches window or the
corresponding tool bar button.

The variables can be added by double-
clicking on <new variable> or using the
context menu of the <new variable> entry
via Browse Ins. The browser dialog shows

you all available global and static variables.

Click Add for adding a new variable to the
Watches window.

The variables are sorted in groups as
follows:

» Global Variables — shows all global
variables with global scope.

» Static Variables (at file level) — shows
only variables visible at a specific file.

B Select Watch

Varniables ] E xpressions

@ Global Variables -
[ Static Varables (at file level) (]
| Static Varables {at function level)

@ Static Variables (all)

@ All Globals/Statics

I
t&
X

Cloze

V][] ][] [

[~ Expand
S
52 _init_vectab_initialized
52 Buffer [
52 Cdisptab

52 DemoCounterl

52 DemoCounter2

52 DemoCounter3

52 DemoCounterd

52 g_Time

52 g_TimerFlag

52 Hours hd

T: [DEL to clear]

I Cage sensitive

B

» Static Variables (at function level) — shows only static variables visible at a specific

function.

» Static Variables (all) — shows all static variables, which are not global variables.

» All Global/Static Variables — shows all global and static variables.

» If the variable is expandable, i.e. it is a pointer or an array, clicking on the '+' sign in
front of the variable's name will expand it. This means, that the content of the target
location of the pointer or the content of the elements of the array will be displayed.
Variables can be expanded for more than one level.

Variable values can be changed easily by double-clicking in the value area or pressing F2

and typing in the new value.

Watches 1 - O X
Name Value2
Minutes 0xD 00001 ED 0 0x00000000 0 [0%00000000] £ ...
Seconds 0xD 00001 DC 3 0x00000003 3 [0%00000003] / ...
= [1 Buifer 0xD00007E 4 0000001 B4 e
Buffer[0] 0xD 00007 B4 20 0x00000014 20 [0x00000014) .
Buffer[1] 0xD 00007 B8 21 0x00000015 21 [0+00000015] .
Buffer[2] 0xD 00001 BC 22 0x00000016 22 [0+00000016] ..
BUName: Buffer1] 0001C0 23 0x00000017 23 [0x00000017) .. —
B Location: 0xD00001E 2 (0001 C4 24 0x00000018 24 [0=00000018] ...
B T¥pe: unsigred int - nppy g 25 0x00000019 25 [0x00000019] ..
Bz, B 0001 CC % Dx0000001A 26 (000000014 ..

Watch tips

Furthermore, UDE® offers so-called watch tips, which show you the content of simple
variables in the Program Window. Highlight i.e. the Seconds variable from the main()
function by a double-click, move the mouse pointer over and the content will be displayed

in a watch tip after a short waiting time.
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Viewing and changing local variables

Viewing local variables is provided by the Locals window that can be reached via the
menu Views — Locals. In this window, all currently valid local variables are displayed.
The value of the local variable can be changed in the same way as in the Watches
window.

Viewing Memory Locations

The Memory window, which is available via Views — Memory, displays memory areas in
the AURIX’s memory space and provides means to change. Select the displayed memory
area by setting the cursor in the address column of the Memory window and type in the
new address. Memory content can be changed by clicking on a memory location value
and typing in the new value. Changed values are marked blue before they are written
back to the memory.

The Memory window supports the viewing modes as Byte, Word, DWord, Double, Fract
and the ASCII representation of the memory area.

Memory <0xC0000000-0xC000010F > * O X
D=CO00000o Q0020010 OFELCO4D 193C0276 4F003091 R S RN 1 I & RS
N=Coo0001o 960C44D9 116F4154 00500004 3091009C D..Tho...] 0
D=CO000020 44D94F00 41544628 0004116F 0093005D 0.D{.Tho ]
N=CO0000030 4F003091 960C44D9 007E00SD ADOOOO91 O0D ]
D=CO000040 DECOAADS ODOOOO7E 0OS5B4001EB 04C0000D e
N=CO000050 OFEZ280CD 04C0000D OFE0404D 0147FO08F ... ... .. H@. .. .G.
D=COo0000e60 01C8008F OFEQ40CD 04CO000D OFE0404D ... .. @ ... Ha@. .
N=CO000070 0150008F OFEO40CD 04C0000D 0DO01091 B S
D=Coo0002o 0g0000p9 1C001091 0E18211D9 20000091 ... ... ...
D=CO000090 nooogsp9 90000091 00009909 4F003091 ... ... n.o
D=CO000040 960C44D9 00570050 OFE1CO4D 213C0276 D..].WH. . .v. <!
N=CO0000EBD 4F003091 960C44D9 003E00SD SFO03091 00D ] 0.
D=Coo000co 96105509 208F5054 50740140 0043005D oL TP, @ tP].C
N=COo00000a 4F003091 AGZ2844D9 00ZE00SD SFO03091 0.0.D(L]. .. .0
0=CO0000ED ARZ2CEEDY B08FE054 50740140 0033005D o, .TP..@. tP].3
N=CO0000F0 FCOo00091 303CFFD9 OFDCOO00 003A00S5D ... ... <0 1
D=Coo00ion 00720050 009A005D 08200482 A4594474 l.r.1..... LYo

Leaving the Project

To leave the current Project, select File — Close Workspace from the UDE® menu. The
workspace with all settings will be saved automatically. If you want to save the current
project under a different project name, select Save Workspace As ... from File menu. In
the file selection box, the new workspace name must be selected and confirmed.
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An Example with AURIX TC3xx via XCP

Creating a new Workspace

In this chapter is shown, how to connect to Infineon TC39x B-Step board using an XCP
device. First launch UDE®, create a new workspace and select the XCP target
configuration for Infineon AURIX TC39x B-Step:

Create or use default *

" Create a new tanget configuration step by step

{* |se a default target configuration

------ & Trboard with TC3%¢ B-Step (DAS) 2
------ & Trboard with TC35¢ B-Step (DAS) - Corel only

------ & Trboard with TC3%« B-Step (DXCPL)

------ & Trboard with TC3%« B-Step (JTAG)

------ B Trboard with TC3%¢ B-Step (JTAG) - Corel only

------ B Triboard with TC3%¢ B-Step (Memtool /ASC)

------ B Triboard with TC3%¢ B-Step (Memtoal /CAN)

------ B

#--C0 TC3ExA Starterkit

o T T e Chadadei

Triboard with TC3%« B-Step (XCP)
Init TLF35584 C-5Step on connect
4MB extemnal Flash at (kA3000000
1MB extemal SRAM at (xA4000000

| Fertig stellen | Abbrechen Hitre:

After selecting the correct XCP configuration file UDE® tries to connect to the target.
Probably, that will fail, because IP address and TCP port of the XCP device is not
configured yet.

Connecting to an Ethernet-based XCP device is only possible with knowing the
configured IP address and TCP port number of the XCP device. IP address and TCP port
of your XCP device can be configured / checked with the appropriate software tools from
your XCP device vendor.

If you have questions regarding getting to know the correct IP address / TCP port number
or how to configure these please contact the vendor of your XCP device.

If you encounter difficulties with XCP connection using UDE®, please contact the PLS
Support Team at support@pls-mc.com.

IP address and TCP port of the XCP device can be set in UDE® Target Interface.
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Open it via Config — Target Interface and press the Select button in the General tab:

Controllerd.Corel (Master) - TriCore2 Target Interface Setup ¥
General il:onned | Reset | TC%o | Debug | Start / Hat | HSM | Info |
— Select Tanget Communication Port
™ Use default communication device / port
* Use UDE Communication Device
Ay ¥CP device Select
Use 10 Pod : |
" Use Infineon Device Access Server (DAS) for Starterkit Setup |
—JTAG Options
JTAG Clock Speed: I j [ Check for exact JTAG ID match
) ) ™ Scan JTAG Port for Clients on Connect
[~ Connect JTAG signals via OCDS-Level2 trace pod
" U drain reset (F avaiiabl device] [~ Refresh JTAG settings on each command
= open drEin fes SvalEble on aceess devies ™ Use reduced JTAG clock while target is running
Tool arbitration : INone ;I [V Use DAP fortarget access [2pin DAP -
Mo tool arbitration
ISave settings to workspace file only (default mode) ;I | QK I Abbrechen Hilfe:

address and TCP port:

In the Edit tab please select XCP Communication Device and set the correct IP

Select Communication Device

[~ Share access device with other debugger instances

Access device type | IXCF‘ Communication Device LI

Device host port type I LI

™ Mo explicite device selection

" Select device by serial number : I ;I Eefresh |
elect device by IP address |192.163x.y LI Refresh |

belect TCP port Iz ;I
" Select by host port name : LI
{* Select by host port description : I ;I

[ Use fimware file : I

[~ Mways reload firmware on connect

Selected communication device properties

]

[™ Update flash loader on connect

IFi:edIF‘=1 92.0.0.168 Type=XCP

OK I Abbrechen Hitfe

After pressing OK the necessary settings for the XCP connection are done and UDE® can

try to establish a connection.
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A Multi-Core Debugging Example with TriCore/PCP

The HelloPCP program provides an example of how to use the PCP (Peripheral
Communication Processor) of the TriCore chip. It demonstrates the multi-processor
support of UDE®. When running, a flashing LED on the TriBoard is displayed while the
flashing pattern itself is defined by a string in the source code. The string is translated into
Morse code, which provides the flash pattern of the LED.

Please note in this example the PCP is the working horse serving the interrupts of the
GPTU. The PCP code is contained in the source file morse.pcp. The TriCore itself is
used only to initialize the PCP.

Creating a New Workspace with changed configuration

At first, a new workspace has to be created. Click New Workspace from the File menu
and choose a new file name in the opening file selection box. The next step extends the
target configuration with the PCP controller.

UDE® provides a number of prepared target configurations. For this example, the
TriBoard TC1796 configuration has to be copied and changed. Select the entry TriBoard
with TC1796 (JTAG) and click Copy. In the configuration box, choose a new file, e.g.
TriBoard_TC1796_PCP.cfg.

The Target Configuration Dialog will be opened. This dialog gives the user the possibility
to change the target hardware descriptions and settings.

Edit Target Configuration X

Target Configuration File :

i 4 Core |D:'\UdeTargets\ude_2ﬂ24'\TriBnard_TC1T-"EIE_F'cp.c:fg

-[w] ™ PFLASH Target Dezcription :
™ DFL&SH
Flazh

Triboard with TC173EE and PCP [JTAG)
4ME external Flash at 0xa1000000

THB external SRAM at 0xA2000000
PCF iz enabled

PLS Sample configuration

Controllers :
Mame | Family | Type Add
Contrallerd TriCare TC173EE

[

QK | Cancel | Help

Select the PCP entry as shown above, it enables the PCP debugging. Change the Target
Description to .. TC1796B and PCP (JTAG). Click OK.

Your workspace will be reconfigured and the workspace view shows two core debugger
entries.

Every window is connected to one of the cores only, except the command window. To
distinct between the cores, each window displays the core name as part of the descriptor
in the title bar, i.e. Controllere.Core and Controller®.Pcp.
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If the connection is successfully established, the following messages will appear in the
Messages window:
Connection to TC1796 target monitor established: TriCore(Core)
ID: 200B8083h
Connection to TC1796 target monitor established: TriCore(PCP)
ID: 200B8083h

When both debuggers are launched, UDE® is ready for loading the application file
HelloPCP.elf.

Running the Program

For loading HelloPCP.elf enable only the Binary and the Symbols for Controllere.Core
in the Multicore / multi program loader dialog. After loading Hel1loPCP.elf into the TriCore
target system, two program windows are displayed. One of them is the PCP program
window, while the other is the TriCore program window. Toolbar Buttons and menu
commands always relate to the active debugger window.

Di\.AhellopepGnuTcihellopepe % | xDo000204| Ln 71| 5 | ERINRCIOpcEIGREICINoEa e | tnig] =
A .pocptext ~
® int main (void) { corg O=d
. volatile int RetWVal = 0 CH1:
. interrupt_install handler (PCPERRSE. - 1dl .11 =zrl. rodata_fpi_access
. interrupt_enable all(}: . ldl.iu rl. rodata_fpi_access
- 1dl .11 z0, mor=e string
. led_init{): . ldl.iu r0. morse_string
- add ¥, rl, cc UC
. init_pcpi): for_1:
- oW rd, rl, cc UC
. timer_init{): . 1dl.iu 3. 0
. 1d1.i1 =r1. 3
. while {0 == RetWVal) { . and r3, rl, o UC
B - zub r0, r3, cc_[C
. return RetVal:: . 1d. £ rl, [r0]. Size=32
. 1 - add r0, r3, cc 0C
" . como.i r3. 0 N
£ > < >

To debug the PCP program, set a breakpoint in the PCP code, switch to the Core
Window and execute a Step over Subroutine. This will initialize the PCP. Then click on
Start Program Execution of the TriCore code.

Please note, that the sequence described above must be executed exactly in this order.
The background is that the start-up code transfers the PCP code to the PCP memory and
overwrites any software breakpoints. To give the UDE® the possibility to set a breakpoint
to the PCP, UDE® must have access to the PCP after the initialization. That is why the
first step must be a Step over Subroutine!

The PCP program will stop at the breakpoint. Now you may for example step through the
code, continue running the PCP program or watch the PCP registers.

HelloPCP Internals

The TriCore program initializes the GPTUO, the PCP and the port P0O. At the end of the
program, the GPTUO timer is started to provide periodic interrupts to execute the PCP
routines.

The PCP program may be interpreted as state machine. Each interrupt causes the PCP
to start in the following state (EXIT instruction with restart at next address). Each state
ends with setting GPTUO registers to proper values. When the timer of GPTUO overflows,
channel 1 of the PCP is restarted. This way, the PCP program will run infinitely and
continuously send the string defined by

const char morse_string][]
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A Multi-Core Debugging Example with AURIX TC2xx

Infineon’s 32-bit multi-core architecture AURIX (AUtomotive Realtime Integrated neXt
generation architecture) based MCU, part number TC277D, incorporates three TriCore
processor cores (version 1.6). The following chapter describes the debugging options for
three cores of the example architecture AURIX. Multi-core debugging for other
architectures is supported in a similar way.

Please run UDE® from the Window’s start menu.

Understanding a Multi-Core Configuration

UDE® supports several scenarios for Multi-Core debugging:

1. Several cores on one Chip using the same JTAG-Chain (AURIX)
2. Several cores on different Chips using the same JTAG-Chain

3. Several cores on different Chips using different Debug-Channels

The configuration is unchanged during a debug session and is stored in the *. cfg -File.
Configuration settings are managed via the Target Configuration Wizard.

Creating a New Workspace

At first, a new workspace has to be created. Click New Workspace from the Eile menu
and choose a new file name in the opening file selection box.

UDE® provides a number of prepared target configurations (Default button). This
example uses the TriBoard TC277D configuration. Select the entry TriCore AURIX —
Infineon — TC27xD Starterkit — TriBoard with TC275/TC277 D-Step (JTAG) and click
on Finish. In the configuration box, choose a file name, e.g. TriBoard_TC27xD_jtag.cfg.

Select the created configuration and click on Edit to modify the target configuration.

Edit Target Configuration d

. Target Configuration File ;
& m Contraller

------ # Corel |D:\UdeTargets'\ude_2021 \TriBoard_TC27=0_jtag.cfg
------ Carel
...... Care? Target Dezcription :
::E E[TJM Triboard with TE275/TC277 D-Step HTAG)
Multicare Bun Contraol switched on by default
------ ™ PFLASHO
------ ™ PFLASH1
------ ® DF_EEPROM
------ ™ DF1
------ ™ UCEs
Controllers :
Marne | F amily | Type | 4dd
Controllerd TiiCore TC27D
< >

0K | Cancel | Help

The default target configuration contains all information about the Core0, Corel, Core2,
GTM, ED and FLASH devices. Core0 is the master core (TriCorel.6P), Corel and Core2
are slave cores (TriCorel.6E) of Core0. GTM support is disabled in this example.

To change a target or a core-specific property, select one of the ControllerO items and
click the Setup button.
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The General page of Core0 selects the communication device and contains the JTAG
access options. If more than one communication device is connected to the PC, it can be
specified via Use UDE Communication Device which one should be used. Otherwise,
the option Use default device / port is suitable.

Controllerd.Corel (Master) - TriCore Target Interface Setup d

General |C0nnect | Reset | Debug | Start / Hatt |

— Select Target Communication Port
™ Use default communication device / port

¥ |se UDE Communication Device
UAD2 device, serial number 604554, attached to USE port

Use 0 Pod:  [(Defaut] =l
" Use Infineon Device Access Server (DAS) for Starterkit Setup |
—JTAG Options
JTAG Clock Speed: |5 MHz ;I ¥ Check for exact JTAG ID match

[ Scan JTAG Port for Clients on Connect
[ Refresh JTAG settings on each command
[~ Use reduced JTAG clock while target is running

Tool arbitration : |pone ;I [T Use DAP fortarget access |2Pin DAP vl

Nao tool arbitration

[™ Connect JTAG signals via OCDS-Level2 trace pod

™ Use open drain reset {ff available on access device)

Ok | Cancel | Help |

The page Connect contains the connect options and the initialization commands on
connect.

Controllerd.Corel (Master) - TriCore2 Target Interface Setup >

General Cornect | Resst I Debug I Start / Halt I

—Connect options
MOTE: For reset options and intialization commands

Connect: I[defaurt} ;I see dialog tab ‘Reset’ !

I™ Set DE Reset target system

[~ Set 05]Break running application
Keep application running [T Execute OnConnect Commands

5 j
r ljlspen Vait for target reset [ Also execute on unexpected reset detected’
™ Int PSPRO/DSPRO on connect

™ lgnore Halt-afterreset failure on connect with reset
[ lgnore Enable-OCDS failure on connect with reset
[ Run stability test on connect

r— Disconnect options

[” Do debug reset on disconnect

IN-:: emors found

QK I Cancel Help
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The page Reset contains the reset mode and the initialization commands on reset.

Controllerd.Corel (Master) - TriCore Target Interface Setup d

General ] Connmect  Reset ] Debug ] Start / Halt ]

Reset triggered by UDE:

Max. Time to Wait after  [500 0 ... 5000 ms
Target Hardware Reset:

[+ Execute Initiglisation Commands on reset

SET [xFB0020A8 (8000
SET DxFE0020AC (2000

Feset Mode -

|Pu:|wer-on / Hardware Reset

Reset pul| Application Reset
System Reset without HARR flag
Add. rese{ Application Reset without HARR flag
Dont Reset

[ Use open drain reset {if available on access device)

[~ Set PC according to BM| header on target
[ Unlock Interface

{* |se this password :
&33333333,&33333333,&33333333,&[j

|ND emors found

Reset triggered by target system:

[ Halt after reset triggered by user application
" Read password from file :

v Detect unexpected extemal resets
alzo in hated state

Ok | Cancel Help

The pages Debug and Start / Halt contain more debug options and the start/halt
commands. Please see the UDE® help description for more information about the
meaning of each setting.

Leave the Target Interface Setup and click OK. If the connection is established
successfully, the following messages will appear in the Messages window:
Connection to TC27xD target established: TriCore(Core®)
ID: 501DA@83h
Connection to TC27xD target established: TriCore(Corel)
Connection to TC27xD target established: TriCore(Core2)

If all debuggers are launched, UDE® is ready for loading the multi-core application
Timedemo.elf.

Preparing the Debugger

Windows, which are associated to a single core, use a default coloring of the title bar
and/or tabs in tabbed window containers. This default coloring can be customized to the
user’s needs. Open the menu Config — Debug Server Configuration — Eramework —
Windows Tabs Color. Select one of the cores and change the assigned color. The
selected color is now used for each window associated with the selected core.

Universal Debug Engine Options - Corel d
" Debug Server Available view server container e
+- View Server orel
. ‘W'ork spacetd anager
1 Workspace 7 — | T ok of one s
--Add—ln Corel | |-
- Framework Core2
: Switch Debugger [ Usge default windows colors

- Windows Tabs Color

- Visibility Groups

-Views Frame Settings )

- Basic Settings [ Global default windows tabs

Windows User Title

QK | Cancel Help
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Show, Hide and Group Windows-Related Perspectives

Debugging a multi-core system with many open debugger windows may lead into a very
confusing debug session. Perspectives are helping to keep the debug session clearly. A
perspective is a container for windows, which is visible at a certain point of time.

Perspectives can be activated using the toolbar menu. * Default ®a.

The ‘+’ adds a new perspective, the ‘X’ removes it, the ‘gear wheel’ configures the
visibility of the toolbars, the dropdown menu selects a specific perspective.

A new perspective is cloned from the current active perspective, but can be adapted to
the requirements.

Loading a Multi-Core Executable

UDE® supports several options to handle executables for multi-core architectures:
1. One executable for all cores, combined in a single binary file.

2. Separate executables for each core, combined in a single binary file.

3. Separate binary files for each core.

UDE® handles these requirements in a multi-core / multi-program loader box, which
provides a switch matrix to assign executables to cores. Additionally, to selecting binary
files for cores, the dialog also provides switches to assign symbol information containing
files.

Select from the UDE® menu File — Load Program and load the file
UDE_SAMPLE_DIRECTORY>\TriCore2\TriBoard_TC27x\MulticoreDemo\HighTec_IntRam
\TimeDemo.elf.

Because this is an example of a single executable, which is executed by each core, there
is only one entry for MulticoreDemo.elf. Select the binary check marks only for Core O
(master core) in the Controller0.Core0 column, to avoid loading the binary code twice.
Select the symbol check marks for each core to assign symbolic information to each core.

B Multicere / multi pregram loader *

[~ Additional download I i 2
Load File To | Contraller). Cared | Contraller0.Carel | Cantrallerd. Care2 | Cantrallerl.G1 LCancel

(% I 1 lticoreDiema. e, {00 O O O

Help

O =EBinamw
= Symbals

UDE® will load and transfer all binaries into the corresponding core and the symbols to
the debugger symbol server.

Source File Management

If the debugger cannot find the source files specified in the symbol containing files, it can
request the location of the correct source path. This can happen, if the compiler’s-built
environment differs from the environment used by the debugging process.

The examples source files are located in the \src and \board subfolders. You need to
provide the location on request. UDE® will remember your decision and will not ask again
for this source path.
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Every entry of this relocated source is called Alias. The saved aliases of a workspace are
accessible via the menu Config — Debug Server Configuration — View Server —

Source Code - Aliases ...

-

al
al

[l

H

- Debug Server Source files
- Wiew Server
Profiling (stats) Path Management ... bliazes .. |
- Time [ Value Chart
- Source Code Source file window recycling

i... Graphical
-Waorkspace
- Add-In
- Framewark

Trace Chart View Limit number of open source file windows to |3 -

& for all source file windows. ]
o B " Delete source aliazes
" for zource file windows opl

An additional disassembler wil | File path from debug info Alias file path

[~ Single Program window mi

L:hude-test-and-venfyhza... | D:\MdeSamplesiude-za. .

U ude-test-and-verifyhza..  D:\UdeSamplesiude-za. .

]
Cancel

Help

BN

Delete

In some cases, the forced source alias may have changed. Use the dialog to delete the
affected entry. The next time the source file is used, UDE® will ask for the location again.

Source Path Replacement

The behavior described above is useful, if only few source file locations have changed. If
a complete source file tree is affected, you can give UDE® a replacement path, which will

be applied to all source file paths.

Use the menu Config — Debug Server Configuration — View Server — Source Code —

Path Management ...

The dialoq defin.es B Source file path management
a part for replacing
and a part for Beplacements ¢ Excludes

including the new

itk

source location.

D-ASources
You will now see
the source code of
the main function

from the sample [ Exclude all files which are not found automatically
application. When

cIicking with the Raoot pathes for relative pathes S A S

right—hand mouse Source file path

button into the
Program window, a
context button

X

SR AL

Cancel
[ e |

Help

appears to switch between Source code only and Source/Assembly code display via the

Mixed Mode entry.
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FLASH programming

In AURIX TC2xx architecture, only coreO is used to program FLASH memory. The
FLASH/OTP Programming Tool will be opened automatically, if code has to be
downloaded to FLASH memory. It can be opened manually, via menu Tools — ELASH
Programming.

A, UDE - FLASH/QTP Memory Pregramming Toel - Controllerl.Corel d
FLASHAOTP - Memany Device
|PFLASHO: 2 MByte: OnChip Program FLASH ~| ¥ Enatle
Index Start End Siz Eraze .. | About |
I (OxA 0000000 O Q003FFF 16
(OxA 0000000 O Q003FFF Program | Help |
1 Omd 0004000 OwA0007FFF 16
0+40004000 04A0007FFF Verly | General .. |
2 OxA 0008000 (A 000BFFF 16
OxA 0008000 OwA000E4E3 ICB=
3 Ox4000C000 OxA000FFFF 16
4 Ox40010000 D001 3FFF 16 5w Protect .
5 Om&0014000 D001 7FFF 16
B Ox&0018000 OwA00BFFF 16 Test Emply ..
7 Om&001C000 OwA001FFFF 16 v
< > Info ... | Program Al |
Remaove All Setup . | Werify All |

Use the buttons Program All and Verify All to program and verify all FLASH memory at
once.

The FLASH/OTP Programming Tool supports Remap settings for download into
cached regions. Click on Setup ... button and select the page Mapping.

Mapping l Driver ] Program] Verify ] Protection / BI'JII]

I~ Adwvanced Remap Setup *
-
| Start Size Offset Add
[¥ Use Advanced Remap Settings ; 0x50000000 0=200000 0x0
Details 0xA0000000 (200000 0wD

W Also Remap Read Accesses

W Allow overariting of buffered Data

dil:

Remowe Al

J ok | Carcel ‘ Help

QK | Cancel | Help |
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The FLASH/OTP Programming Tool supports the Safe BMI header handling, too.

Setup FLASH/OTP Device - PFLASHD

Mappingl Driver  Program |‘u’enf:.' I ProtectionfBMII

™ Skip unchanged sectors
Automatic erase and fill gaps options:

*

I.l‘-.l.rtomatic sector erase before program

Use fil byte : I;:default'; El

¥ Automatic werify after program
[ Install global protection after program

[T Set boot mode after program ;

¥ iSafe BMI Header Handling!

Header 1file : I[defaLIﬂ}

- ]

Header Zfile - I[defaLIﬂ}

- ]

Ok I Cancel | Help |

The AURIX UCB handling is also supported via the UCB button of the FLASH/OTP

Programming Tool.

Aurix UCE Handler - PFLASH protection >
UCB_PFLASH | UCB_DFLASH | UCE_DBG | UCE_OTP | UCE_HSMCOTF | UCE_HSM

Cument status: Mew corfiguration:

Pflash0Sectors: 27 A PFLASHO | prLasH1 |

Pflash1Sectars: 27

Pflash2Sectors: 0

Pflash3Sectors: 0 [” Read Protection

FPRO: (00400040

PROCONPO: Qe OO000000 Write Protection: Select Al |
PROCONP1: Qe O0000000

Protinst: n Sec.. | Start | End ~
ProtDis: n

PROCONPO RPRG: D Oo (e ADDODDDD D:cAI}I}I}EFFF

PROCONPO.SOL: O a1 Qe ADDOA D00 D ADDOTFFF

PROCONPO.SIL: O [ (e ADDOED0D (e ADDOBFFF

FROCONPD.52L: D 3 («ADOOCO0D  OxADDOFFFF

FROCONPO.S3L: D O

PROCONPD S40- 0 4 0xADD10D0D O ADD13FFF

PROCONPO.S5L: O Os (e ADO1 4000 D ADDT7FFF

Eggggmgg-ggt E 06  (xAD018000  (xADOD1BFFF

FROCONPD 2L D O7 oxADDICO00 OxADD1FFFF

PROCONPO.S9L: O s Qe ADDZ0000 e ADD2TFFF

Eggggmgggl E'II: E Os [ AD0ZB000 e ADDZFFFF

. : - W

PROCONFD.S1ZL. 0 110 MeADNINONN M ADNATFFF

PROCONPO.SI3L: 0

FROCONPO.514L: 0

FROCGHFO.S15L. 0 PROCONPOD:  PROCONPI:

PROCONPO 5161 D 0e00000000 300000000

PROCONFO.517L: 0 v | |

Dizable lock | ‘Wite configuration | Eraze configuration Read and zave... | Load and write... |
Bt | Hep |
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Core Selection

To select a specific core debugger, click into a core-specific window (with a colored frame
and/or tab) and the focus will be on this core debugger. The status bar at the bottom of
the UDE® workbench shows the currently selected core debugger (marked red in the
screenhot below). The state bar field also provides a context menu (right-click) for
selection of a core debugger. At last, the context menu of a specific core in the Target
Manager windows contains an entry to activate and focus this core.

This behavior of UDE® is highly configurable. Use the menu Config — Debug Server
Configuration — Framework — Switch Debugger to explore all options.

Universal Dekug Engine Opticns - Corel d

" Debug Server Switch Debugger Instances
- View Server v

[+ Double click on status bar debugager panel

Add-In
E| Framework [¥ Local menu of status bar debugger panel

Switch Debugger v Debug menu item / Key CTRL + F12

Windows Tabs Color [¥ Target manager browser

Visibility Groups [¥ Toolbar debugger status panel

Views Frame Settings [v Do nat change input focus by inactive debugger IP change
Basic Settings

Windows User Title

QK | Cancel Help

This screenshot shows an example configuration for a multicore workbench:

B+ UDE 2024 - D:\Ucla\-‘.‘urkzpacez‘\u(le_ZOZ4\TCZFS_"'\ppllcatlDﬂEUﬂrtI_ZOZd.wzxI» Corel - Corel - Do\ Asrc\MulticoreDemeo.c - m] X
Eile Edit Debug Show Views Tools Config Macro Help i Default - n s _
Poem ozl T PP D ® ¥ |Corel halted by intemal breaky EM Bk |CUrEW inactive Core2 inactive |GTM inactive g
P b @ .
Core0 Symbols ~ 0 x | |[DA.dsre\MulticoreDema.e X ; Do, isrc\MulticareDemo.c 0xC0000934| Ln 211 5 Core Registers -1 X
v N P Al 0xDO00B00O0 Do O=x00000000 ~
_— . 1EDCTL Toggle(Coreld): Al 0=CO004388 Dl 0x00000000
B[] Headerfiles / Other : TERCTL Toggla ! 42 DxFFFFFEEE DZ  0x01000000
= Source files T A3 O=zDO0O04240 D3 0x=z000ZEEET7
- A ekttt a4 0xCO001458 D4 000000000
cmtﬁth.c[U‘\\ude te_t‘an(l verify + it UuFFFFFEFF bE 0%00000000
- intrinsics.h [chhighteciteolchain | || | ExecTestFunctions(): A6 0=FO0A2800 D6 0x00034B6D
ledctl.c [Uhude-test-and-verify's | || e h A7 0=AFFFD106& D7 O=z00000000 w
EX] MeeninnnAnnN no feedAANONEA
bos_exit.c [\data\distribution\H I < >
mcctlc [Unude-test-and-verify's int mainfvoid)
MulticoreDemo.c [Uhude-test-ar | || » i i Core Registers * o X
Startup-GnuTe2 S [Uhude-test-ar | || * ““Slgneg mt (1: : 2&1 . A0 0x00000000 il 0x00000000 .
ern_te2.c [Usudle-test-and-ui unsigned ant LorsiE: A1 0=00000000 Di  0=00000000
- . - ; . . A2 Ox00000000 D2 0=00000000
- me_stm.c [Unude-test-and- | || * 5?5’51;:{%%8_}{(% e - A3 0200000000 D3 0200000000
wekicon te2.c [Uude-test-an-y |3 1L E01THCEHT GetCoreld ()] 44 0x00000000 D4 Dx00000000
&[5 Functions — ’ AL 0=x00000000 D& 0=00000000
. : AR O=x00000000 D& O=00000000
T Sections - SYSTIME Init(1000,TimerCallback): A7 000000000 D7 0x00000000
E . LEDCTL Tnit(); %6 eannannnn ne  nennannnan Y
. LEDCTL_Cn(0): < >
- SYSTEM_Enablelnterrupts():
7/ start worker cores if available Lere Hep side hd EJ E3
o> for(Coreldz=1;Coreldz<HCCTL GetCoreCount () Coreld=++) Al O=00000000 oo 0x=00000000 ~
a1 0=x00000000 ol 0=00000000
. MCCTL_StartCore(Corsldz.0): A2 0=00000000 D2 0=00000000
. g_SharedData aWorkerInfo[Corelde-1] Use=1: A2 0x00000000 D3 0=00000000
T A4 O=x00000000 D4 O=00000000
AL 0=00000000 D& 0=00000000
<+ prapare core-local data Ak 0=x00000000 D& 0=00000000
< > ||® InitlocalData(ég_LocalData, 0): " a7 0=00000000 D7 0=00000000 ©
EX:] feentnnnAnnn no feenAnAN AR
Core0... | Corel... | Core... | Target... < > < »>
Messages > o x
I... | Type | Tine ‘ Targest | Source | Hessage ~
26 Success 11:04:24. .. Corez UDEDebugServer FProgram with ID 0zl - code size 41708 bytes — was loaded!
+ 27  Success 11:04:24 Corel TDEDebugServer Program with ID 0Oxl - code size 41708 bytes — was loaded!
& 28 Success 11:04:24. .. Corsl UDEDebugServer FProgram with ID 0zl - code size 41708 bytes — was loaded!
+ 29  Success 11:06:06 Core? TDEDebugServer Program with ID 0Ozl - code size 25716 bytes — was loaded!
& 30 Success 11:06:06. .. Corsl UDEDebugServer FProgram with ID 0zl - code size 25716 bytes — was loaded!
# 31  Success 11:06:06... Corel UDEDebugServer Program with ID 0zl - code size 25716 bytes — was loaded! v
< >

Progress | Messages

Core0 |D1\-.\u:|e_2021\Ap:aK t_TC275C_jtag.cfg ‘CcreU halted by internal breakpoint | Function disabled

Core0 is halted and focused, Corel and Core2 (slave cores) are inactive and not focused
(see the red marking). A Core Registers window is opened for each core.
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Single-Core Breakpoints in a multi-core environment

This single-core breakpoint example will set a breakpoint for the specific Corel, where
the Corel will only halt if that core runs over the single-core breakpoint code. If the
other cores run over the same breakpoint address, nothing will happen.

The behavior of the other cores in the case of a stopped Corel depends from the settings
of the multi-core run control group. All cores of the same group as Corel are stopped
simultaneously. Use menu Config — MultiCore Run Control Configuration and set, that
the Run Control Group 1 has only member Controllere.Core0, the master core. So,
there is Controllere.Corel in no other group contained and Controllere.Corel will
stopped as single core.

Multi-Core Run Contrel Manager >

B~ MUlti'CDFE Run Contral MCL Run Control Group Member
El- Overview
i [ Run Control Group 1
Controllerd. Corel Controllerd. Core0
[ roup emaer Controllerd. Core2
i~ Enable Run-Control Group(s! Controller0.GTM
... Delete Run-Control Group(s

Available Debugger |Jzed Debugger

Ok | Cancel | | Help

To set the core-specific single-core breakpoint, open the source of the specific core. If the
program window for Corel is not open already, use the Corel Symbols window and click
on the source file name MulticoreDemo.cpp to open the corresponding Program
window. Right-click on line 319

SYSTEM_Init();
in the program window of MulticoreDemo.cpp and use the context menu Insert a Single
Breakpoint to set a single-core breakpoint. Select Core0 (see section Core Selection
above) again, because only this core can be used for initialization in the AURIX TC2xx
architecture and start the program via Start Program Execution. This will run the
MulticoreDemo.elf on Core®. Cored will start the slave cores Corel und Core2
automatically. After a while, Corel stops at the breakpoint (halted by user breakpoint),
while Coreo (running) and Core2 (running) are still running. After inspection of Corel, it
can be started again via Start Program Execution.

If it is wanted that all cores stop when Corel stops, add Controllere.Corel and
Controller@.Core2 into the run control group of Controllere.Coreo.

Multi-Core Run Centrel Manager d

B~ I'\-:1u|ti—CDrr: Run Contrel MCL Run Control Group Member
- Overview

. Available Debugger |Jzed Debugager
=l Fun Contrel Group 1
Contrallerd.GTH Controllerd. Carel
""" p Contraller]. Carel
Enable Run-Control Groupi(s] sy | |Contrallerd.Care2

... Delete Run-Control Group(s

B

Ok | Cancel | Help

Without defined multi-core run control groups, cores are running independently. Start
Program Execution / Break / Step-Into / Step-Over / Step-Out commands will regard
the active core / debugger only, while Reset will still regard all cores.
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Multi-Core Breakpoints

Multi-core breakpoints are useful in shared code. These breakpoints are associated to all
cores of a corresponding run control group.

Open the manager via Config — Multi-core Run Control Configuration. Select
Overview - Run Control Group 1 — Group Member and select Controllere.Coreo and
Controllere.Corel as Used Debugger and Controller®.Core2 as Available
Debugger. Coreo and Corel build a run group and are treated simultaneously in
debugging, while Core2 acts as separate core.

Multi-Core Run Contrel Manager >
B h:'|LI|ti-CDI’E Run Contral MCU Run Control Group Member
& D;VEWIEW Available Debugger Used Debuager
=+ Run Contrel Group 1
LG Memb. Controllerd. Core2 Cantrallerd. Cored
""" roup Viember Contrallerd.GTH Contrallerd. Corel

Enable Run-Control Groupis]
... Delete Run-Control Group(s

«

Ok | Cancel | Apply | Help |

Reload, run and break the program. Coree (halted by user break) and Corel (halted) are
stopped simultaneously; Core2 (running) is still running (because it is not part of a run
control group). Select Core2 and stop it manually. Remove all breakpoints.

Reload Program via F7. Set now a new multi-core breakpoint via context menu Insert
Multicore Breakpoint in Corel in line 319
SYSTEM_Init();

Open the Breakpoint Window via menu Views — Breakpoints. The defined multi-core
breakpoint is assigned to Cored and Corel and is shown as follow:

BreakpointWin * O X

Mame Core
2 = ‘main {U wde-test-and-verify\samples\pistTnCore2\Appkil_TC275\MullicoreDemotsrciMulicoreDemo.c} 319, MulicoreDemo.c;1;4;;

o main {U wde-test-and-verify\samples\pls\TnCore2\AppKit_TC27 3 MulticoreCematsrc'MulticoreDemo.c) 319 MulticereDemo.c;1;4;; Cerel
@ main {U-wde-test-and-verify\samples\pls\TriCore2\AppKit_TC27 3\ MulticoreDema'src\MulticoreDemo.c} 318" MulticereDemo.c;1;4;;  Cora1

Start the program execution. Now Coree (halted by user breakpoint) is stopped by the
breakpoint condition, Corel (inactive) was not yet started by Coreo and is inactive.

Continue the program execution by Start Program Execution. Now the Corel (halted by
user breakpoint) is stopped by the breakpoint condition at the same code line. Coreo
(halted) is stopped by the run-control group. Core2 is still running.

Corel Symbals * O X DdhsrciMulticoreDemo.c * O X
Y:° . . . ~
B[ Header files / Other . ?nt nain(void)
: Source files . unsigned int 1 = 0:
B Functicns un=zigned int Coreld=x:
E-[F] Sections I SYSTEM_Init();
E-E Breakpoints @ 1£(0!=HCCTL_GetCoreld())
lﬂ' ‘main {U:\ude-test-and- . main_Worker()
@ SYSTIME Init({1000,TimerCallbaclk):
. LEDCTL Init():
@ LEDCTL Oni0);
. SYSTEH Enablelnterrupt=(); 9
< > < >
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An AURIX TC49x/PPU Debugging Example

The PPU (Parallel Processing Unit) of the AURIX chip is a fully programmable processor,
supporting scalar processing and vector DSP function capabilities. In this chapter is
shown, how to connect to Infineon TC4Dx-A board and debug the PPU core.

AURIX PPU debugging requires a DAP debug connection via UAD2pro, UAD2next or
UAD3+ communication device. Make sure that a suitable UAD, UDE® license and the
current UDE® version are available.

Preparations

In general, the PPU core can’t boot of its own on power-on. It always needs to be
initialized and started by an application running on host AURIX Coree. Hereby the AURIX

application has to copy the PPU application (binary image) to PPU CSM and start the
PPU.

An AURIX/PPU TimeDemo example application is available on request by PLS. Please
contact support@pls-mc.com to obtain this application if you are interested.

This AURIX/PPU TimeDemo example application is pre-configured to initialize PPU RAM
(PPU CSM) and load and wake up the PPU. It can be loaded and programmed to
PFLASH with UDE® as described in chapter about FLASH programming Downloading a
binary file.

Getting Started

First create a new UDE® workspace and select a target configuration file that suits your
target system (e.g. TC4Dx-A TriBoard): TriCore AURIX(TM) TC4x — Infineon — TC4DxA
Starterkit — TriBoard with TC4xD A-Step (COM variant) (DAP) and click on Finish.

Create or use default *

(" Create a new target configuration step by step

+ |se a default target configuration

&-C3 Infineon ~
@21 SCR
20 TCA5A Starterkit
20 TC48xA Starterkit
20 TCA%A Starterkit
-0 TC4%N Starterkit
20 TCADxA Starterkit
S E X Triboard with TCADx A-Step (COM variant) (DAF)

ER T I I Jto T S e O Y R Y - T TR

< >

SO = - - - -

Fitter:

Triboard with TC4Dw A-Step (COM variant) (DAF)

| Finish | Cancel Help
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Select the Coreo and the PPU core to be loaded. The other AURIX slave cores are not
used in that AURIX/PPU demo, so no need to add them.

Select cores for debugging >

Index | MName | Type
45  coren TC-1-8
Ll#1  corecs TC-1-8
Oz core1 TC-1-8
043 core2 TC-1-8
O 4 cores TC-1-8
45  cores TC-1-8
O4& cores TC-1-8

[17 amM GIMA1X

I 8 PpU ARC EV71 |

Ll+g cose ARC_EMS
O 1w scr XCB0O0

[ Attach to running target without reset (service mode)

The AURIX/PPU TimeDemo example provides two binary files, one for Coreo

<AURIX/PPU_Example>\TriBoard_TC4xx\TimeDemo_PPU_TimeDemo\HighTec_IntRom
\TimeDemo.elf

and one for PPU

<AURIX/PPU_Example>\PPU_ARC_EV71\TimeDemo\MetaWare_EV_TC4XX_IntRam
\TimeDemo.elf

Select from the UDE® menu File — Load Program and load these files. Make sure that
both *.elf files are activated for the corresponding core. Check the blue rectangle (Binary)
and green rectangle (Symbols) as shown in the dialog below.

B Multicore / multi program loader X

[ Additional download

I O i 2 Ok

Load File To

B TimeDemo.elf {TriBoard_TC4%84\TimeDema PPU_TimeD emoHighTec_|ntFiom TimeDemo.lf B [
b TimeDemo.elf {PPU_ARC_EVFIATimeDemo\Metaw'are EY TC4%4, IntRamiTimeDemo.elt O O

CDntroIIelU.CoreUl Contrallerd. PRU | Hex/ELF | Cancel
O

O =Einamw
= Symbols

Make sure not to load the binary of the PPU (blue rectangle), since the Coreo copies the
PPU program to PPU RAM. After successfully flashed the program and connected to
both cores the PPU is shown as inactive because it wasn’t started yet.

'£'|C{:-re{} halted by reset BN | PP inactive

Now you can start Coreo, the PPU gets woken up by Coreo.

%|Eore{} running

| PP nunning

=

Both cores are member of the same MultiCore Run Control Group, if added in selected
both when creating the workspace. If any of them gets halted, the other core halts too.

'E[}|E{>re{} halted by user b EM 5k, |FPU hatted

-

The same goes for starting any of the cores. This behaviour is predefined.
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Multi-Core Run Control

If the cores Core@ and PPU should not start/stop simultaneously, these can removed in

Multi-Core Run Control Group.

Open menu Config — MultiCore Run Control Configuration. Use the << button to

remove a core from the group.

Multi-Cere Run Control Manager

- Overview

Available Debugger

B~ Multi—Core Run Control MCL Run Control Group Member

- Run Control Group 1

™ Group Member

Enable Run-Control Group(s]
.. Delete Run-Control Groupls

|Jsed Debugger
Controllerd. Cored
Contrallerd. PP

QK | Abbrechen

Hilfe:

Program Execution Time Measurement

Currently, time measurement of PPU is only possible via Tricore Coree. Therefore select
Coreo and open Program execution time window via Tools — Execution Time Setup.

For measuring the elapsed time from breakpoint to breakpoint, enable Single step timer
mode (typically in Coree Program execution time window) and enable time measurement
via Enable program execution time measurement.

Controllerd.Corel - Program execution time

Iv Enable program execution time measurment

=

Actual execution time: Orng

L . Reset time
E=ecution time calculation

" Continuous timer mods Cancel

* Single step timer mode

el

oK

x

Please have in mind, currently, time measurement is only usable via a Tricore core, if it is
also in the same MultiCore Run Control group like the PPU.
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Additional hints for PPU debugging with breakpoints:

After PORST the Tricore Coree enables debug ability for PPU by clocking PPU und set PPU
in QM mode. That is done with the following init commands, located in the TC4Dx and
TC49xN target configuration file:

set PPU_CLC ©oxe
set PPU_SMCTRL ©x0

Init commands can be viewed via menu Config — Target Interface ... — Reset and
modified via the InitScript editor.

Max. Time to Wait after
Target Hardware Reset

Controllerd.Carel (Master) - TriCored Target Interface Setup X

General ] Connect Reset ]TC-im ] Debug ] Start / Halt ]

Reset triggered by UDE:

[¥ Execute Initizlisation Commands on resst

500] 0 ... 5000 ms

3 Init scripts : + +
Reset Mode : |Power—on / Hardware Reset j Init Seript I
[ Try system reset after failed hardware reset
Reset puls length: L .
P ¢ 3 Edit Init Script Library *
Add. reset delay: |{|_
Available scripts: Edit selected script:
[+ Use open drain rese| : :
TitSaipt | set PFRVWE2A_UR_FLASHCONZ 0x400 .
OnConnectSaript set PFRWEZ2B_UR_FLASHCOM2 0x400
[~ Set PC according to BM OnHaltSeript set PFRWE3A_UR_FLASHCONZ 0x400
™ Unlock Inteface OnStartScript set PFRWE3B_UR_FLASHCOM2 0x400
<hEw > set PFRWE4A_UR_FLASHCOMNZ Ox400
* |se this password : set PFRWE4E_UR_FLASHCON2 0x400
set PFRWESA_UR_FLASHCOMZ Ox400
(00000000, 0000 set PFRWESE_UR_FLASHCON2 0x400
set PFRWEBCS_UR_FLASHCOMZ Ox400
" Read password from i
; set PP debuggable from connect on
set PPU_CLC 0x0
set PPU_SMCTRL 0x0

; reset PPU with debugger to

Save settings to workspace file o Name: InitScript ; disable ARC Actionpaint Isalation

; early breakpoints are possible

| Script is not removable ; be aware, that an additional PPU reset
; afterwards will delete set breakpoints
J/set PPU_RST_CTRLA Ox1
| | Jlset PPU_RST_CTRLE 0x1
[fwait 500

| Clone | v

| Check
Export | Import | 0K | Cancel |

In addition, there are some optional init commands that can be activated by removing the
remark tags if required:

//set PPU_RST_CTRLA ox1
//set PPU_RST_CTRLB ox1
//wait 500

With these init commands it is possible to reset the PPU on startup. After PORST the PPU
breakpoints (ARC Actionpoints) are disabled due to active Actionpoint Isolation. After
resetting the PPU that isolation is turned off and using breakpoints is possible. Doing that
PPU reset after controller reset is important for setting early breakpoints in e.g. PPU startup
code.

Please be aware that an additional PPU reset (e.g. by user software) will destroy the
breakpoints settings and early breakpoints are not getting reached.The PPU can be
debugged like any other AURIX/TriCore core and also simultaneously to other cores of
TCA4xX.
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A Multi-Core GTM Debugging Example with Power
Architecture SPC58NG

32-bit multi-core architectures like TriCore, AURIX or PowerPC SPC58NG contain a
multipurpose Timer module called Generic Timer Module (GTM).

Because of the complexity of the GTM, this example will only introduce the debug
capabilities. At the beginning, an UDE® workspace will be created. Then, common
debugging operations, like the start-, stop-control and the multi-core behavior, are shown.
At last, it will dive into more debugging details of the GTM by debugging the Multi-Core-
Sequencer (MCS).

Please run UDE® from the Window’s start menu.

Creating a New Workspace

At first, a new workspace has to be created. Click New Workspace from the Eile menu
and choose a new file name in the opening file selection box.

UDE® provides a number of prepared target configurations (Default button). This
example uses the PowerPC SPC58NG configuration. Select the entry PowerPC — STM —
SPC58NG Evaluation Board — STM Chorus 6M SPC58NG-DISP Discovery Starter Kit
with SPC58NG84 (Jtag/Core2/Core0/Corel) and click on Finish. In the configuration
box, choose a file name, e.g.

stm_spc58ng84_cut2_chorusém_discovery_ starterkit_core2_core@_corel_debug jt
ag.cfg.

Select the created configuration and click on Edit to modify the target configuration.

Edit Target Configuration d

_ Target A
& Controllerd

------ # Core?

,,,,,, Coarel Slave Core Type : |GTM34><

------ Corel

""" GTH Attache to Master : |E0re2 ﬂ
------ ™ SYSTEM_
------ v

...... g E,F:ﬂgl:l [¥ Enable Debugging

------ B HSMPFLA FLEASE NOTE:
...... ™ HSMDFLA Changes af 'Enable Debugging’ flag will be stored in vwork space file.
...... ® UTEST Other changes will be stored in target configuration file.

------ ™ |MEMO

------ ™ DMEMD

------ = [MEM1

------ ™ DMEMI

------ M = MEMZ W
£ >

Slave Core Mame |GTM

0K | Cancel | Help

The default target configuration contains all information about the Core2, Coreo, Corel,
GTM and FLASH devices. Core2 is the master 1/O core (€200z425), Cored and Corel are
slave cores (e200z420) of Core2.

Please check that the GTM core is also enabled.
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Click OK. If the connection is successfully established, the following messages will
appear in the Messages window:
Core2, UDEDebugServer, Connection to SPC58NG84_CUT2 target established:
PowerPC Target, JTAG-ID: 0x11110041
Core@, UDEDebugServer, Connection to SPC58NG84_CUT2 target established:
PowerPC Target, JTAG-ID: 0x11110041
Corel, UDEDebugServer, Connection to SPC58NG84_CUT2 target established:
PowerPC Target, JTAG-ID: 0x11110041
GTM, UDEDebugServer, Connection to SPC58NG84_CUT2 target established:
GTM, ID: 00000000h

Please note that the GTM ID is always eh after connect, because it is not enabled yet! If
all debuggers are launched, UDE® is ready for loading the multi-core GTM application
Timedemo_GTM.elf.

Preparing the debugger

Windows, which are associated to a single core, use a default coloring of the title bar
and/or tabs in tabbed window containers. This default coloring can be customized to the
user’s needs. Open the menu Config — Debug Server Configuration — Framework —
Windows Tabs Color. Select one of the cores and change the assigned color. The
selected color is now associated with the selected core.

Universal Debug Engine Options - Cored >

= D;EbuE] server Avwailable view zerver container
i Debug Server Cored

‘whorkspacetd anager .
Download Tab color of frame windows

Architecture Core0 [ | -‘
‘ Cored
GTH

- Wiew Server I Use default windows colors

al
- Workspace
H- Add-In

= Framework

Switch Debugger
Windows Tabs Color
Visibility Groups
Views Frame Settings
Basic Settings
Windows User Title [~ Global default windows tabs

QK | Cancel Help

Loading a Multi-Core Executable

UDE® supports several options to handle executables for multi-core architectures:
1. One executable for all cores, combined in a single binary file.
2. Separate executables for each core, combined in a single binary file.
3. Separate binary files for each core.

UDE® handles these requirements in a multi-core / multi-program loader box, which
provides a switch matrix to assign executables to cores. Additionally, to selecting binary
files for cores, the dialog also provides switches to assign symbol information containing
files.

Select from the UDE® menu File — Load Program and load the file
UDE_SAMPLE_DIRECTORY>\SAMPLES\PPC\SPC84EG84_C2_VLE\Timedemo_GTM\obj-iRam-
MC\Timedemo_GTM.elf.

Because this is an example of a single executable, which is executed by each core, there
is only one entry Timedemo_GTM. elf. Select the binary check marks only for Core2
(master core), to avoid loading the binary code twice. Select the symbol check marks for
each core, except GTM, to assign symbolic information to each core.
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B Multicere / multi pregram loader *

[~ Additional download N A S 2

Load File Ta | CantrallerD. Care2 | EontrollerD.EoreDl Contraller0.Carel | ControllerD.G T | Hex/EL LCancel

| O O
Help

O =EBinam
= Symbals

timedermo_gtr.elf {...

UDE® will load and transfer all binaries into the corresponding core and the core symbols
to the debugger symbol server.

Source File Management

If the debugger cannot find the source files specified in the symbol containing files, it can
request the location of the correct source path. This can happen, if the compiler’s-built
environment differs from the environment used by the debugging process.

The examples source files are located in the \src and \board subfolders. You need to
provide the location on request. UDE® will remember your decision and will not ask again
for this source path.

Every entry of this relocated source is called Alias. The saved aliases of a workspace are
accessible via the menu Config — Debug Server Configuration — View Server —
Source Code - Aliases ...

=

frul

H

i
flu

[l

H

- Debug Server Source files
- Wiew Server
Profiling (stats) Fath Management ... Aliases ... |
-Time / Value Chart
i Source Code Source file window recycling
.- Graphical Trace Chart View Limit rumber of open source file windows to |3 v
A orlee . .
- Workspace {* for all source file windows. |
- Add-In Mo et )
" tor source file windowd 87 Delete source aliazes
- Framework

i additional disasseriy File path fram debug info Alias file path

Whude deviUdehTesthTe

™ Single Program windo QK.

5 ampleshude-samples

- W hude_dewhUdehT est'\Tep D4l deS amplestude-zamples. ..

Cancel

Help

Jdiip

Delete

In some cases, the forced source alias may have changed. Use the dialog to delete the
affected entry. The next time the source file is used, UDE® will ask for the location again.

Source Path Replacement

The behavior described above is useful, if only few source file locations have changed. If
a complete source file tree is affected, you can give UDE® a replacement path, which will
be applied to all source file paths.
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Use the menu Config — Debug Server Configuration — View Server — Source Code —

Path Management ...

The dialog defines a
part for replacing and a
part for including the
new source location.

B Source file path management

Beplacements / Excludes

Replace left part of zource file path | weith

You will now see the
source code of the main

function from the
sample application.

When clicking with the

right-hand mouse

button into the Program

window, a context
button appears to

switch between Source

code only and

Source/Assembly code
display via the Mixed

Mode entry.

ihude deviUdehTesthTesttppsh. .

DU deS amplesiude-zampl...

Root pathes for relative pathes

™ Exclude all files which are not found autormatically

Source file path

Core selection

To select a specific core debugger, click into a core-specific window (with a colored frame
and/or tab) and the focus will be on this core debugger. The state bar at the bottom of the
UDE® workbench shows the currently selected core debugger. The state bar field also

provides a context menu (right-click) for selection of a core debugger. At least, the

context menu of a specific core in the Target Manager windows contains an entry to

activate and focus this core.

This screenshot shows an example configuration for a multicore workbench:

B LIDE 2025 - D:\UdeWorkspaces\ude_2024\5PC38MNG_EvaluationBeard.wsx - Corel - Corel - D\ \Timedeme_GTMsrchmain_pQ.c - O x
File Edit Debug Show Wiews Tools Config Macro Help : Default R @
i om P BP0 ® | Coe2haled B CoreD hakied by user break. | Core hali=d [GTM hated MCS:0 CH:0 MR YN
Target Manager + 0 x| D\ATimedemo GTMisroimain_plc X 0x40092540| Ln 56| ¥ | Core Registers -0 x
R TargetManager ~ L ~ GPR I Status ] -
& Targetd TEXT_SEC_P0 int main_pld {woid) Hane ‘Value Hane ‘Value Hane ‘Value
S Controllerd : - R0 UxE7ECODDD  [R16 000000000  [FC  Dx40091FS2
Hintac b o1 ; R1 0x40094963  [R17  0x00000000  |CR  0=80000000 .
. initINTC pOi):
- initPIT(CORED, 1}, Co is
e initSwIrq(CORED, §): EorclRegisioy TAx
GPR 0
mE) Memory w - enablelrqg pl(): % Ensure INTC current IStalus ]
—= Hame ‘Value Hame | ¥alue Nane | Value
- *  Iziemgle pl = 0: R0 0x00000000  |Rl6  0x00000000  |[PC 0x40092543
Corel Symbals - 0 X vhile (1)
{ 1 0x40094D7C R17 O0x00000000 CR Ox&0000000 v
Y o if (byTimsFlaglS0ns == 1)
Y crtD) ‘A o { = z
el crt.._pW:c‘[\f‘\utIe_t\\e. ~ Ik byTineFlag S0ns = 0 Core Registers QX
m-E gtm.c [Viude_ded\Ue - Buffer pO[i ¥ 10] = i: GPR =
-2 handler.c [Viude_dey . . I Status ]
3] intc_hw_branch_table . SignalTriangleli): Hane ‘ Value Hane | Yalue Hane | Valus
-2 main.c [Viude_deviU - if (0 == 4++i ¥ 20} 11 Dx00000000 R16 0=x00000000 FC Dx40092892
BB main_p0.c [Viude_de R1 0x40095180 R17  0x00000000 CcR 0x80000000 v
. 7 update timer
-5 main_pd . if (59 == Seconds pl)
B Pit1ISR { MCS: 0 Channel: 0 * 1 X
-] SignalTriangle o Seconds_pl = 0; GPR ~
Hriant . 1T (53 == Minutes_p0) |cTRG 1 5TRG|
5] Swirg3ISR_50ms |
L E main nl e Wiode de ¥ | [le Minutes pl = 0; Hene Yalas HEqe Eellue
< . if (23 == Hours_p0) v RO 0z0018FB&3 PC OxF7D38044
‘
Corel S... | Core0 5., | Core S.. < > 1 0=00000001 CTRL 0x00000001 ~
Messages * 1 X
I... ‘ Tvpe | Time | Target ‘ Source ‘ Message ~
&18 Warning 13:29:40. . HezusTrace . Assuning 150MHz for SPU frequency. Provide spuTickFreg in target configuratic
¢ 19  Success 13:29:40. . Corel TDEDebugServer Connection to SPCEENGE4_CUTZ2 target established: PowerPC Target. JTAG-ID: 0Ox1111
¢ 20 Success 13:29:40. . Corel TDEDebugServer Connection to SPCEENGE4_CUT2 target established: PowerPC Target. JTAG-ID: 0Ox1111
¢ 21 Success 13:29:40. . GTH TDEDebugServer Connection to SPCEBHGE4 _CUT2 target established: GTH. ID: 00000000h v
< >
Progress | Messages
Caorel |;tm_sp(SEng&d_cutZ_(haru;E’n_cliscove’y_startsrk\t_careZ_cDreO_carE'_dsbug_jmg.c"g ‘CG'E"J halted by user break |Funct'o" disabled |—

Core® is halted by user break and is focused, a breakpoint is set, but not reached. Corel,
Core2 and GTM are halted and not focused.
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Single-Core Breakpoints

Our first example will set a breakpoint for a single core at a single program location. We
will set a breakpoint for Core 0, leaving every other core running. If the program window
for Core 0 is not open already, use the Core0 Symbols window and click on the source
file name to open the Program window.

Right-click on line 71 in the Program window and use the context menu via
Insert/Remove Single Breakpoint to set a breakpoint. Now select Core2 (see section
Core Selection), because only this core can be used for initialization in the PowerPC
architecture. Now start the program via Debug — Start Program Execution. This will run
the Timedemo_GTM.elf on Core2. In the Timedemo sample, Core2 will start the slave
cores Corel und Core@ automatically. After a while, Coreo stops at the breakpoint, while
Corel and Core2 are still running. After inspection of Core, it can be started again via
Debug - Start Program Execution.

To orchestrate the behavior of cores, one can use run control groups. Without run control
groups, cores are running independently. Start Program Execution / Break / Step-Into /
Step-Over / Step-Out commands will regard the active core / debugger only, while Reset
will still regard all cores.

Multi-Core Breakpoints and Stepping

A multi-core application may require that all or some cores be halted too, if one core
reaches a breakpoint, and/or that all halted cores must be started simultaneously. The
Multi-core run group manager helps you to set up the combination of halting and
starting of core groups. Open the manager via Config — Multi-core Run Control
Configuration.

Change the existing group Run Control Group 1 and add Controllere.Core2 and
Controllero.GTM to this group.

Multi-Core Run Centrol Manager *

= Multi—Cnrr: Run Contral MCU Run Control Groups

Overview

Exizting MCU run-caontral groups

... Group Member

Bl Run Contral Group Cored

Enable Run-Control Group(s]
.. Delete Run-Control Group(s

Run Control Group Core2 Cored Corel

Multi-Core Run Contrel Manager

- Multi-Core Run Control
= Overview

Enable Run-Control Groupis]
... Delete Run-Control Group(s

MCU Run Contral Group Member

. Avwailable Debugger Usged Debugger
El- Run Centrol Group Corel
e Memb. Controllerd, Cored Contrallerd. Core2
""" roup Viember Controllerd. Corel ControllerD. G T

]

QK Cancel Apply Help

Select the desired MCU group members by moving the entry to the appropriate column.
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Break the program via Ctrl+F5. Core2 and GTM are stopped simultaneously; Coreo and
Corel are still running (because these are not part of a run control group). Remove all
breakpoints. Restart Program via F7. Stepping through the program code will operate the
same way.

Inspecting Multi-Channel-Sequencer (MCS) Channels

The Generic Timer Module (GTM) contains several modules, which communicate over an
Advanced Routing Unit (ARU). The ARU connects all GTM modules, including the MCS,
to each other. Depending on the GTM version, a different number of MCS cores are
available, which can be used to modify signals that are routed to them. One MCS core
contains thereby its own RAM that is divided up to 8 channel programs. Each channel run
its own program, based on special sequencer instructions, which modifies the signals
routed to it. This section shows how different MCS cores and channels can be inspected.

At first, restart the Program via F7. If not already done, create a new Run-Control-Group
as mentioned above. Now select Core2and set a breakpoint to line 584 (behind the
initGTM() -function) in main.c. Select Core2 and run the program via Start Program
Execution. After a short time, the Core2 and GTM core stop.

Click on the GTM list box to select the desired MCS channel, here right in the image:

Core? halted by user breakpoil

| Core0 hated |Core1 hated |GTM hated [mMcs0 cH3 -|

Using the right selector, the MCS and its channel can be selected. Open the Code
Window by selecting the colored tab corresponding to the GTM core to look for the
channel instructions as shown below:

code <0xF7D3TE40-0xFTD3823F = * O X MCS: 0 Channel: 3 * O X
OxF7D380F8 16 00 01 C2 HOVL  RE, O=0001CE ~
0xF7DI80FC 17 00 01 C8 MOVL  R7. 0=0001CS Rl \CTFK;JSTHG]
0xF7D38100 10 00 00 0B MOWL RO, 0=000008 Name [Value Name Valus

o 0xF7D28104 FO BO 00 08 WURM RO, STRG, 0=000
0xF7D38108 14 00 00 0B  HOWL CTRG, 0=000008 R0 0=00000008 FC O=F7D381L
0xF7D3810C 31 00 00 01 SUBL  RL. O=000001 Rl 0x00000080 CTRL 0x000000(
0xF7D38110 E8 52 01 00 JEBC STA. Z. 00100 R2 0=00000000 SE_CHT 0x0
0xF7D38114 EO 03 01 34 CALL N=0134 —
0xF7D38118 19 00 00 01 MHOVL  ACE, 0=000001 Ei g“ggggg?gg gﬁ; =
0xF7D3811C &0 02 01 2C MUR RO, 0=018C = L_|
0xF7D38120 A1 02 01 88 MUR R1, 0x=0188 RS 0xz00000130 CAT ||
OxF7D38124 49 02 01 24 MUR ACE. 0=0184 I3 0x000001CH N
0=F7038128 BO 11 00 02 AWE RO, R1, 0O=02 R7 N=000001CE v m
0xF7D3812C 11 00 00 B0 MWOWL  R1. 0=000080 —
0xF7D3&130 E0 00 01 00 JHE 0x0100 CTRG 0=00000000 |2 |
0=F7D38134 A0 40 00 00 MOV RO, R4 STRG ozoooooood Y ||
0=F7038138 CO &5 00 00 ¥OR RO, RE MCa []
OxF7D3813C ES 52 01 44 JBC STA. Z. 00144 ERR m
0xF7038140 &4 50 00 00 WOV R4, RE IRO =
0xF7D38144 40 43 00 00 HEDI RO, R4, 00000 -
0xF7D38148 24 00 00 04 ADDL R4, 0=000004 EN ]
0xF703814C &1 43 00 00 HRDI Rl. R4, 0x0000 LCE 0x000000(
0xF7D38150 24 00 00 04 ADDL R4, 0x=000004 ACBd ]
0xF7D38154 E0 04 00 00 RET ACB3 =
0xF7D38155 45 FF FF FE &NDL  STh, O=FFFFFE ., s e

£ > £ >

The MCS Core Registers Window shows the current context register values.

After each MCS channel select, the IP inside the Code Window and the MCS Core
Registers Window contents are updated properly.
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Using the MCDS On-Chip Trace with AURIX TC2xx

Preparations

The further steps require AURIX target hardware containing a TC27xED emulation
device. Please check, that the board is equipped with an emulation device chip.

The following preparations are required:
» that the connection to the AURIX target is established, and
» that the samples application TimeDemo.elf for TC27xED is loaded.

Recording the first Samples

Open a new Trace window via menu Views — Trace. Open the UEC trace configuration
window via menu Tools — Configure Trace to create a trace configuration for recording
the program trace of Core0 of TC27xED. Execute the following steps to create the
required configuration via menu Tools — Configure trace ... :

» Switch from Compact to Advanced Configuration library
> Drag the Init TriCore library element (1.0) to configuration area

» Change Memory Size to maximum value of 1024 kByte, change Syncmode to
mode Sync to set the best tick resolution between traced code samples

» Drag the Signal program address library element (2.1) to configuration area, set
Signal name to e.g. my_signal, select main function start address as comparison
address for Core X PC

» Drag the Actions on condition library element (5.1) to configuration area, browse
my_signal as signal name for If condition, select as action Trigger trace

» Drag the Emit actions library element (5.3) to configuration area, add emit action
store Core X PC and add ticks on

Init TriCore -
Memory: 1024 KByte - Timer Prescaler: |‘Ims ﬂ
Trigger: pre 7| Tnager Welchpt= oo =l
Syncmode:  [Syne = break _out routing: |T|'igger line: 1 {default) ﬂ
Core X [CoraD - SRl slave 1 |Cc|re'| ﬂ
Core Y:  [None v SRl slave 2: |C0r83 j

Signal program address =
Signal name: [my_signal
|C0re XPC j == |main j

Actions on condition =

I | j |m5-_signal j then

Actions: |t|'igge|'tl'aCE j

Emit actions -

Actions:  |store Core X PC =

|ticks on ﬂ

The MCDS trace configuration for this special task is nhow completed.
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Now the can be started the trace recording via toolbar icon or menu Tools — Start
trace... . The program execution can be started using the menu Debug — Start Program
Execution. As soon as MCDS trace memory is full, the Trace window will be filled.

Controller)_McdsTrace * O X
Index | Tick | Address | Data | Interpret | Source | Function | ~ -

0: 0 1 Trigger
a: 1 0 0=xCOO00S8E MOV A& ald, alld 1 main
a: 2 0=CO0000590 SUB.4 al0, 0=8 main
0: 3 0=CO0000592 MOV di15, 0=0 unzigned int i = 0; nain
a: 4 1 0=zCO000594 ST.W [a14] —-0=4, d15 main
a: 5 3 0=COoO00598 CALL 0=CO000906 SYSTEM Initi}: main
0: 3 5 O=CO0000906 MOV A4 ald, =210 U:~ude-test-and-wver. .. SYSTEH Init
a: 7 O0=COo000908 MOVH d15, 0xD001 U:sude-test—and—wver. .. SYSTEH Init
a: 8 0=CO000090C MOV. A4 215, dib SYSTEH Init
a: 9 & 0=xCO00090E LEA a4, [=215] 0=x4030 SYSTEM_Init
a: 10 7 0=zCOoOO0O912 CALL 0=CO000BCE SYSTEH Init
0: 11 9 O=CO000BCE MOV A4 ald, al0 U:~ude-test-and-ver. .. SYSTEM InitE=xt
a: 12 0=COO0008D0 SUB. &4 210, 0=10 SYSTEH InitE=t
a: 13 0=Co0008D2 ST.4& [ald] —-0=C. a4 SYSTEM_InitExt
a: 14 12 0=CO0008D6& CALL 0O=C0001052 U:sude—test—and—wver. .. SYSTEH InitE=xt
0: 15 14 0=CO0O01052 MOV A4 ald, al0 U:~ude-test-and-ver. .. _init_wectab
a: 16 0=C0001054 SUB. &4 210, 0=10 _init_wectab
0: 17 0=C0001056 MFCE dl15. O=FE1C c:~hightecwtoolchai. .. _init_wectab
a: 18 0=CO001054 ST.W [a14] —-0=C. d15 _init_wectab
0: 19 15 0=CO00105E LD.W dl15. [al4] -0=C c:~hightec~toolchai... _init_vectab
0: 20 OxCO0001062 ST.W [al4] —0=B8. d15 TU:ude-test—and-wver... _init_vectab
0: 21 18 0=CO001066 MOVH d15. O=DOO00 U:~ude-test—-and-ver. .. _init_wectab
a: 22 0=CO001064 ADDI d2, 415, 0O=1F8 _init_wectab
a: 23 19 0=xCO0O0106E LD.W d15, [al4] -0=8 _init_wectab
a: 24 21 0=CO001072 SH di&5, 0=2 _init_wectab
a: 25 0=C0001074 ADD di15, d2 _init_wectab
a: 26 22 0=CO001076 MOV. A4 515, di1& _init_wectab
a: 27 0=C0001078 LD.W d15, [al5] 0O=0 _init_wectab
a: 28 24 0=CO001074& JHE d15, 0=0, 0=CO00.. _init_wectab
0: 29 26 0=CO0O011CO0 HOFP U:~ude-test—-and-ver. .. _init_wectab
M- an A N=CONn11r? RET M-rude—te=st —and—war init we—tah vj

The recorded samples are the instructions of program execution of core 0 of TC27XED

after call of main function.

Hints for Multi-Core Trace

The emulation devices (TC27xED) of the AURIX uController support parallel trace of two
cores. The Graphical trace configuration can be done by Universal Emulation
Configurator (UEC) using the Advanced library.

Here is an example for a suitable trace configuration:

Init TriCore ¢
Memory: 1024 KByte - Timer Frescaler: Ims -
Trigger: i v  TggerWatchpt: e -
ynemade: Mo Sync »  break_olruting:  Tiggerine 1 (defaul) ~
Core X.  Corel) - SRidavel. Coe1 -
CoreY: ([omil - SRidave 22 (ore ¥

Signal program address L
Signal name:  aFun
Core XPC ~ ** aFun -

Actions on condition L

4 + afun - lhen

Actions:  rgger trace -

Emit actions L

Actions:  stere Core X PC -

store Core Y PC -
ticks on -
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The screenshots shows an example of the resulting multi-core trace in a single Trace
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1D.VW d2, (a2]

1D.V d4. [a2]

1D.W di15, [a2] O

OR d2, d4

1D.W d3. [a2]

OR d1§. d2

OR d15, d3

ADD d15, 0x1

ST.V [a3] 0. di5
LOOP al15. 0x80025352

ID.V d2. [a2)
LID.V d4. [a2]

1D.¥ d1s. [a2] O Corel
OR d2. d4 Corel
1D.W d3, [a2) Corel
OR d15, d2 Corel
OR d15. d3 Corel
ADD d15, Oxl Corel
ST.W [a3] 0, d15 Corel

LOOP alS. 0x80025352

|||“||E
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Using miniMCDS Trace for AURIX TC2xx/TC3xx

The miniMCDS is a subset of the regular MCDS for the observation of just one trace
source and available on selected devices of the AURIX TC2xx and TC3xx family.
miniMCDS allows trace based debugging even on production devices. The available
trace memory is limited to 8 kByte.

A limited feature set of miniMCDS is supported by UDE® as part of the standard
debugger licence (UDE-TC-MCA). The extended feature set requires an additional trace
license (UDE-TC UEC).

Preparations

The further steps require AURIX target hardware containing a TC38x. The following
preparations are required:

» that the connection to the AURIX target is established, and

» that the samples application TimeDemo.elf for TC38x is loaded.

Recording the first Samples

Open a new Trace window via menu Views — Trace. Open the UEC trace configuration
window via menu Tools — Configure Trace to create a trace configuration for recording
the program trace of Coreo of TC38. Execute the following steps to create the required
configuration via menu Tools — Configure trace ... :

» Dragthe Use TriCore MiniMCDS configuration block to the configuration area.
» Set Trigger to pre and select Core0 from the Core dropdown box.

» Drag the Backtrace TriCore PC - trigger on address configuration block to the
configuration area. This block enables the code trace.

» Set Code address to DemoFunctionl (use ... to browse for a code label). The trace
will be started at this address if Trigger is set to pre or stops the trace if Trigger is
set to post (see above).

> Enable Tick messages in order to get timing information for the recorded
instructions.

Use TriCore MiniMCD5 w

Trigger: ||:u:|st - |

Core: |Core['.' vl

Backtrace TriCore PC — trigger on address o

Code address | DemoFunction1 V

Trace method branches only

The miniMCDS trace configuration for this special task is now complete.
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The trace recording can be started now via toolbar icon or menu Tools — Start trace....
The program execution can be started using the menu Debug — Start Program

Execution. The trace recording is automatically stopped when the function

DemoFunctionl is executed. The trace is decoded instantly. Finally, the trace window
shows the code that was executed right before the DemoFunctionl was entered.

Controller0_miniMcds UEC Configuration U\ \Startup-GnuTc3.5 U\ Asrc\TimeDemo.c code <0xC0000000 - X
Index Tick Address Data Interpret | Source Function ~

0: 26965 0=CO0000564 MOV . A4 al5. di15 DemoFunctiond

0: 26966 0=zCO000566 LD W d15, [a... DemoFunctiond

0: 26967 0=CO0000568 ADD d15. 0=l DemoFunctiond

0: 26968 0=CO000564 MOVH d2. 0xD00D0 DemoFunctiond

0: 26969 0=CO000S6E ADDI d2. dz2.... DemoFunctiond

0: 26970 0=CO0000572 MOV . A4 al5. d2 DemoFunctiond

0: 26971 0=CO0000574 ST.W [alB] 0. .. DemocFunctiond

0: 26972 0=zCO000576 ID.W d15, [a... for{i=0;i<Ha=x:i++) DemoFunctiond

0: 26973 0=CO000574 ADD d15, 0=l DemoFunctiond

0: 26974 0=xCO00057C ST.W [al4] —. .. DemoFunctiond

0: 26975 0=C0000580 LD.W d2, [al... for{i=0:i<Hax:i++) DemcFunctiond

0: 26976 0=zCO000584 LD W d15, [a... DemoFunctiond

0: 26977 .. 0=CO000588 JLT d2. d15, ... DemoFunctiond

0: 26978 121.33 u= 0=xCO00058C RET i DemoFunctiond

0: 26979 121.34 us 0=CO000BFG J 0=CO0005BC T main

0: 26980 0=CO000SEC MOVH d15. Ox...if(g_TimerFlag) main

0: 26981 0=C00005CO ADDI 415, di. .. main

0: 26982 0=C00005C4 MOV . 4 alS, dis main

0: 26983 .. 0=C00005CE LD.W d15. [a... main

0: 26984 121.37 us 0=C00005CH JEQ d15. 0=0. .. main

0: : 15 (] 006D6 N DemoFunctionl (507

0: 26986 121.38 us O0=CO0006DA CALL 0=xCO00046E main

v
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An Example with C166S V2 / XC2000 via JTAG/OCDS L1

Starting with UDE® Universal Debug Engine

This chapter describes how to connect to Infineon's XC2000 EasyKit. Create a new target
workspace and select the default target configuration XC2000 — Infineon — XC2000ED
EasyKit — EasyKit with XC2000-ED (JTAG-Debugging). The UDE® Universal Debug
Engine will now try to connect to the target system. If the connection is successfully
established, the following message will appear in the message window via Views —
Other windows — Messages:

UDEDebugServer: Connection to XC2000-ED target established: C166S-V2
Target, JTAG-ID: ©0x0018A083

Automatic Variables Refresh

For observing variables while the target is running, UDE® supports automatic variable
refresh. Load the example <UDE_SAMPLES>\XC2000\EasyKit_XC2000M
\TimeDemo\Tasking_IntRam\TimeDemo.out and enable the Binary and Symbols loading
in the Multicore / multi program loader.

Open a Watches window, insert e.g. the array variable Buffer, and unfold it. Open the
context menu of the variable and select Refresh Period. The dialog Refresh Period for
Watches Entry will appear and allows configuration of the refresh periods for the
selected variable for a running and/or halted target. Enable the refresh for running target
and set the period time to 25ms. Click on OK button to close the dialog box and apply the
changed settings.

As the Buffer variable will be refreshed automatically now, you can watch how the
circular buffer is filled. Changed values are highlighted in red.

Watches 1 * O X

Name | Address | Value | Value2 | Min/Max |

= [1 Buffer 0x000040E 2 (0000A0E 2 -4
Buffer[0] | Ox0000A0E 2 20 0x0014 10 [0=0004) 7 20 [0=0...
Buffer[1] | DxD000A0E 4 21 0x0015 11 [0=000B] # 21 [0=0...
Buffer[2] | DxD000A0EE 22 0x0016 12 [0=000C) / 22 [0=0...
Buffer[3] | Ox0000A0ES 23 0x0017 13 [0=000D] / 23 [0x0...
Buffer[4] | Dx0000A0EA, 24 0x0018 14 [0=000E] / 24 [0=0...
Buffer(5] | Dx0000A0EC 25 0x0019 15 [0=000F] 4 25 [0x00...
Buffer[B] | Ox0000A0EE 16 0=00710 16 [0=0010) 4 16 [0x00...
Buffer[7] | Ox0000A0F0 17 0x0011 7 [0=0007) 417 [0<0011]
Buffer[8] | Ox0000A0F2 18 0x0012 8 [0=x0008]) /18 (00012
Buffer[d] | Ox0000A0F 4 19 0x0013 9 [0=x0009] 419 [0x0013]

<new varab. ..

Trigger Functions

This chapter demonstrates how to use the OCDS unit of the XC16x derivative to
implement trigger functionality. Load the application timedemo.out like described before.
We want to create a trigger configuration that stops program execution, if a write access
to the variable Buffer[@] occurs.

In most cases, one can use the name of a variable or its memory location likewise in
UDE®. If you want to know the memory location, the Watches window can assist you. As
shown in the screenshot, the Address column shows the address of the Buffer[@] array
element. Additionally, the tooltip of the variable or its components displays the address
too, in this case 0xD0002838.

Getting Started
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Open the 'OCDS L1 Setup' dialog 0CDS Setup %
using menu entry Debug — Setup
OCDS unit. Set the check mark 'User | ©CDS Uni
Defined Action' in section Use
Trigger for .... Then click on the Use Triggerfor ..

button Trigger Setup. {” Hardware Breakpoints

Trigger Setup

lUse Break Input for ...

[ User defined Action | Mone J

-

[ Activate Extemal Pin

Task ID: 00000 (Contents of DTIDR)
Ok | Cancel | Help |

This will open the Trigger Setup dialog. To detect write access to the variable Buffer[1]
(a single location at ex0A0E4), we will use the Equal Comparator. Therefore, please select
the option Write Address as Event Source for the Equal Comparator. This condition
will cause a trigger event as soon as the write access occurs. To stop the application in
the event of the trigger, select Break User Application in the Event Action field.

To select the address to be monitored, click on the button Equal Comparator. In this
example, we want to set the address of the variable to be displayed directly. Select
Mode | and enter the address of the variable 6x0000A0E4 into the field Value.

User Defined Trigger Setup >
Ewvent Source
Hone v | — j

|EIH j — |Nnne j

Ewent Action

Ewent Source

wirite Address | — Equal Camparator J

I Stop Peripherals
I Break after Make

Current Trigger Configuration [ Activate Extemal Pin

Trigger = [wiite Address == 0x0000A0E 4) /¢ Equal Camparator
Save ..
Clear
QK Cancel Help

After closing the dialog, the target is halted automatically. In the command window, the
reason is written:

UDEDebugServer: Target execution - halted by trigger event - program
location OxOAQE4

Switch the program window to mixed mode view, the IP shows 0x0AQE4.
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An Example with MPC5567 via JTAG

Starting with UDE® Universal Debug Engine

When starting a newly installed version of UDE® for the first time, a firmware update
may be executed for the access device (UAD2r°, UAD2*, UAD2"*, and UAD3*). This
may take some more time than usual for the “target connect” operation. Please DO NOT
power OFF or unplug the access device during this period!

In this chapter is shown, how to connect to NXP's MPC5567 board using a high-speed
connection via an UAD. First launch UDE®, create a new workspace and select the
default target configuration for PowerPC/MPC5567 Freescale MPC5567EVB Evalboard
with PC5567.

Loading and Starting of an Executable

Select the menu entry Load Program in the File menu, browse to folder
UDE_SAMPLE_DIRECTORY>\PPC\MPC5567\timedemo\obj-iRam
and load the file Timedemo.elf

Please note, that the Instruction Pointer (IP) is placed at the beginning of the start-up
code of the loaded application. Now start the program via menu entry Debug - Start
Program Execution F5.

Automatic Variables Refresh

For observing variables while the target is running, UDE® supports automatic variable
refresh. For using this feature with MPC55xx, the NEXUS access must be enabled. To
enable the NEXUS access, open the Target Interface Setup dialog page E200 Core via
menu Config — Target interface ... — E200 Code and set the check mark at option Use
NEXUS .. to enable the access.

ControllerD.Cored (Master) - PowerPC JTAG Target Interface Setup ¥
General ] Connect ] Debug E200 Core ]xPCEEx.-‘:t.PCE? Options ] Irfa ]
E200 Core Cptions MPC55xx / xPC5Bxx specific Reset options

¥ Do SRAM Init on Reset I Use Hardware Reset Mode
™ Use 64Bit NEXLIS accesses

™ Do initialization only when memary is uninitialized

Mode : Execute boot code J

W illse NEXLIS for physical Memary Access r
(Only useful when MMU mapping is 1:1 to improve
memany access pefomance)

I Force Cache Flush on Halt

E200 Core Debug Options

[ lgnore Locked Lines [ Alow Halt after reset to update OnChip Debug
registers
LI st TR o et W Halt on DNH instruction (SW break)
r v Always halt on DM instruction
™ Force end of reset for core r
[ ™ Add branch before starting core
-

W Use address translation for local memories

Save settings to workspace file only (defaultt mode) ﬂ | QK | Cancel Help
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Open a Watches window, insert e.g. the array variable Buffer, and unfold it. Open the
context menu of the variable and select Refresh Period. The dialog Refresh Period for
Watches Entry will appear and allows configuration of the refresh periods for the
selected variable for a running and/or halted target. Enable the refresh for running target
and set the period time to 25ms. Click on OK button to close the dialog box and apply the
changed settings.

As the Buffer variable will be refreshed automatically now, you can watch how the circular
buffer is filled. Changed values are highlighted in red.

Watches 1 - O X
Mame | Address | Walue | Value? | Min./Max |
- [1 Buffer (40002558 0000080E 2 -4

Bufferf0] | 0x40002558 20 0xD014 10 [0«0004) / 20 [0=0...
Buffer[1] | 0x40002559 21 0x0D015 11 [0«000B] # 21 [0=0...
Buffer[2] | 0x40002554 22 0xD016 12 [0«000C) # 22 [0=0...
Buffer[3] | 0x40002558 23 0x0017 13 [0«000D] / 23 [0=0...
Buffer[4] | 0x4000255C 24 0x0018 14 [0«000E] 7 24 [0=0..
Buffer[5] | 0x40002550 25 0xD019 15 [0x000F] /25 [0=00...
Buffer[6] | 0x4000255E 16 00010 16 [0x0070) £ 16 [0=00...
Buffer[7] | Ox4000255F 17 0x0011 7 [0=0007) £ 17 (0=0011]
Buffer[8] | 0x40002560 18 0xD012 8 [0=0008]) /18 [0=0012]
Buffer[9] | 0x40002561 19 0x0013 9 [0=0009) 419 [0=0013]
<hew wariab. .

Please note, if the integrated caching mechanism of the PowerPC MCU is enabled, the
view will only show the memory content. Modified cached values are not visible until a
cache write back is executed. A cache write back is executed, for example, if the program
execution will be interrupted by manual user break or breakpoint events.

Trigger Functions

This chapter demonstrates how the use the Power Architecture Book E defined triggers
of the MPC55xx derivatives for debugging purposes. Create a workspace and load the
application TimeDemo.elf as described before. We want to create a trigger configuration
that stops program execution, if a write access to the variable Buffer[0] occurs.

Open the Hardware Debug Resources dialog by menu Debug — Setup Trigger unit.
Select the tab Data Address. We want to use DACL1 as trigger comparator. Enter the
address of Buffer[0] into the address box. For simplification C-style expressions can be
used, so simple enter &uffer[0].

ContrellerD.Corel - Hardware Debug Resources

E200 Triggers |

Instruction Address ] Data Address

Instruction Address 2

Address Break Mode Access Mode
User 5V Read Write
DACT [aBffes] .| T O F W
[~ Enable value Value hl—
[~ Link DAC1 and IACT toghether
= o O O O

Value ;|0

[~ Link DAC2 and |AC3 toghether

EZD0 Reserve Debug Resources for Application ]

Address Mode

X

Settings for DCI resources ]

Data Address 2 ] Data Value Additional ]

Comparator Mode Extended mask

R Novask 2

[~ Use DAC1 for watch trigger anly

|I'j"fective j |E.'t.act

[~ Use DACT far Stack check

NoMask A

Effective

[ Use DAC2 for watch trigger anly

Save

o]

Cancel Help
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Enable User and SV (Supervisor) as Break Mode, select Write Access mode, Effective
address and Exact comparator.

Start the application.

The application stops, when the first read/write to Buffer[@] occurs. The controller state
shows the new state: Core halted by internal breakpoint.

fooem =] MY ® |C|:|re halted by intemal breakp -

Hints for using the MPC55xx via JTAG

For accessing memory on a running target, the NEXUS functionality is required. The
NEXUS module on the MPC55xx allows access to the physical system memory during
runtime. Therefore, a 1:1 mapping of the MMU is also required, since the MMU cannot be
disabled for the core. If a 1:1 mapping is not ensured, the NEXUS feature is not useable!

For accessing physical memory resources (e.g. Special function registers), the MMU is
analyzed by the debugger to find out the correct effective addresses. If the requested
physical address is not mapped, the debugger is able to set up the TLB entries inside the
MMU, when the special option Allow MMU setup for physical access inside of the
Target Interface's Setup is enabled.

Creating hardware-specific Target Configurations

The chapters above used Starterkits with predefined target configurations. In this chapter,
you will learn how you can build a target configuration with your custom specific target
hardware yourself. This is realized, using the Target Configuration Wizard.

First, you have to define the target hardware that may have multiple different
microcontrollers and memories.

In this example, a fictitious target equipped with one C167CR and two 29F010 connected
to /CSO0 of the controller is used. Furthermore, the target has one external 16-bit SRAM
connected to /CS1. The communication channel is the ASCO with RS232 driver. The
target controller is started via bootstrap loading.

» Controller: C167CR

» FLASH: 2x 8-bit FLASH NX29F010 at /CS0
» SRAM: 1x 16-bit RAM at /CS1

» Communication Channel: ASCO via RS232

» Monitor: Bootstrap Loader Monitor

Creating a new workspace

A workspace always refers to a single target system. Choose File — New Workspace
from the menu and enter a new name for the workspace in the appearing dialog box.
Press the OK button to apply the entered name.

Invoking the Wizard

The next dialog is the Target Selection Dialog. Press the button New and click Next to
create a new target configuration. The next dialog allows both describing the new target
and choosing the controller family. If you do not enter a description, the file name will be
displayed in this dialog only.
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Mew Target ¥

Target Description :
This description will be displayed in the target selection dialog.

Project with C167CR wia ASC/TTL
FLASHs
SRAM

Select the controller family of the hardware you intend to debug :

Family : |5aE C16x / ST10 Family |

< Back Cancel | Help |

Press the Next button, when you are ready.

Selecting the Controller Derivative

The next step is the selection of the used derivative with the correct databases of the
used derivative. It is important to select the correct corresponding type of your derivative.
Select the C167CR derivative for this example and click Next.

Mew Target Controller X

MName: |C|:|ntrollerl}

Family :  |SAB-C16x

Specify the derivative of the controller.

Type:  |CI67CR ~]
Step : | J
< Back Cancel Help

Selecting the Target Interface

In this step, the target communication interface has to be selected to ASCO based
monitor via bootstrap loading. The C16x Debugmonitor Interface must be selected.

Mew Target Master Core X
Name: }31 67
Type:  [C167

¥ Enable Debugging

Communication Device/Protocol:

Specify the communication protocol and
setup the communication device.

C16x Debugmonitor Interface ﬂ Setup

< Back

Cancel | Help |
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To specify the interface settings e.g. the baud rate and the communication channel
properties to the target click Setup.

Setting up the Target Interface

The dialog is divided in a number of pages for setting up the Target Interface. Please
check the content of each page for correct content.

Booting the controller by using the bootstrap loading mechanism of the C167CR will be
done within three steps.

1. Via the internal bootstrap loading the Second Level Loader is transferred to the internal
RAM and will be started.

2. This Second Level Loader loads the primary Boot Code.

3. The Boot Code initializes the controller system and loads the application or monitor
code.

General

Select and configure the used communication hardware.

C16x Debugmeoeniter Target Interface Setup d

General ]Connect / Boot | Debug |

Access Device Target Monitor :
Any suitable communication device " Connect ROM Monitor on Target
Select {* Download Bootstrap Loader Monitor to Target
Use Hardware Reset Output of * Use Standard Monitor

Communication Device

Time to Wait after i
Hardware Reset :

(0 ... 1000ms) " Use Extemal Monitor File

- | |

Debug Communication Channel :

|C'I 67.AscMaon BME7C0256

ASC |
Baudrate is set by Bootstrap Loader |
[ =] [ |
Ok | Cancel Help

In this example, a special Target Monitor using the bootstrap loading mechanism has to
be used. The various offered standard ASC monitors differs only in the location where the
monitor is located. For example, C167 .ASCMon.BM67C0256 means a C167 ASCO monitor
is located at 3F290h - 3FFFFh, below the 256 kByte RAM memory boundary. Click the ...
button to select a different standard monitor.

Select ASC as Debug Communication Channel.
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Connect/Boot

In this example, the settings of Connect Option are not relevant, because the UAD

cannot cause a reset on your target via an ASCO/TTL line. Leave the Connect Option on
default.

In this example, the standard Boot Code is used. The Use external Boot Code setting is
required in rare cases only, for the system loading process.

C16x Debugmonitor Target Interface Setup >

General Connect / Boot l Debug l

Connect Option: |:'defaurt: j -
Bootstrap Loader Configuration :

Baudrate for Bootstrap Loader : [z=enn «| Bitss ¥ Execute Initislisation Commands

_ SET SYSCON Ond IFF7F

[ Use R5232 Driver SET BUSCOND 0x4DE OxFFIF
SET ADDRSELT (6

COPY BUSCOND BUSCONT
EINIT

™ Use K-Line Protocal

™ Use extemal Boot Code

Mo emors found

Cancel Help

The Initialization Commands are executed by the Boot Code, during the system
configuration process. The commands initialize the memories, which are connected on
/CS0 and /CS1 via a demultiplexed 16-bit bus. The address range of the /CS1 memory is
mapped 0x00000 to exFFFFF. Finally, the EINIT instruction will be executed.

Refer to the UDE® manual for a complete set of initialization commands and to the C167

architecture manual for a description of external bus unit of the C167 microcontroller
architecture.

Close the Target Interface Setup via the OK button and click Next. Later modifications
can be made within UDE®.
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Configuring the FLASH memory

In the dialog Target Specify Memories, you must set the number of memories at least to
1, if you want to use FLASH programming support. Click Next.

Enter in the dialog Special Memories a uniqgue name for the flash name and the
description. The description will be displayed when you select a memory device in the
FLASH/OTP Memory Programming Tool.

For each specially treated memory device, a special Handler is required. Select for
FLASH support the UDE FLASH/OTP Memory Programming Tool. Setup both the bus
mode organization of the chips and an address range, where the memory is visible.
These settings must correspond with the configuration of the external bus controller done
by the initialization command.

Mew Target Special Memeory ¥

Specify an unigue name for this memory

AAAAA

MName: |ZZ’.1FZuu

Description: |E:-.'tema| FLASH

Select a handler and optional parameters :

Handler: |IJDE FLASH/AOTP Memary Praogramming Toal j
Bus Modes : |1 x 16 Bit Chip j
FLASH Type : |.i‘-.|'v'|D Am23Fx Family and compatible Types j

Start Address: | 100000

End Address:  |(x1FFFFF

< Back Cancel Help

Click Next.

With these steps, the FLASH/OTP Memory Programming is prepared. Further steps are
required, if you are using the Programming tool. Please refer to the user's manual chapter
FLASH Programming for further information.
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Finish the Wizard

Enter the name of the file where you intend to save the configuration of target. Usually
the Target Configuration files are stored in <UDE_DIRECTORY>/TARGETS folder.

By pressing the Einish button, you apply the settings to the target configuration. The
debugger loads all necessary components and connects to the target. If the following
message is displayed in the Command window, you were successfully.

UDEDebugServer: Connection to C167CR target monitor established:
bootmonl67 V3.55 11/10

To edit this target configuration, you can select the menu Config — Target
Configuration. In the appearing dialog, you can modify the target configuration.

Edit Target Configuration et

_ Targst Description: |E>:ternal FLASH]|
& Cantraller
I+ Enable Handling

= XRAM
Handler ; |UDE FLASHAOTP Memaory Programming T ool j
259F200
BusMaodss: |1 16Bit Chip -]
FLASH Type |AMD Am23F« Family and compatible Types j
Address Ranges:
Stat | End | Add

0200000 Ox&FFFFF

[

Flease note:
WWhen handling iz enabled any direct wiite access to these memary
ranges will be suppreszed |

QK. | Cancel Help

Conclusion

Congratulations! You have learned about the basic features of UDE®. This will enable you
to load and debug an application using UDE® with a Starterkit board as the target system.

You may now create your own applications using the GNU, the Tasking, the Keil or the
Greenhills C-Compiler and debug them with UDE®. As UDE® is constantly improved,
please check out our web site at https://www.pls-mc.com for the latest version of UDE®.
Additionally, if you have any questions or if you need any help regarding your
development tools we would like to encourage you to contact the PLS Support Team via
e-mail at support@pls-mc.com or via phone at +49 35722 384 0.

Thank you for using UDE® Universal Debug Engine.
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User's Guide

Introduction

The UDE® Universal Debug Engine is one of the most powerful development
workbenches available for the AURIX, TriCore, Power Architecture, Cortex, ARM7,
ARM9, ARM11, C166, XC166, XC2000, XE166, XScale, RH850, R-Car, SuperH SH-2A

and further microcontroller families.

The UDE® workbench lets you edit and organize your projects, supports you while
building the applications and lets you run and test your software on the supported
microcontrollers-based customer specific hardware or different evaluation boards in a
very convenient and cost-efficient way. The vast capabilities of the UDE® High-End
Debugger enable you to develop fast and reliable software as well as to get short turn-

around times for your microcontroller projects.

Editor

Integrated Development
Environment

{

—p Compiler

wWo-+x

CASE T0O! | g

universal debug engine

Simulator JTAG

Target

ICE .
Monitor

v

v v

—h Evaluation Board

Custom Specific Hardware

Hand-in-hand with our target access hardware the UDE® Universal Debug Engine offers

a flexible debug platform. It allows...

> High-speed and flexible access to target systems
» Full-featured on-chip debug modules, OCDS, DAP, EmbeddedICE, CoreSight, SWD

support
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» Full code and data trace via MCDS, ETM, ETB, NEXUS, CoreSight and triggered
Transfer support

» Multi-Core Debugging
» Various Operation system support (RTOS)
» Support of further Third-Party Tools.

Architecture of UDE® Universal Debug Engine

The UDE® Universal Debug Engine is a new concept of our cross debugger based on a
set of standard components and core specific components. UDE® supports different
cores and multi core debugging. The system is built based on components to ensure
extension with additional cores and development tools. This way, the user is able to
extend the debug system due to custom requirements.

Debugger Client (Desktop Container)

ViewServer ViewS
ViewServer lewServer
Program Program?2

MultiCore
Debugging

ViewServer ViewServer
Watch HTML

S T

Debug Server Debug Server 2
(Base Functions, Symbol Processing)

] i

Target Server Target Server 2
(Core and Communication Components)

The UDE® concept splits the basic debugger tasks into three independent program parts:

» The user interface (debugger client) works as a client for both servers, generates
requests for target data access and symbol processing and displays the results of the
processed requests after receiving the ready signal.

» The symbol engine (debug server) works as an independent server that processes
requests to resolve symbolic relations of the program code. If the request is
processed, the requesting client receives a message that the resolution is available.

» The target communication server (target server) serves all requests for downloading
program code into the target and accessing target data to display target system
states (program variables etc.). The target core specific debugger engines implement
the basic debugger functions of a specific core (e.g. debugger engine for TriCore,
PCP, and C166 ...).

The partitioning of debugger tasks into client/server architecture significantly enhances
the performance of complex debugger tasks. To add debug support for additional cores is
very simple due to the client/server architecture. One target communication server and
usually one symbol server must be included to add debug support for a particular core. If
several cores use the program code of the same application, no additional symbol server
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is necessary for the core. The multiple independent engines enhance utilization of the
host CPU as well as the turn-around cycle of the debug process decreases.

Moreover, the architecture of an UDE® Debugger contains following parts:

» The desktop frame works as a container for several components. The container is
based on framework to instantiate windows of the basic debugger engines and export
interfaces to extend the user interface dynamically (e.g. add menu entries, tool bars).

» The windows implement standard debugger functions (Program window, Watches
window, Memory windows, Register windows etc.), programmable windows based on
page description languages (HTML) and application specific windows (special
windows based on e.g. COM components).

Using On-line Help

The UDE® Universal Debug Engine provides an integrated, context sensitive help. To
use this help simply press the F1 key. You may also select Help Viewer Window from
menu Help for viewing the UDE Manual.pdf. This manual introduces the architecture of
UDE® and describes the UDE® main features by examples.

Furthermore, please visit our Web site on the Internet at https://www.pls-mc.com. There
you can obtain the newest information and download the latest version of UDE®.

Project Management

Working with Projects

Projects let you organize your work more efficient by combining all target specific and
desktop settings in one workspace. This workspace stores all project relevant files and
settings of UDE®.

x|

A main role of the project
management plays the source

jodi « %

files and their associated binaries.
These files are displayed in the
workspace window. The view is
subdivided into file names and
functions.

If the workspace window is
invisible, select menu entry Views
— Target Manager to open the
window.

In the Core Symbols window of
your current workspace, the
source files are grouped under the
folder Source files. If the folder
content is invisible, click on the [+]
item or double-click on the 'Source
files' folder to expand it. To
collapse a folder in the workspace
window, click on [-].

An easy way to open a new
source code window is by double-
clicking on the corresponding
source file entry. In a similar way,
it is possible to view a function of
the source code by clicking on the
function name displayed in the
folder Functions.

#
=Rl Header files / Other -

B interruptcontroller.h [\cygdrivehdyhome\groegert\ude-varibug
E mpc3567.h [eygdrive\d\homet\groegertiude-varibugzilla\0292
E type_defs.h [\cygdrive\d\home\groegertiude-varibugzilla\029,
2-[E Seurce Files
B crtn.s [\ygdrive\d\gnu-build\gec-buildigec\crtn.s]
mpc5500_xcptn.c [\cygdrivetdihome\groegertiude-varibugzil
Startup-GruPpc-iRam.s [hoygdriveld\home'groegert\ude-var'
timedemo.c [\cygdrive\d\home\groegertiude-varibugzilla\02:
timer.c [\cygdrive\d\home\groegertiude-varibugzilla\02957-¢
B-|= Functions

=] main
/=] SwirgdISR
=] timer_acknowledge_interrupt
=] timer_handler
=] timer_init
E xcptn_xmpl
[—]D Sections
] init@8
] text@l
] tet@7
] mpeS500_cedefg.c@ tet@S
] mpeS500_xeptn.c@.text@6
-] timedemo.c@ text@2
] timer.c@.tet@3
..... & Data Breakpoints
=-E Breakpoints

Pl 1 F

m

Explore Symbols.

User's Guide

Using On-line Help 99 of 193


https://www.pls-mc.com/

Creating a New Project

If you want to build a new project, create a new workspace that contains all settings and
files of the new project. Select New Workspace from the File menu of UDE® and choose
a new file from the file selection box. Usually, the workspace file is located in the project
folder.

Note the possibility to create new folders in the file selection box: Right-click into an
empty area of the file selection field for the context menu and select New — Folders. This
way you can create new folders without the need of an additional Explorer window.

When starting a newly installed version of UDE® for the first time, a firmware update
may be executed for the access device (UAD2r°, UAD2*, UAD2"*, and UAD3*). This
may take some more time than usual for the “target connect” operation. Please DO NOT
power OFF or unplug the access device during this period!

Select Target Configuration

After choosing the workspace file, you may select a predefined target configuration,
create a new or derive an adapted configuration.

Select Target Configuration

Last Used Browse ]

Folder to browse :

[\ Targets", j
Addtional Fitter: J
Files in folder : ¥ Show descriptions

2 Application Kit with TC224 / TLF35584 A-Step (JTAG)

2 Application Kit with TC275T C-Step (JTAG)

[ Trboard with TC23x B-Step (Memtoal/A5C)

g

[ Infineon XMC1400 Boot Kit with XMC1404-2064X0200 (Miniman/ASC)
[ Infineon XMC4200 Hexagon Kit XMC4200 (Miniman/ASC)

[ Infineon XMC4200 Hexagon Kit XMC4200 (Miniman/CAN)

[ Infineon XMC4200 Hexagon Kit XMC4200 {Swd)

Default New Copy | Edit | Bemove |

QK | Cancel | Help

Press the Default button to select a predefined configuration delivered with UDE®.

Press the New button to create a new configuration and follow the Configuration wizard.

Select a predefined target configuration and press the Copy button to derive a new
configuration from the selected configuration. This is recommending for adaptation of a
similar configuration.

Select a predefined target configuration and press Edit to change an existing
configuration. Please note that the changes are saved permanently.

Loading a Project

Open the File menu and select Open Workspace. Select a valid workspace file in the
opened file selection box. Usually, workspace files are named with the file extension
* ., WSX.

To load the application binary file, use the Load Program from Eile menu and select the
binary file.
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Saving Project Settings

Usually the project settings are stored automatically if the workspace or the UDE® will be
closed. However, if you want to create a new project that is derived from a current project
you may store the current project under a different path or project name. To do so,
choose menu File — Save Workspace as ..., select a new project path, and project
name.

Closing a Project

To close the current workspace, select menu File — Close Workspace. This will save all
settings of UDE®, view windows and their contents, paths and names of loaded files and
will close your current project. The project and its workspace are also saved when UDE®
is closed.

Command line options of UDE®

UDE® can be parameterized via command line interface to automatically open or create a
workspace and execute a start-up script.

Synopsis:

UDE[.exe] [ -p<wsxfile>] [ -s<scriptfile>]

Options:

-p<wsxfile> . open or create a workspace
-s<scriptfile> ... run a startup script
-d<logfile> . write diagnostic output into file

Preparing a binary File

The UDE® Universal Debug Engine supports the compiler tool chain of various compiler
manufacturers. Please see the compatibility list for a selection of suitable compilers and
the compiler manual for correct usage of the compiler.

The following output formats of binary and debug symbol data are supported by UDE:

Output format

Expected content

*.elf ELF/DWAREF binary object file with debug information
* out Binary objects file with debug information

*, axf ELF/DWAREF binary objects file with debug information
*_ abs Binary objects file

*.hex *.h66 *.h86 Intel HEX file, ASCII text

*_ bin Intel binary objects file

*.sre Motorola S records file, ASCII text

*,519 Motorola S records file, ASCII text
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Compiler Support

The recommended file extension for the output file are *.out (C166 derivatives) and

*_ elf (all supported derivatives). If you want use the HLL source code-debugging feature
in the debugger, the corresponding debug information can be linked to the executable file
or can be loaded as separate file. See the compiler manual for the correct options.

Compiler Support for C16x, XC166, XC2000, XE166

The UDE® Universal Debug Engine supports the Tasking OUT format, the GNU OUT
format and the Keil OMF166 format for binaries.

To build such a file applies the following compiler switches:

Compiler Command line options for output
Tasking C/C++ Compiler Compiler; "-g"
Keil C Compiler Compiler: "DEBUG"

GNU C/C++ Compiler (HighTec) Compiler; "-g"

The recommended file extension for the output file is *.0UT.

Compiler Support for AURIX, TriCore

The UDE® Universal Debug Engine supports the ELF/DWARF 1.1, ELF/DWARF 2 format
containing both the binary target pattern and the debug information.

To build such a file applies the following compiler switches:

Compiler Command line options for ELF/DWARF output
Tasking C/C++ Compiler for Compiler; "-g "
AURIX, TriCore PCP Assembler: “-gal”

Locator: "-f4"

GNU C/C++ Compiler for AURIX,  Compiler (gcc): "-g -00"
TriCore (HighTec) PCP Assembler: “-Wa, --gdwarf2”

Wind River C/C++ Compiler for Compiler: "-g -00"
AURIX, TriCore

Greenhills C/C++ Compiler for Compiler (cctri): "-G -dwarf "
AURIX, TriCore

Compiler Support for PowerArchitecture

The UDE® Universal Debug Engine supports the ELF/DWARF 1.1, ELF/DWARF 2 format
containing both the binary target pattern and the debug information.

To build such a file applies the following compiler switches:

Compiler Command line options for ELF/DWARF output

GNU C/C++ Compiler for Compiler : "-g -00"
Power Architecture

Wind River C/C++ Compiler for Compiler: "-g -00"
Power Architecture

NXP C/C++ Compiler for Compiler: "-g "
Power Architecture

Byte Craft eTPU Compiler Compiler: "-g "
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Compiler Support for Cortex, ARM7, ARM9, ARM11, XScale

The UDE® Universal Debug Engine supports the ELF/DWARF 1.1, ELF/DWARF 2 format
containing both the binary target pattern and the debug information.

To build such a file applies the following compiler switches:

Compiler Command line options for ELF/DWARF output

RealView MDK-ARM and Compiler: "DEBUG"
RealView Development Suite for Assembler: “~-debug --dwarf2”
Cortex, ARM7, ARM9, ARM11

GNU C/C++ Compiler for ARM7, Compiler:; "-g -00"
ARM9, ARM11 (HighTec)

Wind River C/C++ Compiler for Compiler; "-g -00
Cortex, ARM7, ARM9, ARM11

C Compiler for ARM7, ARM9, Compiler; "-g "
ARM11 (ImageCraft)

The recommended file extension for the output file is *.elf.

HexFile Support

In addition, the simple Intel hex file and the Motorola S record format are supported.
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Connecting the target system

Before debugging an application, a debug communication channel to the target system
must be established. The following chapter gives you an overview about the offered
solutions of the UDE® Universal Debug Engine and its add-ons.

Overview about Debug Communication Channels

Communication Channel via JTAG, DAP, SWD, OnCE, COP interfaces

JTAG, DAP, SWD, OnCE, COP are examples of debug interfaces, which provides debug
communication channels to AURIX, TriCore, Power Architecture, Cortex, ARM, SuperH,
XE166, XC2000 microcontrollers.

Communication Channel via monitor-based ASC, SSC, CAN, 3Pin
interfaces

UDE® supports asynchronous and synchronous communication to the target system, too.
The monitors can be available as RAM monitor for bootstrap loading or as ROM monitor.
ROM monitor solutions are available whithin the Monitor Development Tool offered by
PLS.

Preparing the Communication

To open a communication channel, some preparations are required.

The primary selection of the communication channel is done by choosing a suitable
configuration, saved as *.cfg. You can select a new target configuration file while
creating a new workspace or you can modify an existing configuration via the Setup
Target Config button in the ‘connection failed dialog’ or the menu entry Config — Target
Configuration.

Create a new configuration

While creating a new workspace you can choose a new configuration for your target
hardware. The Select Target Configuration dialog will be shown.

Select Target Configuration

Last Used Browse ]

Folder to browse :

D% Targets®. ﬂ
Additional Fiter: J
Files in folder : ¥ Show descriptions

2 Application Kit with TC224 / TLF35584 A-Step (JTAG)

2 Application Kit with TC275T C-Step (JTAG)

21 Triboard with TC253 B-Step (Memtool/A5C)

B

B Infineon XMC1400 Boot Kit with XMC1404-G064X0200 (Miniman/A5C)
B Infineon XMC4200 Hexagon Kit XMC4200 (Miniman/ASC)

B Infineon XMC4200 Hexagon Kit XMC4200 (Miniman/CAN)

B Infineon XMC4200 Hexagon Kit XMC4200 (Swd)

Default New Copy | Edit | Bemave |

QK | Cancel | Help
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The UDE® Universal Debug Engine is equipped with some predefined configurations
already. With these configurations, you have a short way to the first example, so you can
derive a user-defined configuration from an existing Evaluation Board configuration file.

Push the button Default and a selection of predefined target configurations will be

offered.
Create or use default 4
{” Create a new target corfiguration step by step
* |se a default target corfiguration
#-E0 TC2658 Application Kit "
g3 TC267B Application Kit
e300 TC26xA Starterkit
g0 TC26xEB Starterkit
-3 TCZ75A Application Kit
g3 TC275B Application Kit
B-03 TCZ75C Application Kit
i +-[A Application Kit with TC275T C-Step (DAP)
(e EiR Application Kit with TC275T C-Step (DAP) - Corel only
PR Amebiaetioe W sk TEGTRET  Chme (FUASY 7
Application Kit with TC275T C-Step (DAF) - Corel only
| Finish | Cancel Help

Browse the best suitable configuration file, finish the dialog, save the configuration file.

Select Target Configuration

Last Used Browse |

Folder to browse :

[\ Targets",

=l

Addtional Fitter:

Files in folder

= L]

¥ Show descriptions

2 Application Kit with TC224 / TLF35584 A-Step (JTAG)

g
[ Application Kit with TC275T C-Step (JTAG)
[ Triboard with TC25 B-Step (Memtool /ASC)
[ Triboard with TC3% B-Step (DAF)

[ Infineon XMC1400 Boot Kit with XMC1404

[ Infineon XMC4200 Hexagon Kit XMC4200 (Miniman/ASC)
[ Infineon XMC4200 Hexagon Kit XMC4200 (Miniman/CAN)
[ Infineon XMC4200 Hexagon Kit XMC4200 {Swd)

Default New
[_Defaut_]

Copy | Edit

0640200 (Minimon/ASC)

Bemove |

o ]

Cancel | Help

Now it is possible to connect to the target system via button OK directly or to edit the
target configuration via button Edit before. After that, connect to the target system.

Later you can edit the target configuration via menu entry Config — Target

Configuration.

Select a RAM based monitor program

The UDE® Universal Debug Engine provides a set of target monitors as binary images.
The user may adapt the monitors to the demands of the target system.

The monitor will be downloaded via the on-chip bootstrap loading or a specialized on-chip
debug module to the target system RAM before every debug session.
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Select an ASC monitor program Select Bootstrap Loader Monitar >

Several predefined ASC monitors are available Standard Bootstraploader Moritors for Targets with
as standard monitor in the internal monitor M starting at 0 and different AAM sizes
database. The monitors differ regarding the E N -
location of the monitor code and data area. To SAE 16w ASE Boommaniar (32K]

select the monitor program, use the Target S4B C16x ASC-Boatmaritar (G4K)

Interface Setup dialog, page Monitor and check |"'|

Download Bootstrap Loader to Target and S4B C16x ASC-Eootmenitar (512)
Use Standard Monitor. With the ... button, you 548 C16x ASC-Bootmanitar [TH]
can browse existing monitor configurations from
the database.

The monitor code will be downloaded via
bootstrap loading sequence. The properties, like
baud rate and TTL-RS232 driver usage, will be Debug Channel: [asc
taken from the bootstrap loading settings. To
change this properties, use the page Boot and

Monitor Code© | 0403F 372 - (WO3FFFF

Init. Monitor Diata: | 0u03F320 - 0w03F371
Custom defined monitors are possible with the oK. | Cancel

help of the Monitor Development Tool. Use such
monitors as external monitor in the page
Monitor. Note, that the correct type of monitor must be selected as Debug
Communication Channel.

Select a CAN monitor program

Select the CAN monitor as Debug Communication Channel. Furthermore, you have to
configure the correct baud rate and CAN-ID. Additionally, make sure, that the bootstrap
loading and initialization settings are correct in the page Boot and Init. Additional, ensure
the bootstrap loading and initialization settings are correct in the page Boot and Init.

Select a ROM based monitor

ROM monitors are located in the target’s non-volatile memory (FLASH or EPROM) and
will be started by power ON of the target board.

The build of a ROM monitor is supported by the Monitor Development Toolkit, offered by
the PLS. This toolkit provides the source code of our monitors prepared for the supported
compilers. On this way, the user can build its “own” monitor program.

Connect the Target system

After the preparations of the communication channel, you can connect the debugger with
your target hardware. Make sure, that the hardware is reset and correctly initialized. Push
the button Single retry and the debugger will connect the target via the new
communication channel.

After the successful connection, the following message is shown:

Success Core@::UDEDebugServer, Connection to TC22x target established:
TriCore (Core@), ID: 10201083h

Multi-Target Debugging

UDE® supports multiple targets/controllers. It is possible to debug the controllers
independently in one debugger instance. With the UAD3+ Multi AURIX Debug Adapter
the controllers can be synchronized. It is then possible to use the multicore run control
and break, single step or restart both controllers at almost the same time. This
functionality is achieved by using additional trigger pins from AURIX TC3xx controllers,
which are connected to the Multi AURIX Debug Adapter.

Please ask the PLS Support Team at support@pls-mc.com for detailed information and
further hints about Multi-Target Debugging.

106 of 193 Connecting the target system User's Guide


mailto:support@pls-mc.com

Downloading a binary File

Download a multi-core and multi-program Application

To download an application select Load Program from menu Eile. In the following multi-
core / multi-program loader selection box, you can browse an elf/hex file and open it.

B Multicore / multi program loader x

[ Addiional download TR+ + -
Load File To | Contr... | Contr... | Contr... | Contr... | Contr... | Contr... | Hex/ELF | LCancel
O

) TirneD erma.&lf {0:4U deS amplesiude-samples-5-024T nCore34TrB. .. o [ [ Ok
M BootLoaderhex {00\ deS amplestude-samples-5-025TiCore 24 Tri... 4 O O O O |:| Help

O3 =EBinam
= Symbuols

UDE® supports the loading _Qf multiple binaries/symbols into one or more cores of the
target microcontroller. Via i..; and * button further elf/hex files can be added or removed.
For every loaded elf/hex file, it is possible to select the destination of binaries and
symbols.

Binary

The Binary is used primary for FLASH programming. The microcontroller architecture
decides, whether and which binary has to transfer in which core. Select the right
assignment. It is usually, that the binary has to load to one core only, because the
selected core can program the binaries into the FLASH memories of all cores.

Symbols

The Symbols are defined inside of the elf file are required to solved references in code
by the debugger. That is why the symbols of an elf file must be assigned to the core,
which contains these references.

Hex/ELF

The Hex/ELF option is used when a hex file is selected for download, which does not
contain any symbol information. In this case, a corresponding elf file with the symbol
information is searched and its symbols are included automatically. If the elf file is not
found, the user will be asking for it.

After that, the program can be downloaded into the target and the debugger is ready. The
IP is set to the default entry point of your program, usually the start-up code. The start
address also depends on the used target architecture. The debugger observes the time
stamp of the application file(s). If a binary target file is changed, e.g. by rebuilding after it
was loaded the debugger offers the possibility to reload the file.

Source File Management

If the debugger cannot find the source files specified in the symbol containing files, it can
request the location of the correct source path. This can happen, if the compilers-built
environment differs from the environment used by the debugging process. You need to
provide the location on request. UDE® will remember your decision and will not ask again
for this source path.

User's Guide Downloading a binary File 107 of 193



Every entry of this relocated source is called Alias. The saved aliases of a workspace are
accessible via the menu Config — Debug Server Configuration — View Server —
Source Code — Aliases ...

#- Debug Server

E| View Server

‘... Profiling (stats)

-Time [ Value Chart

i Source Code

Graphical Trace Chart View
@ Werkspace

- Add-In

Source files

Fath Management ...

Aliazes . |

Source file window recycling

Lirit nurnber of open sounce file windows to 37 >

* for all zource file windows.

" for source file windows opended

B " Delete zource aliazes

[+ Framewaork

An additional disassembler windaw i | File path from debug ...

U:Mude-test-and-venfu. ..

I:ude-test-and-vernifyh,..

Aliag file path ok

L4l des amplesiude- ..

Do\ deSamplasiude-...

[ Single Program window mode [0

Cancel

Help

1 Delete

Rl

In some cases, the forced source alias may have changed. Use the dialog to delete the
affected entry. The next time the source file is used, UDE® will ask for the location again.

Source Path Replacement

The behavior described above is useful, if only few source file locations have changed. If
a complete source file tree is affected, you can give UDE® a replacement path, which will
be applied to all source file paths.

Use the menu Config — Debug Server Configuration — View Server — Source Code —
Path Management ...

The dialog defines B Sgurce file path management X
a part for replacing
and a part for Beplacements /Excludes — §% X 4+ 4
including the new ; .

. Replace 1eft part of source file path | with | Cemes]
source location. ot 4
You will now see Help

the source code of
the main function
from the sample
application. When
clicking with the
right-hand mouse
button into the
Program window, a
context button
appears to switch
between Source
code only and
Source/Assembly
code display via the
Mixed Mode entry.

™ Exclude all files which are not found autornatically

Root pathes faor relative pathes

Source file path |

108 of 193 Downloading a binary File User's Guide



Viewing Program Code

The UDE® Universal Debug Engine features the viewing of program code in C/C++ and
Assembler level and provides the view of the program from three different perspectives. It
shows the source files, the functions and the sections of the loaded program. The
workspace window helps you to navigate into the parts of the program.

Note: UDE® provides the view of the source code parts located in the program sections
by default. For viewing of code outside of the program location, you may use the single

program window view.

Workspace

The workspace window shows all program specific information and simplifies the
navigation through the program. The project is displayed as tree control with source files,
functions and sections. You can expand and collapse the folders by left clicking on the [+]

and [ -] Symbols.

If no workspace window is visible, open it via menu Views — Target Manager.

Header files / Other
Source files

The folder Header files / Other / Source
files lists all sources of the current project.
With double-click you can open the source or
bring the source window to the top.

Functions

In the folder Functions all C/C++ functions of
the loaded program are displayed. By double-
clicking on an entry in the workspace window,
the cursor is set to the corresponding line in
the source code windows.

It is possible to set single and multicore
breakpoints at the function’s entry point via
context menu.

Sections

Sections are consecutive memory areas of
code or data. In the folder Sections, all
allocated memory areas are listed, also the
non-C/C++ parts of the program as the
startup code, vector table and so on.

Breakpoints

Breakpoints are listed as reference to a
source location. The context menu allows the
editing, disabling and removing of each
breakpoint as well of all breakpoints.

Data Breakpoints

Corel Symbaols * O X

Y

E-[F Header files / Other

|_:_| Source files

H-E ledetl.c [Utude-test-and-verify samplesipls
E-[E Startup-GnuTe2 5 [Udude-test-and-verify
E-[E TimeDemo.c [Uude-test-and-verify'zamplh
B2 Functicns

----- [=] _class 0 trap_handler

----- [=] _class_1_trap_handler

----- [=] _class 2 trap_handler

----- [=] _class 3 trap_handler

----- [= delay_ms

----- = delay_us

..... |=] DernoFunctiont

..... |=] DernoFunction2

..... |=] DernoFunction3

..... [=] DernoFunctiond

SE

..... 5] SYSTEM _Init

..... & 5vSTEM_Reset

..... & svsTEM_SetPll

B[] Secticns

..... \inttab@93

..... startup_code®2

..... text@12

----- Startup-GnuTc2 5@ startup_code@]
..... system_tc2.c@.text@3
----- systime_stm.c@ tet@10
..... TimeDemo.c@.text@3
El-El Breakpoints

{ L. 'main’

B-E Data Breakpeints

ﬁﬁﬁﬁﬁﬁﬁ

i @ "0 DO000010" Read/\Write

i..# 'Seconds' Read

Data breakpoints are listed as reference to a data location. The context menu allows the
editing, disabling and removing of each breakpoint as well of all breakpoints.
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Source Code Window

In the Source Code window, the source code is displayed. The UDE® Universal Debug
Engine supports a C/C++/Assembler source-oriented view mode and a disassembly view
mode. Both display modes can be merged as Mixed Mode. If no C/C++/Assembler code
is available, UDE® shows disassembled instructions per default.

To switch between the view modes C/C++ and C/C++/Assembler, use the context menu
entry Mixed Mode.

C/C++ oriented view mode

D ATimeDemaotsre\ TimeDemo.c * O X

=tatic un=igned int Buffer[10]: ~
ztatic un=igned int Seconds=0;

=tatic un=s=igned int Hinutes=0;

=ztatic un=igned int Hour==0;

int main{woid})
® {
. un=zigned int 1 = 0
SYSTEM Init():
SYSTIME Init(1000, TimerCallback):
LEDCTL Init():
LEDCTL On{0):
SYSTEM Enablelnterrupt=();

DISPLAY Init():
DISPLAY Clear():
put=(TITLE)

s 8l

while (1}
{
» if{g TimerFlag)
{

. g_TimerFlag=0; R

The yellow pointer indicates the current location of the IP. After each step, the position is
updated. The solid red circle shows that a breakpoint is located at this position. You can

only set breakpoints to C/C++ source line indicated with a small blue dot or to assembler
lines. The small blue dot indicates that the compiler has generated machine code for this
C/C++ source line.

The Source Code window supports an IP history, and displays the last five IP entries as
highlighted lines in customizable color shades. Use the Refresh/Properties entry from the
context menu, to customize this and other colors.

C/C++/Assembler mixed mode

The picture below shows the example from above in Mixed Mode. Each C/C++ source
line is shown with the corresponding machine code lines. The breakpoint indication is set

to the real DA TimeDematsrchTimeDemo.c * O X
address 0=CO000540 40 AE MOV &k =ld.all ~
location in QxZ00005A2 20 118 STE . A al0, 0=x18
the . un=zigned int 1 = 0
i 0=CO000544 82 OF MOV dl5, 0=0
machine 0=CO0005A4As 5% EF FC FF ST.U [214]-0x4.d15
code. - SYSTEM_Init():
0=CO0005AA eD 00 AD 0OC CALL SYSTEM_Init (0=CO001EEA) <&
. SYSTIME Init{1000,TimerCallbaclk};
0=COO00SAE 3B 80 3E 40 HOV d4, 0=z3ER
0=CO0005EZ2 7B 00 00 FC MOVH dl5, 0=Co0o
0=CO0005BE &0 F7 MOV A a7, d15s
0=COO00SES D9 74 76 00 LEA ad. [a7]0x436
0=CO000SBC 6D 00 AS 12 CALL SYSTIME Init (0=xCO0D0ZEBE0R)
. LEDCTL Init();
I=E00005ED 6D 00 AA 1 3 EATT LEDCTL _Init (0=CO002D14) <
. LEDCTL On(0);
0=CO00D05C4 82 04 MOV dd . 0=0
0=CO0005Ce &D 00 <3 13 (CALL LEDCTL On {0=C0002D4C) &
- SYSTEM_Enablelnterrupt=():
0=COO00SCA 6D 00 DD 0D CALL SYSTEM_ EnablelInterrupt=s (0
. DISPLAY Init():
| 0=COO00SCE D 00 2B 09 CALL DISPLAY Init (0=xCO001824) W
< >
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Disassembly (complete range) window mode

In Disassembly (complete range) window mode, a single Program window displays
the target memory content as machine code with symbolical information (code labels,
C/C++ source lines, etc.), if available. If a source file was not found by the debugger
automatically, the file name and source line number will be displayed. In this case, a
mouse double click on the source line opens a file dialog to browse in the file.

code <0xC00003CE-0xCO000TCD > > O x
@ OD=CO000CAD 40 AE MOV AL ald, alld ~
0=CO0005AZ 20 18 STE . A 210, 0x18
un=zigned int 1 0
0=CO000544 82 OF MOV dl5, 0=0

0=CO00005E6

O0=C00005C4

<

60 F7

g2 04

SYSTEM Init():
O=CO000544 6D 00 AD 0OC (CALL
SYSTIME Init(1000.TimerCallback):
0=CO0005AE 3B 80 3E
O=CO0005EZ2 7B 00 00

O=CO0005ES D9 74 7e

0=CO0005BC 6D 00 AL
LEDCTL _Init():

0=CO0005C0 6D 00 A&
LEDCTL _Oni03:

DISFLAY Init():
¢ P=CO0005CE 6D 00 2B 09

40
FC

oo
12

13

0=CO0005Ce eD OO0 C3 13
SYSTEM_Enablelnterrupt=():
O=CO000BCA 6D 00 DD OD (CALL

O=CO0000546 59 EF FC FF ST.W

MOV
MOVH
MOV A
LE&
CALL

CALL

MOW
CALL

CALL

[214]-0=x4.d15

SYSTEM Init (0x=CO001EEA)
d4, 0x3E8

dl5, 0=CO000

&a7.d15

24, [a7]0=436

SYSTIME Init (0=CO00ZBO6)
LEDCTL Init (0x=CO002D14)

dd, 0=0
LEDCTL On (0=CO002D4C) <&

SYSTEM Enablelnterrupts (0=zCO00;

DISPLAY Imit (0=CO0018:24) + w

The Single Program Window mode can be switched on/off in menu Views —
Disassembly (complete range) and/or with the corresponding tool bar button.

Disassembly mode

The Disassembly view mode is used only, if no source is available.

code <0xC00003A0-0xCO000T9F >

* O X

0=CO00059E
TimeDemno. c
mailn

@ 0=CO0005A0
0=CO0005A2
Timeleno . o
0=CO0005A4
0=CO00005A46
TimeDeno. c
0=CO0005AA
TimeDeno. c
0=CO000SAE
0=CO0005E2
0=CO0005EB
0=CO000SES
0=CO000SEC
TimeDemno. c
0=C00005CO0
TimeDemno. o
0=C00005Cd

oy 0=CO0005CE
Timeleno . o
0=CO0005CA
Timeleno . o

<

oo 390
138

40 AE
20 18
139
22 0F
59 EF
141
6D 00
142
3B &80
7B 00
60 F7
D3 74
6D 00
143
6D 00
144
g2 04
D 00
145
£D 00
147

FC
A0

3E
oo

76
A5

A

3
oD

FF
ac

40
FC

oo
12

13

13
oo

RET
MOV A4
STUE . &

MOv
ST. W

CALL
MOV

MOVH
MOV A
LE&

CALL
CALL

MOV
CALL

CALL

Printing of program code

ald a10
210, 0x148

d15. 0=0
[214]-0x4, 415

SYSTEM Init (0x=CO001EEA)

d4, 0x3E8

dl5, 0=CO000

&a7.d15

24, [a7]0=436

SYSTIME Init (0=CO002BO6) <

LEDCTL Init (0x=CO002D14) «

dd ., 0=0
LEDCTL On (0=CO002D4C) <4

SYSTEM Enablelnterrupts (0xCO00:
]

>

Via menu File — Print or the shortcut Ctrl+P the content of the Program window can be
printed via the system printers. It is possible to print all pages, a set of pages or

selections. All view modes are supported.
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Running a program

After successfully downloading the program to the target, the program can be started.
The IP is set automatically to the first instruction of the code. For example, in the C166
architecture, the address 0x0000 is used. If available, the programs entry point can also
be read from ELF file or target register and/or memory locations.

To start your program, use the menu Debug — Start Program Execution, or the F5 key.
Your program will stop under following conditions:
1. A breakpoint is reached.

2. A manual user break is made via menu Debug — Break Program Execution.

Note: Usually the compiler implements code for the case that the program returns from
the main function. Often it is implemented as an infinite loop, so that the program will
continue running after the main's return. A solution for that problem is using a breakpoint
at the last return instruction.

Inline Assembler

The integrated inline assembler allows the Assembler x
change of several machine instructions. It is

available in program windows in mixed mode or
disassembly mode only. NGF =

Address 0xCO00053C

To input a new machine instruction, set the
mouse cursor to the assembler line and use the ’—l
context menu. The entry Integrated Assembler oK
allows to start the Inline Assembiler. In the
following dialog box, you may input the new machine instruction. Push the button OK and
the new instruction will be written into the target's memory.

Cancel | Help |

Attention: If the new instruction does not fit in the alignment and length of the original
instruction, a further instruction may be inserted with non-valid code. Always verify the
inserted instructions carefully!

Viewing and Modifying of Core Registers

The UDE® Universal Debug Engine enables you to display and modify the complete
register set of the current microcontroller derivative in different ways. In addition to the
predefined Core Registers window and to the configurable Peripheral Registers window
UDE® offers the feature of a user-definable HTML based extension window.

Kinds of Core Register windows

Description of SFR, CSFR and GPR Registers

Core Special Function Registers (CSFR) control the operations of the microcontroller
core and provide status information about core operation. The General-Purpose
Registers (GPR) complete the CSFRs with a set of multifunction registers. All other
peripheral registers of the used derivatives (except the CSFRs and GPRs as stated) are
denoted as Special Function Registers (SFR).

Core Registers window

The Core Registers window displays a selection of CSFR and GPR registers of the
target controller. It allows a fast access to the PSW, IP, Address and Data Registers. It is
not possible to configure the view of the register set for the Core Registers window.
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Peripheral Registers window

The Peripheral Registers window allows a more flexible view to the registers. You can
select any free collection of CSFR, SFR and GPR registers to be displayed in the
Peripheral Registers window. This way, a simple custom specific view is possible.

HTML window

Maximum customization is offered by the HTML Document window. It allows creating
customer-specific HTML documents, embedding UDE® ActiveX-controls, user
components and scripts with access to the UDE® Object Model. This allows you to
visualize and control aspects of your target system in a more understandable and
attractive way.

Core Registers window

To open the Core Registers window, use the menu Views — Core Registers. A
predefined selection of CSFR and GPR registers of the target controller will be shown.
Changing the Core Register content

To modify the value of a register in hexadecimal mode move the mouse cursor over the
target register content and double-click. An edit box with the content will open and allow
you to modify the register value. To enter the value, push the <RETURN> key or click
with the mouse outside of the register box.

Color coding

The register values appear in three colors indicating the current state of the value.

Register Value Color State of the Register Value

Red Value has been modified by the program during the last step

Blue Value was changed by the user but not yet written into the
target

Black Value was not changed

Note: For writing the user-changed value into the target, click outside the edit box, but
inside the Core Registers window or push the <RETURN> key. Otherwise, the value will
not be written into the target.

Peripheral Registers View —
B 7 Select Special Function Register X

Creating or changing a || seleat |
Peripheral Registers window +-[] STMD -

P 9 +-[F] STM1 il Q":'S_le
In the Peripheral Registers window all +-[F] STM2
registers of the CSFR-, GPR- and SFR- #-E STM3
sets of the current microcontroller can be ; E i ¥ Expand
displayed and modified. To open the - u registers <"SYSP™>
window, select Views — Peripheral SCU_SYSPLLCONO
Registers from the menu. 5CU_SYSPLLCON1

_ ) i SCU_SYSPLLCONZ

For selecting or deselecting of registers, mm SCU_SYSPLLSTAT —
simply use the context menu via a right- e
click on the Peripheral Registers window. T: (DELtoclea)
Now click on the Browse menu item to |==5Y5P1
open the Register Selection dialog

window. All available registers of the
current microcontroller will be displayed in that window. They are assorted according to
the peripherals they belong.
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To select a register, expand the list and scroll to the special entry for that register. Click
on Select or simply double-click the entry to insert it into the Peripheral Registers
window. A ToolTip will give you a short description of every register in the list.

If the Expand checkbox is activated, the new register is automatically expanded in the
Peripheral Registers window. If a register is already in the Peripheral Registers window, it
is marked bold.

To remove a register from the Peripheral Registers window, move the mouse over the
register and open the context menu via right click. Then select Delete to remove the
entries in the Peripheral Registers window.

Changing the layout

The Peripheral Registers window displays the registers and the values in a table format.
Two columns on the left, display the name and the current value of the complete register.
If you move the mouse over the name, a short tool tip will show you the address, the
reset value and a short description of the register.

If you expand a register, the fields and bits, it is composed of, will be shown in columns
right of the name and current value of the register. The names of the fields correspond to
the names in the controller's manual. The current value of each field is shown in a
hexadecimal value and an interpretation of the setting.

The following figure displays a Peripheral Register window with an example register
added to the window. The Pe@_o0uUT register is expanded and you can see all the bit fields
and the interpretation of the current settings.

Peripheral Registers * O X

Mame Value Bit field Value . .

PWDSTAT |0x1 [System PLL Power-saving Mode was entem
=] SCU_SYSPLLCONO | 0x40003A00 | INSEL 0x1 {f0SC0 is used as clock source}

FDIV 0x0

RESLD 0x0

PLLEWD |0x0 {[The complete System PFLL blcck i3 put i:

NDIV 0x1D

MODEN 0x0 {[Frequency medulation i not activated}

=& CPO0_BTV 0xAQ000100 |BTV 0x500000E0
Hoa POO_CUT 0x00000000 [P15 0x0 [The output lewel of P00.x iz 0}
P14 0x0 {The output lewel of P00.x iz 0}
| | .
12 o 0x0 {The cutput level of PO0.x is 0
P11 01 0x1 {The cutput level of POO.x is 1}

Copy

¥

It is possible to display more than one-bit field per row. This is useful if the register has a
great number of fields (e.g. port registers). You can select 1, 2, 3 or 4 fields per row. To
change the layout, you can use the context menu and go to Layout. In the submenu,
select one of the alternatives. You can also change the order inside the Peripheral
Registers window. Move the register per Drag 'n Drop from one location to that place that
you want.

The layout of the Peripheral Registers window content can be exported and imported via
Content from the context menu.

Changing the register content

To change the register content, you have two options. The first one is to change the
complete value for a register. To do this, select the register (complete row will be marked
blue) and move the mouse cursor over the register value (second column). After that
open the context menu via right click. Select Change will prompt a cursor inside the
value. Now you can modify the data. Press return to accept the new data and to write it
into the target. As a shortcut, press F2 to enter the change mode.
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The second option is to change only a single component of the register. Expand the
register to display all fields. Then select the field that you want to change, move the
mouse cursor over the value and open the context menu. Now you can select one
possible setting for this special field from the menu or select Change to enter a
hexadecimal value manually. To enter the change mode, you can use the shortcut F2

Note: Some registers have a lock symbol left to their name (e.g. the BIV register in the
figure above). These registers are Endlnit protected. To change their values, you have to
unlock them first with the entry Write protect from the context menu. If this option is
disabled, the lock symbol is in an unlocked state, you can change the data and the
Debugger performs a special access cycle to write the value to the target.

Saving and Restoring

If you want to save your current window configuration for later use or for other projects,
you can use the Content option from the context menu. Select Save from the submenu
opens a file dialog where you specify the filename. To load the Peripheral Registers
window content again, select Load from the context submenu.

Color coding

The register values appear in two colors indicating the current state of the register value.

Register Value Color State of the Register Value
Red Value has been modified by the program during the last step
Black Value was not changed

HTML View based on the UDE® Object Model

The HTML view is suitable for visualizing and controlling of contexts of custom specific
target hardware.

Note: All HTML windows are interactive only, if they are running in the UDE®
environment. That is why the HTML window of UDE® must be used.

The online help system contains a detailed description of the UDE® object model
illustrated with many examples. The documentation can be found at

UDE_DIRECTORY>\Help\UdeObjectModel.chm

Watching

Variables

The UDE® Universal Debug Engine features two kinds of windows for viewing the
contents of C/C++ variables.

1. The content of the Watches window can be defined by the user. All types of variables
(automatic, static and global) are possible.

2. The Locals window shows all-automatic and function/block local static variables that
are valid in the current scope.
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Watches

Watches 1 * O X
Name | Walue Walue? | Min.Max I:
- [1 Buffer 0=D0000184 -4 -
Euffer[0] 30 0x0000001E 0 [0x00000000] A 30 [0x0000001E)
Buff M ame: Buffer] Ox0000001F 0 [0x00000000) / 31 [0=x0000001F)
Buff| Location: 0xDO00C1E4 0x00000020 0 [0x00000000) A 32 [0x00000020]
Buff Type: unsigned int 0x00000021 0 [0=x00000000] / 33 [0x00000021]
Buffer[4] 24 0x00000018 0 [0=x00000000] / 24 [0=x00000018]
Buffer[5] 25 0x00000019 0 [0=x00000000] / 25 [0x00000019]
Buffer[E] 26 0x0000001A 0 [0=x00000000] / 26 [0<00000014)
Buffer[7] 27 0x0000001B 0 [0=x00000000] / 27 [0<00000018)
Buffer[8] 28 0x0000001C 0 [0=x00000000] / 28 [0<0000001C) =
Buffer[9] 29 0x0000001D 0 [0=x00000000] 4 29 [0<0000001D)
<new vanable> A

You may open the Watches window by clicking menu Views — Watches.

The Watches window content can be defined by the user. Adding of variables may be
done via right clicking in the Name column and using the context menu entries Browse or
Expression. Alternatively, push the Ins button for selecting a variable from the variable
list or the F2 button for editing the name of the variable.

Expandable variables, i.e. pointer and array, are shown with a [+] / [-] flag in front of the
variable. Use this flag to expand/collapse the variable's elements. The view format of the
variables value can be selected from decimal, hexadecimal and ASCII. Click on the Value
column and select the format from the context menu. The window has optionally
selectable columns for displaying the variable’s physical address, a second display of the
value (in a different format) and the minimum and maximum of the value seen.

Variable values can be easily changed by clicking in the value area and typing in the new
value. Additionally, the context menu entry Change and the button F2 are usable.

Note: The address in the first line of an expandable variable is the base address of the
variable. In the example above, the Buffer variable is an array. The first line value entry
0xD0RO1B4 points to the base address of Buffer in the target's memory.

Watch Expressions

In the previous section, the variables have been selected by name from a list. This
section describes how to define watch expressions, to manually select variables and/or
parts of it. The expressions shown below can be entered in the Watches window into a
line with <new variable> in it.

Global Variable description

Syntax

VariableName (global)
VariableName#

The second form is for compatibility reasons to fast-view66 only.

Example
g _nCount (global)

Module static variable description

Syntax
VariableName [source_file]

Example
nLastTime [time.c]
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Function static variable description

Syntax
VariableName [source_file]:{function}

Element Description Example

source_file Name of source file with extension and without ..\time.c
path (A relative or absolute path from the
command line of compiler is also possible but
has to match exactly)

v:\time.c

function Function name

Example
nLocalCount [time.c] : {timer_overflow}

Global, static variables and parts of it

Global and static program variables are variables with a fixed address, which means not
stored in registers or on the stack. Such variables and parts of them can be described in
common C-Syntax, similar to the expression in a C program.

Syntax
?(<C variable or part of it>)

Examples
?(abyBuffer[5])
?(timeStruct.hour)
?(arrayOfTimeStructsInstance[4].hour)

Real expressions

Real expressions do not have a fixed address. These expressions consist of two or more
global or static program variables and may contain C-operators or constants. They can
be described in common C-Syntax, similar to expressions in a C program.

Syntax
?(<C expression>)

For compatibility reasons to former products, following inline function in expressions is
supported

fconvert("<double_scale_factor>[,<double_offset>]",<C expression>)

<double_scale_factor> and <double-offset> are in %G syntax.
<double_offset> default value is @.
<C expression> is integer expression.

This inline function will be converted after input to following expression

(<C expression>)*<double_scale factor>-<double_offset>

Examples

?(timeStruct.hour*60)
?(timeStruct.hour*60+timeStruct.minutes)
?(arrayOfTimeStructsInstance[i+1].hour)
?(i+3)

Please note, that' i ' can be a variable of global or static scope.
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Real expressions with alias name

Real expressions with alias name refer to real expressions, as described before, with an
additional alias string for displaying the value assigned.

Syntax
?("<printf format string one format specifier>", <C expression>)

Input Examples Output Examples

?("%d minutes left" 73 minutes left
timeStruct.hour*60+timeStruct.minutes)

?("Temperature: %G °C",((a+b)*2)/30) Temperature: 47.21 °C

Description of watches content in afile

It is possible to describe the watches window content in a text file. The file can be loaded
and saved via Load/Save in the context menu in the Watches window.

Syntax description

Every line contains one watch variable description or watch expression as described in
the previous sections. Blank lines and comment lines are allowed. Comment lines start
with a semicolon character (*;") as the first non-whitespace-character of the line.

Adding Variables and Expressions using Select Watches
Dialog

This sizeable dialog lets the user select static and global variables (all variables with fixed
address) and complex expressions using these variables of loaded programs to the
Watches window.

The dialog contains two tabs:

» Variables Tab - This dialog page displays global and static variables, which can be
added to the current Watches window. Variables are sorted by scope: Global
variables, Module static variables, Function static variables, All static variables and a
list of all global and static variables. Within the scope, the entries are sorted in
alphabetical order.

> Expressions Tab - The expression tab is the viewer for the global debugger
Expression Clipboard. It shows user defined expressions from Watches and Graph
window and expressions loaded via Load button from *.wat or *.wax files. An
expression can added to the Watch or Graph window from here.

B Select Watch

VWariables  Expressions o

=1-[ <Session:
"Mode: %d", _Files[0]->_Mods)

=-[ DUdeWorkspaces ude_2021'wde_2021.wax
"Handle: %d", _Files[0]->_Handle)

dip

Cloze

|~ Expand

Load

Delete

il

T: [DELtaclear] | Cage sensiive

|x
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If expressions contain only one integer variable, this variable is extracted automatically
and can be selected separately.

This expression itself enables an additional display feature, which is called Advanced
Expression Resolution:

This means the parallel display of multiple values for the expression, which contains only
one integer variable. This allows displaying of the calculated value of the expression and
of the corresponding integer variable. To use the Advanced Expression Resolution
enable it in the Properties — View Servers — Watch&Locals Windows — Configuration
of the Watch window. Following additional implicit functions are available for such
expression in the Watches window:

» Formula simplification
» Recognition of such formula type
» Automatic extraction of integer variable
» Modification of expression and variable
» Recalculation and changing of integer variable in target, if expression value is
changed
&= Watch Viewd O |[=[= =]
Mame | Address / Name2 | Value | Value2
e MSMWGHLDST.2ste2][] | VECT_BGMSMATURE_DataFar->_MSMwGHLDST sstx[2] | 0.0999756 1638

== ; N

/ / N\ N

expression X Ax/65536.0 X

from .,
?"expression="%G",(0-x*4+0*4)/{0.0+x*0-0*0-65536)) in format %G

Both values are changeable.
Variable x in target will modified.

Locals

Open the Locals window by clicking Views — Locals. The Locals window displays all
automatic and function/block local static variables defined by C/C++ scope rules. This
view is not configurable. The variable values will be refreshed automatically after a
debugging step. The display of variables is comparable to the Watches windows and
modifying the values, will operate in the same way.

Automatic variable content refresh

UDE® can refresh the variable content during all states of the target, assuming the target
is in a connected state. Via the context menu, the automatic refresh period can be
configured. A manual refresh can be issued with the F11 key or the corresponding
context menu entry.

Refresh Pericd for Watch Entry *

Select object refresh properties [ ms ]
tin. halted period: 100 Max. peniod:  GO000
tin. running period: 25

|pdate during running system enabled!

Aunning target Halted target
0 - 0 -
= =
I Enable refresh [ Enable refresh

Cancel Help
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Stepping and Breakpoints

Overview

In general, breakpoints are used to stop a running target system at a user defined
program state. Breakpoints help you to follow the program flow and allow you to see the
current program and processor status. In short, they are helpful to observe the behavior
of the program.

With the support of the OCDS modules of C166CBC, AURIX, TriCore, UDE® offers some
new features of debugging. The OCDS L1 module can be programmed as a user defined
trigger, supports hardware breakpoints, stops the microcontroller when a target read/write
access occurs and stops in dependency of the ALU result.

Following the program flow

The UDE® Universal Debug Engine supports the stepping through the program in a very
comfortable way.

Many features are available for controlling the program flow. You may use the menu
Debug or the debug tool bar for selecting the matching feature.

Step into Subroutine F8
Step into the Subroutine means that all code lines are executed step by step. The
debugger will follow the control flow by stepping into subroutine calls.

Step over Subroutine F9

Step over the Subroutine means that all code lines are executed step by step, but
the debugger will not be step into subroutine calls, but to the line after the subroutine
call. This means, the called subroutines are executed, until they return to the
currently executed subroutine

Step out Subroutine
If the IP is located within a subroutine, the Step out command jumps to the calling
procedure of the subroutine.

Run Program to Cursor F4
The program is started and runs until the IP reaches the location defined by the
current cursor location.

Please bear in mind, if the control flow encounters a breakpoint during a run to cursor,
step over or step out, the target will still be stopped.

{T_"] Insert/Remove Single Breakpoint Ins/Del
Stop the program at a o B
L. . Enable Single Breakpoint Space
specified location , ,
Insert/Remove Multicore Breakpoint
The UDE® Universal Debug Engine allows Enable Multicore Breakpoint
setting breakpo_mts in the program _manually. 3} Runto Cursor
These breakpoints stop the execution of the
program, if the microcontroller reaches this B Set Next Statement
location. Breakpoints are either absolute or 2 Show Mext Statement
conditional. Additionally, data breakpoints are = show code
supported by some targets.
Find Cirl = F
The breakpoint dialog is reachable via menu —
Views — Breakpoints. It gives you an fddte Wath view
overview about all breakpoints and allows &1 Mixed Mode
modification of locations and break conditions. i e
Absolute Breakpoints Open in Code:Blocks
An absolute breakpoint stops the program at a el Sty
specified target location without any Single Refresh
conditions. Breakpoints can be set via the Properties
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context menu of the program window. Set the cursor to the program line and open the
context menu by a right click. The entry Insert/Remove Breakpoint sets or clears a
breakpoint at the specified program line. A set, enabled breakpoint is displayed as solid
red dot in the symbol column left to the program line. The entries Enable
Breakpoint/Disable Breakpoint enable or disable the specified Breakpoint. Disabled
breakpoints are shown as red circles.

Conditional Breakpoints

Conditional breakpoints are used to halt a program based on a predefined condition. To
configure breakpoint conditions, use the breakpoint dialog, reachable via menu Views —
Breakpoints ...

Data Breakpoints

UDE® supports the usage of data breakpoints, if on-chip debug support on target MCU is
available (e.g. OCDS). This means that the program will stop, if a read or write access to
a memory location was executed. Data breakpoints can be set in Watches and in
Memory window.

The context menu of a Watches and Memory adl] T

window contains an entry for setting data il
breakpoints. This option is available only, if the Refresh
connected target supports data breakpoints. It can

be used at one or more selected main and child - iitc:m
entries in all columns except for the <new .
variable entrys. The memory range for the data Decimal
breakpoint consists of the start address and the Byte
length of the selected entry. If the base entry of a Word
complex data type (e.g. structure or array) is « DWord
selected, the data breakpoint will have the range of —

the complete entry. The breakpoint can be set on
Write, Read or Read/Write accesses. All data

breakpoints can be enabled, disabled or cleared [ inset |

Fract

together. Properties... Edit...
Data breakpoints can be used in the Memory Fill... Enahe
window in the same way, the same context menu Find... Enable all
entries are available. These breakpoints are Save... Disable all

shown with red marks, analog to code breakpoints.

Delete all

Breakpoints window

To modify code and data breakpoints open the Breakpoints window via Views —
Breakpoints.

Breakpoint * O X
Mame Core
@ 'main {Uwde-test-and-verify'samples'\pls\TriCore2\AppKit_TC275\TimeDemaotsrc\T  Corel
& Seconds+4 Corel

- =~ ‘'man {U\ude-test-and-venfy\samples\plsiTnCore2\Appkit_TC275\TimeDemo\sre\1

0 main {U wde-test-and-verify'\samplesipls\TnCore2\AppKit_TC2753\TimeDema's  Corel
O main {U wde-test-and-verify'\samplesipls\TnCore2\AppKit_TC275\TimeDemao\s Core2
& 'main {U ude-test-and-verify'samples\pls\ TriCore2\AppKit_TC275\TimeDemals  Corel

Software breakpoints are microcontroller instructions that will cause an (debug) interrupt
or trap. To set a software breakpoint, the program code has to be modified. From this
follows, software breakpoints can only be used in parts of the program, which are located
in a RAM memory area.

Hardware breakpoints are only available by the support of specialized hardware
architecture. Hardware breakpoints can be used in all kinds of memory systems.
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Note: The hardware breakpoints are a limited resource. That is why not all breakpoint
constellations are solvable with hardware breakpoints, i.e. breakpoints in complex case
expressions. The debugger will use hardware breakpoints automatically, if debugging
programs, located in FLASH memory. If too many hardware breakpoints are used by user
specified breakpoints, the debugger cannot perform debug steps.

To modify the code and data breakpoints use the context menu of the specified
breakpoint.

Edit Code Breakpoint d

Lahel |'n'|ain {1\ ude-test-and-verbpsamplesplshTiCore24Appkit_TC2754Timel J

[¥ Enahle

Address |'main i\ ude-test-and-verifyhzamplestplsh TriCore24Appkit_TC2754Timel J J
Type | Hardware ﬂ

[ Loop Counter |':| J Goal o J

[~ Condition |

[ Macro |

QK | Cancel Help

Edit Data Breakpoint d

Label |S econdz+d J

Core | J J

Address |Secands =l .|
Size | 000000004 ~]

ficcess Mode |Read =]

r o =)

[ Loop Counter |0 =] Beal I =

[ Condiion |

™ Macro |

ok | Cancel Help

Loop qualified breakpoints — Loop qualified breakpoints will cause a microcontroller
stop after a predefined count of loops over the breakpoint location. The checkbox Loop
Counter enables the condition for the selected breakpoint. The value shows the current
loop count and the Goal box defines the endpoint. Both values are editable. Counting the
loops is done at the host side, thus the user application is stopped and eventually
restarted if the program counter passes the given location.

Condition — Enter a C-Expression here. The expression is evaluated each time the
program counter passes the location of the breakpoint. If the result of the expression is
not equal to zero, the user application is halted.

Macro — If the user application is halted due to the breakpoint, the macro with the
specified name will be executed. Please refer to macros and UDE® Object Model how to
write and load macros.
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Breakpoint identifier

Assembler Breakpoints are defined at their physical address location at assembler level.
However, High-Level-Language Breakpoints have a reference to the source code,
specified via module, function, source code line and so on. That is why the breakpoint
description of an HLL-Breakpoint is more complex.

Syntax description

"function {source_file}.line[+]';module[,module2...];1line_range;
line_offset;[address_offset];

'label [+ address_offset]';module;

address
Element Description Example
function Function name quick_sort
source_file Source file name sort.cpp
line Line number - A plus sign (optional) means that 50
the breakpoint is near the corresponding address
only and it is not a high-level language breakpoint
(Assembler breakpoint). Assembler breakpoints
have one address only.
module Module name - Module names separated by SORT
commas.
Element Description Example

High-level language breakpoints at source lines
can cover different code ranges. This is the
position number of the corresponding code range.
The number starts with one and increases with
growing addresses.

line_range

line_offset This is the line number offset from start of function
to the breakpoint line. This saves the breakpoint
description against source file changes around
the function.

For Assembler breakpoints, this parameter
describes the address offset from the
corresponding line or label address to the
breakpoint address.

Can be null (0x0) to describe an Assembler
breakpoint at a line address.

address_offset

label Label name. quick_sort

address Pure hexadecimal address with Ox prefix. 0x200

Viewing Memory Locations

For viewing and modifying of the target's memory locations, the Memory window is
usable. It is available via menu Views — Memory or the corresponding tool bar button.

The leftmost column displays the address of the data, and the columns beside the
address column show the data in the selected format. You may specify the format using
the context menu as Byte for 8-bit data, Word for 16-bit data and DWord for 32-bit data.
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Independent of the data width, an entry named Decimal in the context menu allows
toggling between hexadecimal and decimal display.

To change values, simply overwrite the selected location with the desired value. The
Memory window ignores the input if a key is pressed, which is out of range for the current
format (for example, if typing in the letter X in any but ASCII format range).

The size for editing addresses is limited to eight chars. Addresses in integer-based
modes must be entered in hexadecimal form without any extensions like @x or h. This
differs from entering addresses in floating point modes.

Please note that you can also type in symbolic names of programs object into the
address field.

Writing data to target

There are two modes to write data to the target. The first one Auto Write writes the user-
modified data as soon as the user moves the cursor to a different location (address) while
in the second mode the user is responsible to write the data to the target using the
context menu entry Write explicitly. Data modified by the user, but not written into the
target system, is displayed in blue color.

Note that data marked in blue color might differ from the data in the target.

Toggling between these modes is done by the context menu entry Auto Write. After
writing the data to the target, the value will be verified. If the value read back from target
has the expected value, the color is changed from blue to black. If the writing failed, the
color is changed to red.

Updating data from target

The value displayed will be updated, if the user application switches from running to stop
and if the Memory window is scrolled. The memory takes a new snapshot of the target
memory and compares it to the old one. Modified data will be displayed in red color.

Data coloring for different states of the entries:

Register Value Color State of the Register Value

Red on White Value has been modified by the program during the last step

Blue on White Value was changed by the user, but not yet written into the
target

Black on White Value was not changed

White on Red Data Breakpoint enabled

Black on-pink Data Breakpoint disabled

White on Blue Data Range selected

Printing of memory locations

To print the content of the Memory window via the system printers, use menu File —
Print or the shortcut Ctrl+P. It is possible to print all pages, a set of pages or a selection.
All view modes are supported.
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Using the Simulated I/O channel

The UDE® Universal Debug Engine features the I/O communication of the target
application via the debug channel. This means, that the application can use scanf(),
printf() and equivalent functions to input and output of text.

Requirement is the linking of the SIMIO.C software with your application software.
SIMIO.C is available for the TriCore, AURIX, PowerArchitecture, RISC-V, XC2000, C166
architecture and supports the compilers from Tasking, Keil and HighTec (GNU). The
Sieve example from the examples folder demonstrates the usage of the simulated I/O.

If your hardware preparations were successful and your target is connected, load the
program \SAMPLES\C16X\SIEVE\TASKING\SIEVE.OUT to your target. Open the Simulated
I/0 Window from the menu Views — Other Windows — Simulated 1/O or use the
corresponding button from the tool bar.

Start the program via menu Debug — Start Program Execution. The program output will
be redirected to the Simulated 1/0 window. In the last line, you are asked for the input of
the count of executions. The program is waiting in the scanf() function until the user
press RETURN.

Activate the Simulated I/O and type ini.e. 20 and press RETURN. The program will
continue and calculate the primes. In addition, an execution time measurement is done.

E Simulated I/ 0 - connected via simulated /'O < EI@

Sieve of Eratosthenes
with demonstration of I-0 owver the debug channel to Universal Debug Engine.

To measure time the algorithm will executed some times (minimal 107 .

How many times should the algorithm executed:
20

20 iterations.
Funning ...
1899 primes found in last iteration.

Execution Time: 0 msec for 20 iterations.

End of Siewve
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Viewing Data as Scientific Charts

The UDE® graphical window displays target program data as series of a scientific chart. It
is a powerful visualization tool, which helps to accelerate the evaluation of complex target
program data from process environment and the verification of complex software
algorithms. It can be used with all microcontroller families supported by UDE®.

Array Chart

The UDE® window displays pre-processed target system data as data series of a 2-
dimensional scientific diagram. This feature makes it easier to visualize and evaluate
target data to accelerate the verification of complex software algorithms and input from
process environment.

To use the graphical window, the array chart is available from the menu Views — Trace &
Analyze Windows — Array Chart or the corresponding tool bar button.
Using Expressions

The window uses flexible expression specifications, to describe, which parts from target
array data are displayed. Using the timedemo example, as array expression Buffer[$u]
can be used.

UDE Graphical Display Window Properties *
=- C:hﬂl't Expression alias name List of
= Scientific Chart e host
B Curve | uffer variables
=- C_un.re 01 Enpression
- Data Buffer[$u]
Data type | long j
- Axis
L Y-Axdis Start index |D |
.. Value X-Axis —~l
[@1- Data manager End index |9 |
. Remowve Curves |
Scope
- Step width |1 |
=
Last translation emor; I Step direction upward
Overall iteration count: 10
£ >
QK | Cancel Help

$u is a temporarily host variable defined in minimum @ and maximum 9. These limits can
be taken from the source code or from the watch expressions.

Array Chart * O X
[ W

15
14

13

12

1

10

]

2

7

=]

5 > |

u] 1 2 3 4 5 =] 7 & g
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Array Chart Properties
The context menu allows following modifications:

Zoom changes the cursor to cross cursor to select the Zoom range. Push the left mouse
button down at the diagram position, where the zoom rectangle has to start, hold the
button down and pull the zoom rectangle to the opposite endpoint. If the button is
released, the zoom operation occurs. The nested zoom state is saved and can be
recovered with Zoom out function or via the Reset function to return to un-zoomed
original state immediately. To release the zoom operation mode, re-open context menu
and activate the Select function. If a nested zoom-out operation is pending, the context
menu contains an additional Zoom out entry.

Zoom out restore last previously stored zoom state or the original window state, if all
nested zoom states are restored.

Enter the Pan mode and change the cursor into a typical move cursor. If the left mouse
button is held down, the whole diagram can be dragged from current view paosition into
another view position. The axis coordinates are changed according to the new position.
The Reset function restores the original window state. To release the pan operation
mode, re-open context menu and activate the Select function.

The Cursor mode opens a line cross over the whole diagram area and an additional
window, that displays the x- and y- values of all curves at the current line cross center. To
release the cursor operation mode, re-open context menu and activate the Select
function.

Time / Value Chart

UDE® supports real-time graphical-monitoring of target program variables to monitor and
analyze the values of variables and complex expressions while the application is running.
It can be used with all microcontroller families, which support real-time memory access
(currently available for AURIX, TriCore, Power Architecture, which support the IEEE-ISTO
NEXUS 5001 compliance classification classes 3/4, ARM Cortex, XC166, XC2000).

Open the window via menu Views — Trace & Analyze Windows — Time / Value Chart or
the corresponding tool bar button.

The variable browse dialog of New Signal Wizard or Expression Property Page allows
to select expression from new Expression Clipboard (see Adding Variables and
Expressions using Select Watches Dialog) as curve signals. New expressions created
by New Signal Wizard or Expression Property Page are always saved to the UDE®
global expression clipboard, if scientific time traced signal chart mode is active.

Using Expressions

In this example the Seconds variable from the timedemo code is observed.

UDE Graphical Display Window Properties bt

=N C:hart Expreszion aliaz name
- Scientific Chart
E| Curve

5} Curve 01 Expression
i E| Data

Aucie Target signal poll period (in milizeconds]:

- Axis ! =

- Remowe Curves

|Seconds

Secondz

Scope

Last translation errar:

QK | Cancel Help
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A Tooltip popup window displays all summary information about the curve data or axis
data range of the appropriate cursor position.

Time [ Value Chart * O X
W
r
20 |i0‘1 Seconds |
25 Wstart date of
data recording:
20 Wed Aug 26 08:36:26 2020

Time axis farmat:
hourzminutes.
seconds.milliseconds

15

10 Seconds

5

e

o fmin: 2 _ b W
16:13. 16:13. 15:12. 1513, 15:13. 1614 1614 1514 | Y¥maw 17
S0.000 52 000 54,000 55 000 52 000 30,000 32,000 34000 Yayg: ©

Using Modes

The Time / Value Chart supports two display modes, which can be chosen over the
context menu Change Mode of graphical view.

Target variable time sample mode:

» Evaluation of expressions at regular time intervals. Display as line chart with x-Axis
for sample time and y-Axis for evaluated value.

Target variable time sample mode with variable time base:

» X-Y-Plot of two expressions at regular time intervals.

Typical real-time monitoring expressions can consist of:

» Simple basic program variables of integral types.

» Expressions, which describes member of complex variables of integral types.

» Expressions, which calculate results of integral type, based on any expression
consisting of multiple basic program variables or basic member of complex types.

Please note, the term “integral types” refers to signed / unsigned character, signed/
unsigned short, signed/unsigned long of single or double precision floating point

types.

Using complex expressions enables e.g. the collection, calculation and display of real
physical values from multiples program variables in real-time. This includes the dynamical
access to basic members of complex types, array members and special function register.

Setting up Real-time Monitoring Display Mode
The real-time monitoring mode has two preconditions:

» The target debug interface must be able to access the target memory locations
during running target, with a minimum of real-time violation by this target access.

» Due to the minimum sample period of 1 millisecond, the data collection and pre-
processing (expression calculation) must be executed by the firmware of the access-
device.

Enable the real-time monitoring display mode by using the context menu entry Change
Mode of graphical view ... Target variable time sample mode. The wizard dialog for
creating a new signal can be opened via context menu entry New Signal.

To modify properties of the charts e.g. color, line style etc., use the context menu entry
Properties. The property page Scientific Chart contains all settings covering global user
interface settings (colors), the settings for the displayed axis and the settings for each
configured signal. The expressions for the signals can be changed over the properties
dialog too.
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UDE Graphical Display Window Properties *
B Chart Giraph Title
=8 S:C'E"t'f'c Chart |F|ea|time Maritaring Display 'window
B Curve
; E Curve 01 ‘window background colors Legend properties Cursor behavior
E| D:ata Background color [ Showlegend [+ Snap cursorto
i . Data Expressio . Mearest curve tolerance
I |:| o Legend location
: - Axis |5E| i‘
B Axis E sterior color |F“Elht j
- Remowve Curves I:l N [~ Snap cursor alwaps
[¥ Drawe marker at snap position
Imterior color
I:l N Data management Mir. zoom rect width
I+ Double buffering |5 i‘
External data storage object
Result starage object path:
[ Append data set to existing data storage
[ Save all unzsigned data values in decirmal farmat
< >
Ok | Cancel Apply Help

If Cursor Mode is active, the Snap to cursor to nearest curve flag enables to snap
current cursor location to the nearest valid curve coordinates. If Double buffering is on,
the curve data are stored double buffered. Double buffering avoids flicker effects during
re-paint operations.

The trace results of the Data Sequences can be stored in an XML based data set
collection. A new data set will be generated after each measurement period (depends
from selected display mode). The Result storage object path of this XML file can be
selected. The measurement period starts with the first program code run after program
download. It will be closed by termination of debug session or program reload or new
program download.

A new data set, which was generated after each measurement period, can be added to
an existing data set collection or it can discard earlier generated data set via Append
data set to existing data storage.

Setting up Memory Locations Display Mode

Enable the memory locations display mode by using the context menu entry Change
Mode of graphical view ... Target variable time sample mode with variable time
base. The expressions are specified via context menu: First select New X-axis
translation Signal and then New Signal to open a wizard dialog for creating the
expression. If multiple signals are specified, they will use the same X-axis.

To modify properties of the charts e.g. color, line style etc., use the context menu entry
Properties. The property page Scientific Chart contains all settings covering global user
interface settings (colors), the settings for the displayed axis and the settings for each
configured signal. The expressions for the x-axis and signals can be changed over the
properties dialog too.
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Viewing Call Stack

The Call Stack window displays the calling hierarchy of the program. The top entry shows
the actually IP location and the name of the currently executed function, if available. The
entries below list the return addresses in the sequence of their occurrence.

The stack window supports an easy navigation through the current program hierarchy:
double-click on a stack entry, and the corresponding location is shown in the program
window.

Once a line is selected, the default context in UDE® is changed to this location and all
information in watches, locals and in the Core Registers window will be updated to the
selected context.

The example at the right shows the current IP location is ©xC0000436 in the
TimerCallback() function. This function was called by an interrupt occurring while
executing the DemoFunction3() function. The interrupt handler will return to the address
0xC0000548 in the
DemoFunction3() function.

The entry between the DPEDDDMEE |TF_“n°Ei‘:l'?b -
systime_Isr() and . imerlallback{

0=CO002AED  systime Isr( int i{ O0=x00000000 ) 3

Call Stack * O X

DemoFunction3() is the 000014052

interrupt vector code. 0=C0000548 DemcFunction3{ int Ma=x{ 0=z0000000F ) 3
0=CO00074E maini

The entry at the bottom OzCO000114

shows the return point in the
start-up code. Because the
interrupt vector and the start-up code are not part of the high-level-language of the
program, no function names are displayed.

< >

Call Graph Analysis

The Call Graph Analysis (CGA) is a trace analysis to create a representation of the
control flow on software level from the control flow content in trace messages and
accumulates method call count and runtime information. The call graph represents the
Caller - Callee relation of subroutines and functions (later generally referred to as
subroutines) of a software module.

The analysis uses symbolic information provided to UDE® by the loaded ELF and the
instruction addresses contained in the trace messages to reconstruct subroutine enter
and leave events. These events are used to reconstruct a call graph and collecting the
number of calls of a subroutine. If timing information are available (that is the tick value of
the trace messages), the difference between method enter and leave is calculated and
used to provide statistic information, like minimum, maximum and average call time
inclusive and exclusive subroutine calls.

Enabling the Call Graph Analysis

The UDE® Call Graph Analysis is an Add-In of UDE® and must be activated before it can
be used. To activate it, open the Add-In Manager, menu Config — Add-in Components.
Enable the entry Call Graph Analysis and open menu Views — Trace & Analyze
Windows — Call Graph.

Configuring of Trace Configuration

This example uses a TC1766ED with MCDS support and as program the Timedemo.elf
from the example directory.

Open the UEC trace configuration window via menu Tools — Configure Trace... to
create a suitable trace configuration to record program control flow for Core 0 of the
TC1766ED.
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Execute the following steps to create the required configuration:

» Switch to UEC configuration window.

» Leave the Compact library.

» Drag the Init TriCore library element to configuration area.

» Drag the Program Trace (Start/Stop) library element to configuration area.
» Set Start trace @ to e.g. main

Set Stop trace @ to e.g. endof main

The optimized MCDS trace configuration for this use-case is now completed.

Configuration Library:

lCompact vI Init TriCore 7]
Memory: 54 KByte -
Library Functions:
Trigger:
1: Init TriCore g pre -
2: Backtrace TriCore PC-- trigger on ad Core Select:
3: Backtrace TriCore PG -- trigger on dat : Core0 -

4: Backtrace TriCore PC -- trigger on dat
5: Trace TriCore PC Ran

£

&: Program Trace (Start/Stop) Program Trace (Start/Stop) v
7: Endless Program Trace
8: Performance Measurement Start trace @ main -
Stop trace @ endof main -
Trace method branches only
B Tick messages enable -
Description:

Program trace between two code
addresses
read more

Show Reference
Help:

Library: tricore.ltq v4.0

Using the Call Graph Analysis

Now start the trace recording via menu Tools — Start trace ... and start the program via
menu Debug — Start Program execution. When the trace recording has stopped
(because of a manual stop or because the trace memory is full), you can start the Call
Graph Analysis via context menu Start.

The CGA creates per default 2 kind of graphs: The static call graph and the dynamic call
graph:

» The dynamic call graph describes the Caller — Callee relationship with respect
only to the immediate parent of a node (local). This means, if the same
subroutine is called from two different parents or at different levels of the caller
hierarchy, the subroutine will be treated as separate instances. Statistic value will
be accumulated for each instance separately.

» The static call graph describes the Caller — Callee relationship with respect to all
parents of a node (global). This means each subroutine will be treated as unique
instance in the complete graph. Statistic value will be accumulated from all calls
to the subroutine, regardless of the immediate caller or call level.

This difference results in two sets of graph representation and accumulated statistic
value.
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Dynamic Call Graph

Call Graph <Controller_MedsTrace>

Dynamic CG | pynamic Fn | Static CG | StaticFn |

B-[1] _init_wvectab (1)
{1 [1] unlock_wdtcon (1)
i [1] lock _wdtocon (1)
i[1] _install_int_handler {1}
B-[1] timer_init (1)
i [2] unlock_wdtcon (2)
i [2] lock_wdtcon (2)
“[17 led_init (1)
- led_init {13

The label of the call graph nodes includes additional information for the number of times a
subroutine was called by the immediate parent node (the value in squared braces, the
Edge Call value) and how often the node was called totally (the value in round braces,

the Node Call value).

In a dynamic call graph, both values are always the same, since each subroutine call
from a different parent is treated as different instance, for which calls are accumulated

independently.

Static Call Graph

Call Graph <ContrellerD_McdsTrace>

Dynamic CG ] Dynamic Fn ~ Static CG ] Static Fn ]

L%!--m_ain (o)
El--[l] _init_wectab (1)
e [1] unlock wdtoon (3D

i [1] lock_wdtocon (3)

E----[l] _install_int_handler (1)
E-[1] timer_init (1}

i [2] unlock_wdtcon (3)

- [2] lock_wdtocon (3)
e [1] led_init (1)
wled_init (1)

The label of the call graph nodes includes additional information about the number of
times a subroutine was called by the immediate parent node (the value in squared
braces, the Edge Call value) and how often the node was called totally (the value in

round braces, the Node Call value).

In a static call graph, both values can differ, if the same subroutine was called from

different parents or at different call levels.
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Dynamic Node Call and Timing Value

Call Graph <Controller_MedsTrace> * O X
Dynamic CG  Dynamic Fn | static G | staticFn |
|
Function | Calls| Returns| Time tot. .. | Time min. . . | Time avg. . . | Time max. . . |
unlocl_wdtcon ] 2 2 134 B2 67 72
loclk_wdtcon ] 2 2 124 57 B2 67
_init_vectab " 1 1 2028 2028 2028 2028
unlocl_wdtcon [ ] 1 1 63 63 63 63
loclk_wdtcon [ ] 1 1 57 57 57 57
_in=tall int_handler [ ] 1 1 32 32 32 32
timer_init " 1 1 247 247 247 247
led init N 1 1 26 26 26 26
mnain I I 1 1 1 1
nain ] ] 236268 236268 236268 236268
< >
The table in Dynamic Node Calls and Timing describes the statistical node call and timing
value related to Dynamic Call Graph example. It is a listing of all nodes of the dynamic
call graph. Since each call from a different subroutine is treated as different instance of
the subroutine, the function name of subroutines called from different parents appear
multiple times. This is also true for recursive calls, since the parent subroutine in the
upper call graph is treated as separate instance.
The Calls column shows the accumulated number of calls of the subroutine from a parent
subroutine. The Return column shows, how many times the subroutine returned to a
parent. Please note, that only calls and returns recorded in trace are counted in these
columns. If the trace starts in a subroutine, the start of trace is not recorded as call, since
there is no explicit call from a parent subroutine recorded in trace. Likewise, for the return
from trace. In the example above, the trace started and ended in subroutine
CGARecursive. Since no call to CGARecursive and no return from CGARecursive to a
parent subroutine were recorded, the Calls and Returns columns are zero, even though
trace inside the subroutine was recorded.
Other columns are displaying the statistical timing value for the inclusive or exclusive
subroutine calls: total time (Time tot incl/excl), minimal execution time of a single call
(Time min incl/excl), the average execution time of a single call (Time avg incl/excl) and
the maximal execution time of a single call (Time max incl/excl).
Static Node Call and Timing Value
Call Graph <Controller_MedsTrace> * O X

Dynamic CG | Dynamic Fn ] Static CG  StaticFn ]

Function | Calls| Returns| Time tot. . . | Time min. . . | Time awg. . . | Time max. . . |
unlocl_wdtcon ] 3 3 1497 B2 65 72
loclk_wdtcon ] 3 3 121 57 &0 67
_init_wectab [ ] 1 1 2025 2025 2025 2025
_in=tall int_handler [ ] 1 1 32 32 32 32
timer_init [ ] 1 1 347 347 347 347
led_init [ ] 1 1 26 26 26 26
mnain I I 1 1 1 1
mnain I a 336258 336258 336258 336258

The table in Static Node Calls and Timing Example is the description of the node call and
timing value, and related to Static Call Graph Example. It is a listing of all nodes of the
static call graph. Since the recursive call to subroutine Level is recorded for a unique
instance, only one node is displayed here, which accumulates the calls, returns and
timing value. The columns of the table are the same as in the dynamic call graph table,
but the value will differ because of their different accumulation method.
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Program Execution Time Measuring

Program execution time measuring is supported by UDE® via

» Trace unit on target. Please refer to the chapter about Trace, Visualization and

Analyzing.
» Timer unit on target.

To use time measuring via target timers the feature has to be enabled in the target
interface when using some target architectures. Connect to the target and open the menu
Config — Target Interface... setup. Open the page Monitor respectively the page
Debug and enable the Program execution time measuring. Select the used timers for

Time Measurement if available.

Open the tool bar Tools, double-click to the field labeled with Function disabled per
default. A property dialog will be opened. Enable the time measuring in this dialog.

Select the adequate working mode:

i 41.9%42ms

» Continuous mode - the timer accumulates the lapsed time

4l

» Single step mode - the timer shows the lapsed time of the last single step of UDE®.

Trace, Visualization and Analyzing

Hard real-time debugging requires close interaction with the processor. Tracing shall
provide a chronological picture of a system's inner workings up to, starting from or near
an event, mainly to guide a human in understanding a faulty program.

System Level Debugging

. Code Trace Variable
Profiling . .
Coverage Timeline access
Amount of Execution Call hierarchy Memor
Measurement execution time and execution Y
. of code - changes
for each function time sequence
. Ei:glgfn%?cmea\t?lcl)t;‘ Code trace Code trace with Data trace with
Requirements (Subroutine . \.N'thOUt . tick information . tick .
. tick information information
only possible)
Results Graphical chart Graphical chart Graphical Graphical
and reports and reports chart chart

Different semiconductor vendors have defined trace interfaces like MCDS, NEXUS,
CoreSight, ETM and ETB for this purpose. These trace ports are available on the
AURIX, TriCore ED, Power Architecture, XC2000ED and ARM derivatives. The UAD2"ext
with Trace add-on and UAD3* with parallel Trace Pod supports NEXUS and ETM parallel

trace.

MCDS and ETB are embedded trace ports including the trace buffer on-chip, which
reduces the requirements of an external trace analyzer to a minimum. AURIX ED
processors support MCDS trace, several Automotive Power Architecture processors
support NEXUS trace and several ARM processors support ARM HSSTP over high-
speed serial Aurora trace interface. UAD3* supports these high-speed serial trace

interfaces by special Trace Pods.

Triggered Transfer is a feature of AURIX, TriCore and XC2000/XE166 microcontrollers
for high performance polling of target memory. Memory Transfer means the transfer of

data via debug channel.

Cortex can provide trace event messages via the Serial Wire Output SWO or

Instrumentation Trace Messages ITM.
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MCDS support for TriCore ED, AURIX ED microcontrollers requires an additional UEC
license (UDE-TC UEC).
The AURIX TC29, TC37, TC38 microcontrollers are equipped with miniMCDS, which
offers limited functionality for trace-based debugging even for production devices.
miniMCDS can be used for simple trace-based debugging with the standard version of
UDE®. An additional trace license (UDE-TC UEC) is only required for using advanced
features of miniMCDS together with the graphical trace configurator UEC.

Trace Sources

MCDS Aurora NEXUS Aurora
MCDS Trace NEXUS Trace
EmulationDevice Automotive Automotive
Processor TriCore ED, EmulationDevice Power Power
support XC2000 ED, AURIX ED, ; ;
AURIX ED Architecture Architecture
Event Event Event Event
Output format Messages Messages Messages Messages
Time Message Message Message Message
accuracy? Tick Tick Tick Tick
On-Chio M UAD2"ext - UAD2"ext - UAD2"ext .
n-Chip Memory:
Trace memory Up to 2048 kByte 512 MByte, 512 MByte, 512 MByte,

UAD3* - 4 GByte

UAD3" - 4 GByte

UAD3* - 4 GByte

Trace covering

Instruction Trace
Data Trace

Instruction Trace
Data Trace

Instruction Trace
Data Trace

Instruction Trace
Data Trace

Advantages

Continuous trace,
complex trace
filter

Continuous trace,
complex trace
filter

Continuous trace

Continuous trace

Disadvantages

Limited by size of
Trace Board

Limited by size of
Trace Board

Limited by size of
Trace Board

Limited by size of
Trace Board

buffer buffer buffer buffer
Trace Sources (cont’d)
CoreSight ETM  'riggered Memory ETB
Transfer Transfer
Processor TriCore, XC166,
support ARM, Cortex XC2000, XE166 All except ARM ARM, Cortex
Event Data Signal and IP Pipeline
Output format Messages Snapshots Snapshots States
Time Message Endless Trace Endless Trace Processor
accuracy? Tick 2100ms 21ms Tick
UAD2"ext - . . .
Buffered in Buffered in On-Chip Memory:
Trace memory 512 MByte,
AD2, UAD AD2, UAD kB
UAD3* - 4 GByte U , UAD3 U , UAD3 up to 6 kByte
. Instruction Trace IP and Data Instruction Trace
Trace covering Data Trace Data Trace Trace Data Trace

Advantages

Continuous trace

Endless trace
possible

Endless trace
possible

Continuous trace

Disadvantages

Limited by size of
Trace Board
buffer

Non-continuous
trace

Non-continuous
trace

Limited by size of
Trace Board
buffer
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Trace Sources (cont’d)

ARM HSSTP
ITM/SWO Aurora Trace
Processor Cortex Automotive
support ARM/Cortex
Event Event
Output format Messages Messages
Time Endless Message
accuracy? Trace Tick
. UAD2next -
Trace memory Uilnger?JiISS 512 MByte,
' UAD3* - 4 GByte
Trace covering Data Trace Instruction Trace

Data Trace

Advantages

Endless trace
possible

Continuous trace

Disadvantages

Non-continuous
trace

Limited by size of
Trace Board
buffer

1) Depends on target system

Trace Analyzing Features and Windows

Analyzing of traced data is one of the features supported by UDE®. The analyzing
functions support different use-cases. Different types of windows support the visualization
of the results of these use-cases. The table below shows an overview of the supported
trace visualization and analyzing use-cases.

Trace Visualization and Analyzing

. . Code
Profiling Profiling
Coverage Program Flow
(stats) (trace)
(trace)
Bar chart Bar chart Tree chart Gantt chart
. in in in in
View format Profiling Profiling Code Coverage Execution
Window Window Window Sequences
Memory Transfer MCDS MCDS MCDS
Trace source Periodical debug  NEXUS, ETM, NEXUS, ETM, NEXUS, ETM,

read by UAD2/3

ETB, CoreSight

ETB, CoreSight

ETB, CoreSight

Method of
Visualization

Displays hits of
sampled IP
addresses
assigned to

function ranges

Displays
recorded IP
addresses hits
assigned to
function ranges

Displays code
coverage results
of all executed
functions in
multiple levels

Displays traced
code addresses
hits assigned to
function ranges
or hexadecimal
addresses over
time axis

Advantages

Endless trace,
good
approximation
about most
runtime-
consuming
program parts

Exact profiling
results over the
recorded time
range of IP
addresses in
trace buffer

Flow of recorded
IP addresses,
detection of
incomplete
execution of code

Graphical display
of program trace
records to get a
better global
overview about
program flow
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Trace Visualization and Analyzing (cont’d)

Data Trace Trace View Signal Trace Signal Log

Line chart Message Log Llneir?hart Message Log

View format in in ) in
Data Trace Chart Trace window Time / Value Data Sequences

Chart
MCDS NEXI\CJ%DETM Memory Transfer ™
Trace source NEXUS, ETM, PR Periodical debug . ’
ETB, CoreSight © 10 Clgﬁs'ght' read by UAD Fw 1/19ger Transfer
Displays recorded Displays all . Displays all
Method of read- and/or write recorded 2}?'\?;’2;{)1”5? recorded
Vi lizati access of information expression over information
Isualization variables over contained in raw ptime axis contained in raw
time axis trace data trace data

Graphical display
of variable trace  Raw trace, flow of

recordsto geta recorded IP data Endless trace, full
Raw trace, flow of

Advantages better global related to scaling of time recorded data
overview about appropriate and value interval
time of variable source code
access

Trace Views

MCDS, miniMCDS trace, NEXUS trace (some types) and ETB trace can be used without
any additional hardware add-on.

Dedicated AURIX, Power Architecture and ARM/Cortex emulation devices support high-
speed serial trace output via Aurora protocol. Therefore, a UAD2"x or UAD3* with Aurora
Serial Trace Pod is required.

Using the NEXUS parallel trace, CoreSight, ETM trace features with UDE® is only
possible with UAD2"xt or UAD3* with Parallel Trace Pod.

Usage of external trace requires an additional target specific interface cable. The
complete overview over all target specific interface solutions is available within the actual
PLS’ product information or on our website https://www.pls-mc.com or ask PLS support
(support@pls-mc.com) for further details.

Configuring the Trace Window

The actual UDE® configuration must be configured to support one of the hardware
specific UDE® trace channels. If this feature is configured, a tool bar and a menu item to
open the Trace window are available. Then, open the Trace window by menu Views —
Trace & Analyze Windows — Trace. Following user interface elements are additional
available, if trace feature is available:

» Trace functions in Tools tool bar TR B o
» Save trace steam

Load trace stream

Start trace

Stop trace

Clear trace data

YV V. V V V

Configure trace
» Trace use case

» Same functions are available within Tools menu
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» The local menu of the Trace window provides also the most functions of these

bars.
» Start/ Stop Trace activate/deactivate the Start Trace
trace manually. Before the trace can be STOIIaCE
started, the trace must be configured correctly. ol
> Clear deletes trace data so the window is Clear
completely empty after execution of this Decode All Pages
command.
Show Trace from 4
> Decode All Pages — o
» Show Trace from helps you to navigate to the Hide empty Rows
top, the bottom and the trigger position. For a Tl s
finer resolution, use the Find options.
Save As ..
> With Find ... you can search stepwise for a Persistent Trace '
term in the specified column of trace buffer or
all occurrences in the trace stream at once. Set Bookmark

Rename Bookmark

» The Hide / Show Empty Rows menu-point

toggles the display mode of the window. The Copy Column Entry
trace buffer contains often many empty

samples (Pipeline holes). For the choice of a Auta Scrall
compact view of the program trace, hide the Trace Config ...
empty rows. For an isochronous view, choose Window Properties ...

the empty rows for showing.

» Use the Save As ... to save the displayed samples to a format file.
Multiple formats are possible; most commonly used are the columns
tabulator separated (*.tab) or space characters separated (*. txt)
format.

» Copy Column Entry
» Auto Scroll

» Trace Config ... opens the trace channel specific trace configuration
window or dialog.

» Configure the Trace window properties via the Window Properties ...
menu entry:

Trace Properties >

Caolumns : N R

Index Type: |
Tick

Address Faormat ; | J
Data —
Interpret

Source

Function

HEI

Ok | Cancel | Help |
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» The local menu of the appropriate trace stream node in the Target Manager
window also provides a local menu with all global control functions of the trace
stream.

Target Manager * 0 X

R TargetManager
g3 Targetd
g..m Controllerd

mlﬁ- Memary

a4

Lo Trace memot

Expand / Collapse

4l starttrace recording

Stop trace recording

5

Clear trace recording

@i Configure trace

< Trace stream properties

Target Manager

Configuring of Trace Configuration

The Trace window can display different kinds of trace messages and is an ideal tool to
identify complex problems, e.g. to find multi-core software run-conditions. This example
uses a TC27xxED with MCDS support and the program TimeDemo.elf from the example
directory.

Open the UEC trace configuration window via menu Tools — Configure Trace to create a
trace configuration to record the multi-core start sequence between core 0 and core 1 of
TC27xx. Execute the following steps to create the required configuration:

>

YV V YV V

YV V.V V V VY V V VYV V

Switch to UEC configuration window.

Switch from Compact to Advanced Configuration library.
Drag the Init TriCore library element (1.0) to configuration area.
Change Memory Size to maximum value of 1024 kByte

Change Syncmode to mode Sync to set the best tick resolution between traced code
samples

Change Core Y to core 1.

Drag the Signal program address library element (2.1) to configuration area.
Set Signal name to e.g. my_signal

Select LEDCTL_Init function start address as comparison address for Core X PC
Drag the Actions on condition library element (5.1) to configuration area.
Browse my_signal as signal name for If condition.

Select as action Trigger trace

Drag the Emit actions library element (5.3) to configuration area.

Add emit action store Core X PC

Add emit action store Core Y PC

Add emit action ticks on

The MCDS trace configuration for this special task is now completed.
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UEC Configuraticn Cantroller0_McdsTrace * O X

Configuration Library: Init TriCore W X
Ad d L

vanee —I —I Memary: |-|[;.24 KByte .I Timer Prescaler: |1ms ;I
Library Functions: Trigger: pre v Trigger Watchpt: IYES ;l

3.3 GTM: Setup TBU time stamp tra 4,
3.4 GTM: Setup DPLL RAM trace

3.5 GTM: Signal MCS program addr
3.6: GTM: Signal MCS program addr

4.0; CAN: Setup CAM trace Core . [Cored <] SRisave Tl [Cort -]

Syncmode:  [Syng +| break_out routing: ITﬁggerIineHdefault} ;l

4.1: CAM: Signal on specific CAN me
4.2 DMA; Setup DMA trace Core Y ICore'I vI SRl slave Z: ICoreD ;l
5.0: State
5. 1: Actions on condition Signal program address @ X
5.2 Actions oncondition ielsei
h Signal name: Im_signal
DRI [Core XPC | == |LEDCTL_ Ini |

This block generates one or more
uncenditional actions.

_ Actions on condition @ X
t I ;I Im_signal LI then
Actions: i
Show Reference | IIHEIEIEHFGCE LI
Emit actions LI

Actions: Istu:ure Care X PC
Istc-re Core Y PC

Ll Lef Lo

Ilicks an

Help |

[Library: advanced-tricore2.ltq vw10.4

Now you can start the trace recording (tool bar icon or menu Tools — Start trace... or
Trace window local menu start trace function). After start of program execution, the
Progress window completes the task:

» Record trace stream to memory
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Analyzing Results

After completion of this task, the Trace window displays the first page of the decoded
trace stream.

Index ‘ Tick ‘ Address | Data | Interpret | Source ‘ Function ‘ ~
1) 239 .. 0x70009B9C HOVH d15. O=fs8s4 CORE1_DBGSR=0x4 ; MCCTL_StartCore
0 240 254 O0x70009BAD ADDI di5. d15. -0=300 MCCTL StartCore
1) 241 0x70009B44 HOV . & al5, O=xd HCCTL_StartCore
0 242 258 O0x70009BAG MOV A 27, diS MCCTL _StartCore
o 243 0x70009B48 ST.4& [a7] 0. als HCCTL_StartCore
0 244 259 O0x70009BAL MOV diS5. 0 return 0 MCCTL StartCore
a 245 260 0x70009BAC J 0x70009bd8 MCCTL_StartCore
1} 246 260 Invalid address occ. ..

a 247 IPI receiwed. but n

1) 248 264 0x70009EDS MOV dz, dis T MCCTL StartCore
0 249 265 0x70009EDA RET MCCTL _StartCore
1) 250 269 0x70008404 MOV d4, D=2 MCCTL StartCore(2.0): main

0 251 0x7000840C MOV d5. 0 nain

o 252 270 0x7000B840E CALL D=x70009b60 nain

0 253 277 070008020 J 0=70008024 J _startaddr

a 254 277 0x70008020 J 0x70008024 3 _startaddr

0 255 279 0=70008024 MFCE d0. 0Ozfelc nfcr %d0, Oxfelc ..

a 256 280 0=70009B60 MOV &k ald. ald 1 MCCTL_StartCore
0 257 0x70008028 JEZ d0, 0x7000802c Jjz %d0.do_endinit

1] 258 280 0=x70008024 J 0=z7000805c 3 init_s=stack_po. .

1) 259 0x70009B62 SUB.4& al0, 0O=x8 MCCTL_StartCore
0 260 O0x70009B64 ST.W [a14] —0=4, d4 MCCTL StartCore
1) 261 281 0x70009B68 ST.W [ald4] -0x8, dS5 HCCTL_StartCore
0 262 282 0x70009B6C ID.W di5. [ald4] -0x8 if(0==Startiddr) MCCTL StartCore
o 263 282 0x70008024 J 0x7000805c 3 init_stack_po

0 264 286 0x70009B70 JHZ di5, 0=70009bLE0 MCCTL StartCore
a 265 287 0x70009B72 HOVH di15. 0=7001 Startiddr={unsigned MCCTL_StartCore
0 266 287 0=x7000805C MOVH. & alD, 0=d000 movh.a #%sp.hii

a 267 289 0=70009B76 ADDI di15. d15. -0=x7fe0 MCCTL_StartCore
1) 268 L. 0x70009B74 ST.W [ald4] -0x8, di1S MCCTL StartCore
0 269 290 0x70009B7E HOP MCCTL _StartCore
1) 270 291 0x70009B80 ID.W d15. [a2l4] -0xd4 switch{Core) HCCTL_StartCore
1] 271 .. 0=x70008060 1EA all. [al0] 0=x5ad lea Zzp. [%=pllo: ..

1) 272 .. 0x70008064 MOVH d0. 0=d000 novh #d0,hi:__IS..

0 273 292 070008068 ADDI d0. d0. 0=x2a8 addi »d0, %d0. la: ..

a 274 0x7000B06C MTCR 0=xfe28. d0 mtor Sisp. %d0

0 275 293 0=70008070 ISYHC isync

a 276 295 0=70009E84 JEQ di5. 0=l1. 0=700 MCCTL_StartCore v
n ELL] ~ac f7AnnonT A WEFD AN Aefonid oy DX, T —

Identify Core related Messages

The core related trace messages are colored in the core specific framework windows tabs
colors. These colors can be assigned by UDE® configuration dialog (menu Config —
Debug Server Configuration — Windows Tabs Color).

Trace Buffer Find Dialog

Find what defines the string to find in a
column. The search string can be made
case sensitive by setting the check mark.
The find operation returns any row in the
selected column that contains a substring,
(or the whole word, if checked) which
matches the input search pattern. The

Find in Trace Buffer

(=)

Find what. | | | FindNest |
Column: |f-\ddress ﬂ Cancel

Direction
" Up ™ Down

[ M atch whole word anly
[ Match case

dialog saves user input values in a history for later re-use for additional searches. The

history is accessible with the drop-down box.

Select the Column from the drop-down box, which has to contain the search string. This
value is preselected corresponding to the right-click position automatically.

The Up and Down specifies the direction to search for. The search starts at the selected
row. Find Next starts the search. The dialog remains open without successful search
operation. Otherwise, the dialog is automatically closed and the window scrolls to the

found row in the view area and highlights i

Switch to Source Code

t.

After selection of a row, which contains code trace messages, a double click on this row
forces the program window to open the source code of the selected code address and
shows the related code position in the current mode of this program window (assembly or

high-level language source code).
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Profiling (stats)

The IP Profiling window displays profiling results of IP samples inside of functions of a
running program. The input data will be recorded by periodical reads of the IP over debug
channels by the UAD firmware.

Configuring the Profiling (stats) Window

A distribution statistic over polling results will be displayed as bar chart over all functions
or sections (if no symbolic information about functions is found for the appropriate
address), which are hit by periodical polling of the value of the IP. This method requires
an architecture, which provides the capability to read the IP value periodically during
program execution (e.g. Infineon AURIX, TriCore and XC2000/XE166 microcontrollers).
Using the UAD2, a sampling period in the range of 1 millisecond (1 ms) is assured for
shapshots of the actual content of the IP in a selectable period during running target
program.

Open the Trace window by menu Views — Profiling (stats).

Profiling Setup | Profiing Views

Profiling Chart from UADZ Class IP Trace at 30.04.2011 09:58:22

s
0,010
0,005

led_toggle B%
timer_handler~|g:gg§

0.001
abort 0,001

fext@14 ~|8; 88}

<other>—

Code Ranges [ Functions |

0 20 40 60 80
Percent % of Execution Time

Force gnapshot: | Refresh table Reset profiling resutts:

Range Range Type Start Address  Length Hits CPU Time - % of Hits  Execution time (ms) CPU Time - % of Execution time
main Function 0=DO000TEE  0x00000262 370937 59534 371031,00 99,934

<others Other 35 0,010 18,00 0,010

led_toggle Function 0xD00001A6  0x0000000E 9 0,002 8,00 0,002

timer_handler Function 0=D0000MDE  Ox000000M2 7 0,002 6,00 0,002

abort Function 0xDO00MFSE  0x00000006 4 0,001 3,00 0,001

Sext@i4 Section 0=D0002122 (x00003EDE 3 0,001 3,00 0,001

Glaobal Parameter Global Results

Available ranges [

Available hits 370995

Trace start time: 30.04.2011 09:52:12

Trace stop time 30.04.2011 09:.58:22

Overall execution time 37106800 ms

Application path WViAUde\UDEINSTALL\Samples\TriCore\TriBoard_Tc1 7e8timedemo\GnuTc\iRamiTimedemo. elf

UDE profiling result table was created at 30.04.2011 09:58:22

The chart displays the actual statistics of IP sampling results. The profiling method of
periodical polling of the IP generates two kinds of results for each function or section
range:

» Number of hits per function or section range and
> the approximated execution time of the function.

The execution time will be calculated from hits per function multiplied with the period
between two samples. The Profiling Setup page enables setup of different parameters
like the refresh period.

The profiling result table lists all details of IP profiling data set.
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Profiling (trace)

The Trace Profiling window displays profiling results of IP samples inside of functions of
a running program, which are recorded by code trace from MCDS, NEXUS, CoreSight or
ETM trace channel. The full program trace enables measurement results of function
execution time, which are much more exact than results from IP polling.

Use of Trace Profiling Window

The results of trace profiling will be displayed by the trace profiling window, using two bar
charts (one for execution time of a function from overall execution time and one for the
absolute execution time of a function) and a table, which provides all details of the
profiling calculation. Open the trace profiling window by menu Views — Trace & Analyze
Windows — Profiling (trace). The window content will be updated, if the corresponding
hardware trace stream was recorded and has decoded new trace data.

Profiling Setup | Profiling Views

Profiling Chart from Controller0_McdsTrace at 27.10.2013 12:50:48 Force snapshot | Refresh table Reset profiing results
E Range Range Type  Start Address  Length Function ca *
= main | {main ¢ Function 0x700083A0 0x000DO3B6 1
< _init_vectab %I; bt
5 _init_vectab Function 0x700091E0  0x00000192 1
E systime _Isr 3881 systime_lsr Function 0x70009660 0x00000032 6
= system_set_pll (system_tc27x.c) i system_set_pll (system 1c27x.c)  Function 0x70008760  0x000001B2 1
£l _install_int_handler| 3835 _install_int_handler Function 0x70009140  0x00000094 3
g WDT_SetEndinit (wdtcon_tc27x.c) BBB WDT_SetEndinit (wdtcon_tc27x.c)  Function 0x70009450 0x00000054 3
B anttab@1a 4 3813 inttab@19 Section 0x7000C000  0x00002000 —— |
z TimerCallback{ 2832 TimerCallback Function 0x700082C0  0x000000 6
systime_GetstmBase (systime_stm.c){ 313 systime_GetStmBase (systime_st.. Function 0x70009620  0x00000034 7
WOT_ClearEndinit (wdtcon_tez7x.c) Li0.014 | | | | WOT_ClearEndinit (wdtcon_tc27x.c) Function 0x70009380  0x000000.. 3
- b 0 20 40 60 80 SYSTIME_Intt Function 0X7000ST00  0x000DOD... 1
Percent % of Execution Time unlock_wdtcon Function Ox700093E0  0x00000072 3
lock_wdtcon Function 0x700094C0  0x00000072 3
system_GetPIClock (system_tc27x... Function 0x70008940 0x00000108 1 —
Function Execution Time Chart from Controller0_McdsTrace at WCCTL_StartCore Function 0x70009820 0x0000007C 2
27.10.2013 12:50:48 WCCTL_IntSlaveToMasterCalback  Function 0x70008C60  0x00000086 2
LEDCTL_nit Function 0x70009900  0x00000082 1
main meetl_Masterlsr1 (meetl.cy Function 0x70009BA0  0x000000... 1
_init_vectab SlaveToMasterCallback Function 0x70008320 0x00000032 2 -
zystem_sst_pll (system_te2ix.c) e
o SYSTIME Init < . b
% system GetPliClack tme;’:iz:: Global Parameter and Results  Cument Values i
Z LEDCTL Init Avallable ranges 2
Mm_—’x;‘::";‘r’;‘i—:::t: Avallable hits 532759 E
WDT_SetEndinit (wdtcon_teZ7x.c) Approximated time stamps. 35,00 % L4
WDT_ClearEndinit (wdtcon_tcZFx.c) Trace start time 27.10.2013 12:50.05
ean Sr e Trace stop time 27.10.2013 12:50:48
Aurarall avardinn tima 2E287E7 N e
‘| [ | 3
) UDE profilng resull table was created al 27.10.2013 12:50.48

Configuring of full Program Trace

The measurement requires a suitable trace stream configuration, which depends on the
kind of the trace channel. The trace configuration must ensure that the recorded trace
contains program flow trace of the core, which is assigned to the Trace Profiling window.

This example uses a TC27xxED with MCDS support and the TimeDemo.elf program from
the example directory.

Open the UEC trace configuration window via menu Tools — Configure Trace to create a
suitable trace configuration to record a program trace data with ticks of core 0 of TC27xx.
Execute the following steps to create the required configuration:

» Switch to UEC configuration window.
Switch from Compact to Advanced Configuration library.
Drag the Init TriCore library element (1.0) to configuration area.

Change Memory Size to maximum value of 1024 kByte.

YV V VYV V

Change Syncmode to mode Sync to set the best tick resolution between traced code
samples.

Drag the Signal program address library element (2.1) to configuration area.
Set Signal name to e.g. my_signal

Select main function start address as comparison address for Core X PC

Y V V V

Drag the Actions on condition library element (5.1) to configuration area.
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Browse my_signal as signal name for If condition.

Select as action Trigger trace

Drag the Emit actions library element (5.3) to configuration area.
Add emit action store Core X PC

Y V V VY

Add emit action ticks on
The optimized MCDS trace configuration for this use case is now completed.

Configuration Library;

Init TriCore !
Advanced v
Memary: 1024 KByte w|  Timer Prescaler: 1ms w
Library Functions: Trigger: pre v Trigger Watchpt: | yeg w

3.3: GTM: Setup TBU fime stamp tra
3.4: GTM: Setup DPLL RAM trace Syncmode: |Gy w| break_outrouting: | Triggerline 1(defautt) w
3.5: GTM: Signal MCS program addr
3.6: GTM: Signal MCS program addr

4.0: CAN: Setup CAN trace Core X |Corel v SRlslave 1 |Core1 PMI(and OMIf TC16E)  w
4.1: CAN: Signal on specific CAN me
4.2: DMA: Setup DMA trace Core Y. |None v SRlslave 2 |Core (PMIand DMI) v
5.0: State
B.1: Actions on condition Y
5.2: Actions oncondition (else) Signal program address ®
Signal name: | my_signal
D iption:
SIELE Core XPC  w| = v
This block generates one or more
uncondtional actions.
Actions on condition L1
ff w | |my_signal w | then
Show Reference Actions:  |irigger trace v
Emit actions L1
Actions:  |store Core X PC ]
ticks on ]

Help

Library: advanced-tricore tg v6.2

It is recommended to enable automatic refresh of profiling data after end of trace (if 1
MByte on-chip trace memory is filled). Use the Profiling Setup page, group Basic
Profiling Settings, and enable the check box Enable automatic refresh of trace data.

After configuring the trace, start trace recording (tool bar icon or menu Tools — Start
trace.. tool bar). After start of program execution, the Progress window displays two
subsequent tasks:

» Record trace stream to memory
» Decode trace data

After completion of the last task, the page Profiling Views of the Code Trace Profiling
window will be updated with the results from the last trace recording. This method
generates more detailed results than the measurement by IP polling. The results contain
additional information:

» Number of recorded functions calls.
» The average function execution time.

The quality of measurement depends on the amount of recorded program addresses
without tick information and therefore on the type of trace channel. The result table
contains a summary (percent value) of Approximate time stamps, which allows an
evaluation of the results precision. For all recorded trace samples without tick information,
the appropriate ticks must be approximated based on the last and next known tick values.
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To illustrate this, the following figure shows a Trace window with recorded program trace,
which contains some code address samples without tick information.

Index | Tick | Address | Data | Interpret | Sourcs | Funstion | ~
1} 3 0x70008344 MOV d15. 0 unsigned int i = 0 main
0: 4 0x70008346 ST W [al4] —0xd, d15 nain
0: 5 1 0x700083A4 CALL 0=70008960 SYSTEM_Init(): mnain
0: 3 2 0=700083244 CALL 0=70008%&0 SYSTEM _Init(): nain
0: 7 3 0=700083244 CALL 0=70008%&0 SYSTEM Init(); main
1} 8 7 0=70008960 MOV A4 =214, =10 ¥ NUDE~UDEINSTALL~S SYSTEM_Init
0: El 0x70008962 MOVH d15. 0=7001 ¥ ~UDE~UDEINSTALL~S SYSTEM_Init
0: 10 . 0=70008966 MOV & a7, dif SYSTEM_Init
0: 11 . 0=70008968 LEL a4, [a?] -0=zlffg SYSTEM Init
0: 1z El 0=7000896C CALL 0=700083920 SYSTEM Init
1} 13 9 0=7000896C CALL 0=70008%20 SYSTEM_Init
0: 14 14 0x70008920 MOV A4 =514, =10 ¥ ~UDE~UDEINSTALL~S SYSTEM_InitExt
0: 15 . 0x70008922 SUB.& al0. 0x=10 SYSTEM_InitExt
0: 16 ° O0=70008924 ST. 4 [al4] -Oxc, a4 SYSTEM_InitExt
0: 17 15 O=x70008928 MFCR dl15, Dzfelc V:~UDE~UDEINSTALL~S. SYSTEM InitExt
1} 18 0=7000892C ST W [al4] -Ox4, di5 SYSTEM_InitExt
0: 19 16 0x70008930 LD W d15. [al4] -Oxd SYSTEM_InitExt
0: 20 19 0=F0008934 JHZ d15. 0=70008940 SYSTEM_InitExt
0: 21 20 0=70008936 LD .4 a4, [2l4] -O=c V:~UDE~UDEINSTALL-S. SYSTEM_InitExt
0: 22 22 0=70008934 CALL 0=700087e0 SYSTEM InitExt
1} 23 28 0=70008760 MOV &4 214, all ¥ ~UDE~UDEINSTALL~S system_set_p
0: 24 0x70008762 SUE & alfl, O=f systen_sst_p
0: 25 . 0x70008764 ST. A [ald4] -0Ox4. a4 systen_set_p. .
0: 26 . O0=70008768 HOY d4. 0=z3 V:~UDE~UDEINSTALL-S. system_set_p. .
0: 27 29 0=70008764 CALL 0=70009420 system_set_p. .
1} 28 3n 0=7000876A CALL 0=70009420 system_set_p
0: 29 36 0x70009420 MOV A4 =514, =10 ¥ ~UDE~UDEINSTALL~S unlock_wdtcon
0: an . 0x70009422 SUB.4 al0, 0= unlock_wdtcon
0: 31 . 0x70009424 ST.W [ald4] —-Ox4. di& unlock_wdtcon
0: 32 37 0=700094282 LD.W d15, [al4] -0Ox4 ¥ NUDESUDEINSTALL™NS. unlock wdtcon
1} 33 39 0x7000942C ADD d15. 0O unlock _wdtcon
0: ELS 40 0x7000942E JGE. U d15, 0O=4., 0=7 unlock_wdtcon
0: 35 . 0x70009432 MOYH. & =15, 0=x7001 unlock_wdtcon v

Configuring of MCDS Compact Function Trace

The MCDS trace of Infineon TriCore, AURIX supports an additional code trace mode,
which is named Compact Function Trace. This mode records only the call and return
instructions. Therefore, this mode provides important advantages over normal program
full trace:

» It reduces the consumption of trace memory in comparison to full program trace,
therefore the available memory can store trace data for a longer period (typically ten
time longer and more).

» Each recorded function call and return instruction has an assigned own tick value,
therefore the precision of the measured function execution times will be increased.

Various compilers perform a sibling/tail call optimization that prevents the Compact
Function Trace from recognizing call and return instructions. The Compact Function
Trace does not work under these conditions.

The following two figures show the complete UEC configuration for a profiling task using
compact function trace.

Configuration Library:

Advanced W Init TriCore L
Memary: 512 KByte w|  Timer Prescaler: 1ms w
Library Functions:
10 Init TriCare " Trigger: pre v Trigger Watchpt:  |veg v
1.1: Comment .
1.2 Task info Syncmode: | Subroutine Only v |  break_out routing: | Triggerline 1 ([defautt)
1.3: User defined watchpoint
2.1; Signal program address 3 .
2.2:Signal program address range Core X |Core 0 v SRislave 1: |Core 1 v
2.3 Signal data address . .
2.4: Signal data address range Core ¥ None hd SRlslave 2 core 0 hd
2.6 Signal SFR address
2.7; Signal masked data value
2.8: Signal masked data values rang User defined watchpoint o
2.9; Signal bus access type A
Watchpoint alias: | EnterException
Description:

User defined watchpoint o

Watchpoint alias: || eaveFxception
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Configuration Library:

Actions on condition v X
Advanced L A
o rse v | |CoreX dou_isr w | then
Library Functions: )
Actions:  |farce Core X PC sync W
1.0: Init TriCaore ~
1.1: Comment Watchpoint "ErterEcception” W
1.2: Task info
1.3: User defined watchpoint
Actions on condition W X

2.1:Signal program address

22 Sane presan acdess ange = a—

£ S s o s fnCom X e .
20 Sonal macked ala e Welchpin “LoaveBcopton’ .
2.9 Signal bus access type v

Description: Signal program address o X

Signal name: | 3ddr

Core XPC  w| == |TimerCalback v
Actions on condition L7 4
Show Reference
tf v | [tue v | then
Actions: |ticks on w
store Core X subroutine W
Actions on condition w X
f w | |addr w | then
Actions: trigger trace W

Help

[Library: advanced-tricore.ltq v6.2

The profiling data analysis detects the compact function trace mode automatically from
trace configuration. Due to the enhanced accuracy and the longer time of trace recording,
the result of the compact function trace profiling analysis provides two additional
important results:

> Minimum function execution time

» Maximum function execution time

Function Execution Time Chart from Controller0_McdsTrace at 10.01.2015 18:21:48

1

systime_Isr

MCCTL Requesstavecalac e g

LEDCTL_ Status

LEDCTL. Toggle

gt ————-/ 4
p—
w

Functions

.inttab@19 s
TimerCallback —Eﬁ Jns
- Ll
0 200 400
Execution Time (ns)
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Code Coverage
UDE® supports the calculation of code coverage by analyzing recorded program trace
data of MCDS, NEXUS, CoreSight and ETM trace channels:

» Statement Coverage of Machine Code — This method calculates code coverage
data for statement coverage based on information of executed machine instructions.
The results of statement coverage are available in the Program window too.

» Branch Coverage of Machine Code — This method calculates code coverage data
for branch coverage based on information of executed machine branch instructions.

» Branch Coverage of Control Flow — This method additionally uses program flow
information from compiler symbol information to determine the successors of indirect
branches, which are not available for trace-only based branch coverage. This mode
requires the availability of the additional compiler option to generate the debug
information about the program control flow. This mode generates coverage results,
which are comparable to the coverage results generated by common known GNU
compiler gcov-option.

The Code Coverage window displays all results of statement and branch coverage. The
calculation requires additional information about the program flow from compiler provided
symbol information.

Preparing the Trace Configuration

The code coverage measurement requires a suitable trace stream configuration, which
depends on the kind of the trace channel. The trace configuration must ensure that the
recorded trace contains program flow trace of the core, which is assigned to the Code
Coverage window.

This example uses a TC27xxED with MCDS support and the TimeDemo.elf program from
the example directory.

Open the UEC trace configuration window via menu Tools — Configure Trace to create a
suitable trace configuration to record program trace data of core 0 of TC27xx. The code
coverage algorithm uses these trace data to calculate code coverage results. The
optimized code coverage configuration need not contain additional time information
(compared with profiling configuration), which saves trace memory space. Execute the
following steps to create the required configuration:

» Switch to UEC configuration window.

Switch from Compact to Advanced Configuration library.

Drag the Init TriCore library element (1.0) to configuration area.

Change Memory Size to maximum value of 1024 kByte

Drag the Signal program address library element (2.1) to configuration area.
Set Signal name to e.g. my_signal

Select main function start address as comparison address for Core X PC
Drag the Actions on condition library element (5.1) to configuration area.
Browse my_signal as signal name for If condition.

Select as action Trigger trace

Drag the Emit actions library element (5.3) to configuration area.

Add emit action store Core X PC

V V. V V V V VYV V V V V

The optimized MCDS trace configuration for this use-case is now completed.
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Configuration Library;
B v Init TriCore L
Memary: 1024 KByte w |  Timer Prescaler: 1ms w
Library Functions:
1.0: Init TriCore ) Trigger: pre v Trgger Watchet:  ves v
1.1: Comment .
1.2 Tack info Syncmode: | No Sync w| bresk_outrouting: | Trggerline 1 (defautt)
1.3: User defined watchpoint
2.1:Signal program address : . - -
22 Signal program address range Core X | Core0 v SRislave T |Coret PMI(and DMIF TC16E) v
2.3 Signal data address
2.4: Signal data address range Core ' Nome A SRislave 2 coren (FMIand DMI) b
2.6 Signal SFR address
2.7: Signal masked data value
2.8: Signal masked data values rang Signal program address 7]
2.9 Signal bus access type A
Signal name: | my signal
Description:
Core XPC  w| == |main Y]
Actions on condition v
ff v | my_signal w | then
Show Reference Actions: triggertrace v
Emit actions v
Actions: |store Care X PC W
ticks on v
Help

Library: advanced-tricore2.ltq ve.2

Use of Code Coverage Window to evaluate the Coverage Results

The trace coverage window displays all results of trace coverage in detail. Open the trace
coverage window by menu Views — Trace & Analyze Windows — Code Coverage
(trace).

To update the window content after recording the trace data, use the context menu entry
“Start” for running the analysis. If the entry is grayed out, the analysis will start
immediately, after the trace stream stopped recording. The window displays the
accumulated coverage data from all functions covered by the trace data.

Code Coverage (trace) - Core0 X

4 McdsTrace
Start End File Ling Line Coverage MCE Coverage
= Cored 10,48% 18,18%
® UDEDEMO_GetSetupData 0xCODD100C | 0xC0001033 | UdeDemoc | 172 64,29% 50,00%
® udedemo_DoOnldle 0xCD00T1A6 | 0xCO0011CF | UdeDemo.c | 242 92,86% 50,00%
® UDEDEMO_Run 0xC00011D0 | 0xC0001305 | UdeDemoc | 252 10,48% 18,18%
# UDEDEMO Task_10ms 0xC0001306 | 0xC0001317 | UdeDemo.c | 316 |[NA00/0026 I 100.005 |
® MODTAB_Task_10ms 0xCO0D16ED | 0xC0001747 | ModTab c 55 [ 10000% | 10000% |
® MODTAB_DoOnidle 0xC0001830 | 0xCO0018E7 | ModTab.c | 129 |[NA00,0086 000 00,005 |
Code Coverage (trace) - Corel X 5
4 McdsTrace
Start End File Line Line Coverage MCE Coverage
= Cored 3514% 25,00%
® MODTAB_Task_10ms | 0xCO0016ED [0xC0001747| ModTabc | 85 35.14% 25,00%
® MODTAB_DoOnldle | 0xC0001880 [0xCDO018E7| ModTabe | 129 3514% 25,00%
Code Coverage (trace) - Core2 X ¥
4 McdsTrace
Start End File Line Line Coverage MCE Coverage
Core2| | | | | 0,00% | 0,00% |

The window can be opened individually for each core and, by disabling the context menu
entry “Show all Cores”, provide coverage data for only that core.
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The Code Coverage window supports the creation of HTML reports, which contain all details
of code coverage measurement of one or more functions. These reports are intended for
documentation of the complete process of software qualification. These reports can be
generated manually via context menu entry “Create Report” or automatically after completion
of coverage analysis. The latter requires configuration of the output name and path for the
report files in the code coverage setup page. See the online help of the code coverage
windows for details.

I | [N | |

A
[man |man< = 2 I |
Root source module  |[\cygdrivet\UDEVWDEINSTALL\Samples\TriCore\Triboard_TC275A\Timedemo
path Multicore'multicore_timedemo_v2\src\main ¢
'Overall number Length of Statement Branch
Root source name 'of source lines Start address range icoverage in % ||coverage in %
main.c 76 0x700083A0 0x3C2 23 23
Overview about included Source Modules:
[Number of
Source name Source module path source lines
main.c \cygdrveV\UDE\UDEINSTALL\Samples\TriCore\Triboard_TC275AiTimedeme |15
. Multicore\multicore_timedemo_v2\src\main.c
infrinsics h HC'\Prog\GnuTri\vA-ﬁ-E\indude‘.machine\intrinsim h 1
Coverage Overview about Source Line Ranges:
R Partly Statement|(Branch
h:.?r:ber :;?:Ir:ess E?]r;%ﬁ Unreached covered coverage |[coverage||Source Line(s)
e instructions|fin % in %
61 ox700083A0 |0x [ [@ ——
62 0x700083A4 [[0x6 [ @ wcaigeed 3nt 4 - £
65 0x700083AA |[0x4 [ @ st o
66 0x700083AE |[0xA ‘_|o CosalD-MoCTi_GatCoraIat ;
o ox70008388 |lox14 |[3 2 ‘|33 et
70 ox700082cC[ox12 ‘_|o SYSTINE_Tnit (1000, TimasCallnack):
o 0x700083DE [[0x4 [ @ tooTE_Tatt 1l
z 0x700083E2 |[0x10 | weTs Taes FyTS— r—
73 0x700083F2 |[0x10 [ @ - P Ttacns
74 0x70008402 |[0x8 ‘_|o MOCTI_StastCora(l.0);
5 0x70008404 [[0x3 | o ueCT: stastosa (2, o
77 070008412 |[0x4 ‘-|0 3YSTEN EeamieTatazeeptal) s

Use of Program Windows to evaluate the Statement Coverage
Results

The Program window provides basic information about statement coverage:
>

~
int main{void)
o {
un=igned int CorelD;
. unsigned int 1 = 0;
. SYSTEM Init{);
. CorelD=MCCTL_GetCoreld().
. syitch({CorelD)
{
case 0:
. SYSTIME Init (1000, TimerCallbacl):
. LEDCTL _Init{):
. MCCTL _InitSlaweToMasterCallback(l.SlaveToMasterCallback):
. HCCTL InitSlaveToMasterCallback(Z, SlaveToMasterCallback):
. HCCTL StartCore(l.0):
. HCCTL _StartCore(2.0):
. SYSTEM_Enablelnterrupts():
. vhilel!s _Corel_FReady || !=_Core?_Ready)
i
+
. LEDCTL_Oni3d):
. brealk:
case 1:
. MCCTL _InitMasterToSlaweCallback(MasterToSlaveCallback):
. SYSTEM_Enablelnterrupts(): A
< >

The background color of the left column of the Program window is used to visualize,
whether the appropriate source line or instruction was covered by the latest code
coverage measurement.

User's Guide

Trace, Visualization and Analyzing 149 of 193



If source mode is active,

> the green background color indicates, that all machine instructions of the source line
have been covered,

» the yellow background color indicates, that only a subset of the machine instructions
of the source line have been covered,

» the default background color indicates that none of the machine instructions of the
source line have been covered.

If mixed- or disassembly mode is active,
> the green background color indicates, that the machine instruction was executed,

» the default background color indicates that the machine instruction was not executed.

. SYSTEM_Init{):
Ox70008344: 60 00 EB 02 CATLL SYSTEM Init (0=70008980)
. CorelD=HCCTL GetCoreld().:
0=x700083AE: 6D 00 BY OB CALL MCCTL GetCoreId (0x70009bL20%
0=700083B2: a2z 2fF Mo di1&. 42
0=x700083B4: 59 EF F8 FF ST.W [214]-0=x=8,d15
. switch(CorelD)
0=700083E5: 19 EF F§ FF L1L.U d15, [=14]1-0=8

0=x700033BC: DF 1F 40 o0 JEQ
0x700083C0: BF 1F 06 80 JLT.O
O=x700083C4: DF 2F 4E 00 JEQ

d15. 0=xl, 0x7000843c
d15. 0=l 0x700083cc
di15, 0=2, 070008460

0=x700083C8: IC &0 J Ox700084848
0=x700083CA: oo oo HOF
{
case 0:

. SYSTIME Init (1000, TimerCallback):

0=700083CC: 3B B0 3E 40 HMow dd, 0x3e8

0=x70008300: 7B 10 00 F? MOVH dl5,0=7001

0=x70008304: &0 F7 MOV A a7, d1k

0=700083064: 03 74 00 BE LEA ad, [a7]-0=x7d40

0=x70008304: 60 00 A3 09 CALL SYSTIME Init (0x=x70009720)
. LEDCTL _Init{):

0=7000830E: 60 00 A1 04 CATL LEDCTL Init (0=70009920%
. HCCTL InitSlaveToMasterCallback{l,SlaveToMasterCallbaclk):

0=x700083E2: a2 14 Howv d4 . 0=l

0=700083E4: 7B 10 00 F?7 HOVH d15, 0=7001 v
£ >

Execution Sequence Chart

The Execution Sequence Analysis analyses the program-flow on the task- and function-
level based on trace data. The results are visualized, using the Execution Sequence
Chart. This feature makes it easier to visualize and evaluate target data to accelerate the
verification of complex software algorithms and input from process environment. The
Execution Sequence Analysis view can be used with all targets, which provide a
hardware trace channel for MCDS, NEXUS, CoreSight, ETM or ETB trace.

Features of the Execution Sequence Chart

The Execution Sequence Chart (formerly Function Sequence Chart) displays the
execution of the program on the task- and function-level based on trace data. The
execution sequence is displayed separately for each core, but using a common timeline
to observe the parallel execution.

Note, that task information is only available if a separately available UDE® add-in
component provides it. The add-in components “uyC/OS-1l Awareness”, “OSEK
Awareness”, “PXROS-HR Awareness” and “SAFERTOS/FreeRTOS Awareness” provide
these Information. The “OSEK Awareness" add-in uses information from an ORTI (OSEK
Real-Time Interface) file to identify the running task. See the manual for this add-in for
further information.

The execution sequence is displayed as a Gantt chart. The tree view on the left side can
be used to show or hide the execution on specific cores and tasks. The bars on the right
side show which function is executed at which time. During the execution of sub-
functions, the bar of the parent function has a gap. Vertical dashed grey lines show
events within the trace stream. The tool-tip (mouse over) of such a line will provide a
short description. See section Event Marker for a more detailed explanation.
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Configuring of Trace Configuration

To use the Execution Sequence Chart, a trace configuration with the following properties
is required:

» Program Trace for (at least) each executed call and return instruction and
» Ticks enabled, to calculate the relative time for the execution.

Therefore, the same trace configurations, which were described in chapter Trace
Profiling, Configuring of full Program Trace and chapter Trace Profiling, Configuring
of MCDS Compact Function Trace, can be used.

Use of Execution Sequence Chart

Open the chart by menu Views — Execution Sequence Chart. Before any data can be
displayed, the Execution Sequence Analysis must be started. Depending on the size and
complexity of the trace stream, the analysis may take a lot of time. Thus, the analysis
must be started manually, even if a new trace stream has been captured. To start the
analysis, record a trace first or load a persistent trace stream. Then right-click within the
empty area of the chart, to open the context menu, and choose Start analysis.

The analysis is started as a background task (see Progress Window). After it is
completed, the chart is updated automatically.

The tree can be filtered on a per-item basis. First, select the item that (direct) sub-items
you want to filter. Then input the filter string into the text-box on the upper-left corner.

Ad
4 Cored

4 AR_CP_OS_TASK
fi Il Rinning 2l Running F=ady T Running
Idle_Cored Ready Running Feady Running Zeec
Task_Core0_SendEventToCore2 Ready Running

4 <Unknown>
<Call depth> r —— —— <
ResumeAllinterrupts Wstop B stop B stop. | | stop. [ | stop. | | stop | | stof | | stop
0SEE_scheduler_task_wrapper_restore 11 stop 11 stop BRIl stop | ID] st NN stop BI1 swop| DN stop |
0sEE_{c_change_context_from_isr2_end stack
6SEE_hal terminate_ctc stop W stack | stack [l stacH] stack stop. M stack| stack stop W stack]| =
osEE_hal_save_ctx_and_ready2stacked stack 1 stack stop. 1 stack stop | | stack
oSEE_hal_restore_ctx stop 1 stop | stop 1 stop 1
osEE_hal_ready2stacked stack 1 stack stop 1 stack stop | 11 stack
0sEE_change_context_from_running stack 1 stack ] stof | stop | stack | stop (1 stack
0SEE_scheduler_task_wrapper_run B stack | | N | stack stop | [ ] stack stop | | [ | stack
0sEE_tc_change_contexi_from_task_end stop |stack  stop | |stack stop | stack stop I:
0SEE_scheduler_task_set_running | | stack
0sEE_activale_isr2 1 stack |
0SEE_tc_isr2_wrapper i stack 1
__INTTABQ | stack
TerminateTask 1 stop B stjk stop B stack top B stack
osEE_scheduler_task_ferminated stop BI0 s B stop 111 stgp 111
0sEE_scheduler_core_pop_running stop 11 stop 1] stop [1] stol
osEE_scheduler_core_rq_preempt_stk stop 1 stop 1 stop. 1 sto| 1
osEE_{ask_end stop | | stop | stop. 1 stap 1
SuspendAllinternupts | stop M swop 0 stop 1 stop stop stop 1 stop [ | stop
0sEE_scheduler_task_activated stack | stop | N stack | stop | M stack
ActivateTask stack [ W stack I | stack
idle_hook_core0 stack | stack I stack
0SEE_task_activated stop | stop 1 | stop
osEE_get_core stop 11 stop. 1 1 stop 11 stop
FuncTask_Core0_SendEventToCare2 1 stack 1 stack
SetEvent [ ] | stack I
0SEE_{ask_event_sel_mask
0SEE_scheduler_task_unblocked 11 N |

time (s "lgso” Ges1 Ues2  4gs3  Wess  4GSS  Wese | Ues; UG58 Wes9  Ues0  4Ge1  Gecz | Uees  Wees | Usss | L6as

marker M1: 4656 ms { 0.000 ns) M2: 4664 ms ( 8215ps) M2-M1 82158

L

Event Marker

The following events may be displayed within the Gantt chart using vertical dashed grey
lines.

» Trace Broken - The trace could not be fully decoded due to special circumstances.
For example, if the on-chip trace hardware of the target has omitted some required
information due to its limitations (buffer overflows, etc.). See messages in Trace
Window at respective time and earlier.

The blue and green marker can be set similar to bookmarks and allow time
measurement in between.

Data Trace Chart

This UDE® window displays all data-access trace records of a core as data series of a 2-
dimensional scientific diagram. This feature makes it easier to detect time-related variable
access problems and to accelerate the verification of complex software algorithms and
input from process environment. The Scientific Chart view can be used with all targets,
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which provide a hardware trace channel for MCDS, NEXUS, CoreSight, ETM or ETB
trace and data-access trace.
Features of the Data Trace Chart

A Find function is available as enhancement of the search- and zoom-function to find
specific trace samples and zoom into specific sample ranges. For that, the chart has to
switch into Zoom mode via context menu.

The pre-processing algorithm, which analyses the data-access trace records of the last
recorded stream, automatically detects the high-level variables, which are modified or
read by the core. Therefore, the trace has only to be configured for filtering of the relevant
data accesses.

Configuring of Trace Configuration

This example uses a TC27xxED with MCDS support and the TimeDemo.elf program from
the example directory.

Open the UEC trace configuration window via menu Tools — Configure Trace to create a
suitable trace configuration to record write-access trace from Core0 to the global variable
g_Time with timestamps. The data trace chart pre-processing algorithm assigns the
address-based data-write trace message to the original variable names automatically.
Execute the following steps to create the required configuration:

1. Switch to UEC configuration window, switch from Compact to Advanced
Configuration library.

Drag the Init TriCore library element (1.0) to configuration area.

Change Syncmode to mode Sync to set the best tick resolution between traced data
samples

Drag the Signal program address library element (2.2) to configuration area.
Set Sighal name to e.g. START

4
5
6. Select main function as start address for Core X PC
7. Drag the Actions on condition library element (5.1) to configuration area.

8. Browse START as signal name for If condition.

9. Select as action Trigger trace.

10. Drag the Signal data address library element (2.3) to configuration area

11. Assign TIME as signal name of this signal.

12. Select the variable g_time from watch browse dialog as signal address.

13. Drag the Actions on condition library element (5.1) to configuration area.

14. Browse TIME as signal name for If condition.

15. Select as action store Core X WB addr, add further action store Core X WB data.
16. Add further action ticks on.

The optimized MCDS trace configuration for this use-case is now completed. It is
recommended to enable the automatic refresh of trace data after the end of data trace (if
1Mbyte on-chip trace memory is filled) by Code Trace Use — Cases Property Page of
UDE® configuration dialog (menu Config — Debug Server Configuration”), setting the
check mark in Enable automatic refresh of trace data.
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Configuration Library:
Advanced

Library Functions:

1.3: User defined watchpoint -

2.1: Signal program address

2.2: Signal program address range
2.3 Signal data address

2.4: Signal data address range
2.8 Signal SFR address

2.7: Signal masked data value

2.8: Signal masked datavalues rang
2.9 Signal bus access type

2.10; Signal user defined expression
2.11: Signal combination

2.12: Counter definition i

Description:

Emits a signal if there is an access at
program address.
read maore

Show Reference

Init TriCore L2
Memary: 64 KByte »  limer Prescaler: 1ms -
Trigger: pre »  Trigger Watchpt:  veg -
Syncmode:  Syng -  break_outrouting:  Thggerline 1 (defautt)
Core X! Cored »~ SRlslave 1: gt -
Core . Nope ~ SRlslave 2 rped -

l":r 1 prngm A .-:‘}l
Signal name:  START
Core XPC ~ == main -

Actions on condition L0

f « START - then

Actions: trigger trace -

Signal data address L3
Signal name:  T|ME
Core XWB » == g_Time - write

Actions on condition L1

ff + TIME - then

Actions:  store Core X WB addr -

store Core X WB data -
ticks on -

| Library: advanced-tricore2.ltq v8.0

Usage of Data Trace Charts

Open the Data Trace Chart by menu Views — Trace & Analyze Windows — Data Trace

Chart.

Now you can start trace (tool bar icon or menu Tools — Start trace..). After start of
program execution, the Progress window displays two subsequent tasks:

> Record trace stream to memory

» Decode trace data

E Core - Data Trace Chart Controller)_McdsTrace
Data Trace Chart Controllerd MedsTrace

(===

r
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90.00-f -~ -
85.00-f -y~
80.00-f - -~
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50.00-H
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After completion of the last task, the Data Trace Chart window will be updated with the
results from last run of variable access trace.

Find All in Trace

The Find All feature is used to search a trace stream for trace messages with a specified
property or combination of properties. The result is displayed in the Trace Window as
marker at the left side of the window and in a separate Marker window. The Find All
dialog can be opened from the Trace windows context menu, by selecting the Find All ...
menu entry. The Marker window is opened via menu Views — Trace & Analyze
Windows — Markers.

The Find All dialog allows selection of several predefined configurations and parameters
used for the search:

» Single Instruction execution at specified addresses.
» Data accesses (read/write) at specified addresses and/or with given values.
» Code execution in specified functions.

» Code sequences between a given start and end address.
8

Find All ...

Select Trace Stream

|EDntlD|IerD_McdsT race

=]

Select Use Caze

|Inslruclion Addrezs Fange j

Rahge End
| |OwC0001700

Range Start
(S E]

=)

Find &l .. | Cancel ‘

In the example above, an address range in code memory is selected. The Markers
window shows the search results of all recorded occurrences of instructions in the
address range.

F WorkspaceManager - Markers E@
Markers
Title Harker | Id= | Ticl | Adr | Data | Interpret | Source | Function |
Find Instruction Addres: 0 0 7 0.16 us 0=CO001622 RET U:sude—t... _init_we. ..
1 1] 10 0.41 u=s 0=xCO0016D8 CALL 0=C. .. unlock_w. . .
2 1] 11 0.69 us 0=CO001670 RET T:~ude-t. .. WDT _Clea. ..
3 1] 12 0.71 us 0=CO0O016DC RET T:~ude—t ... unlock w. ..
4 1] 18 2.77 us 0=xCO0016D8 CALL 0=C. .. unlock_w. . .
5 1] 19 2.10 us 0=CO001670 RET T:~ude-t. .. WDT _Clea. ..
6 1] 20 3.12 us 0=CO0O016DC RET T:~ude—t ... unlock w. ..
Fl nm 3

A click on a marker entry navigates the trace window to the corresponding position.

wWorkspaceManager-Controllerﬂ_McdsTrace E@
Controllerd_McdsTrace
= Index Tick Address Data | Interpret Source Function - -
A 0: 4. IPA({0=CO000DGE) rec. ..
A 0: 5 6 0=CO000D70 CALL 0=CO000DZC SYSTEM Init
= 0: 6 9 0=C0000D34 CALL 0=CO0014B2 T:~ude-test—and—wer. . . SYSTEH _InitE=t
- 0: 7 24 D=CO001p22 EET T ~ude-test—-and-—ver. .. _init_wvectab
0: a 42 0=xCO000DSE CALL 0=CO000BSS SYSTEM InitExt
0: 9 46 0=CO000EGZ CALL 0=CO001672 SYSTEM SetPll
- 0: 10 61 0=CO0016D8 CALL 0=CO001624 unlock wdtcon
- 0: 11 104 0=CO001670 EET T ~ude-test—and-ver. .. WDT_ClearEndinit
- 0: 1z 106 0=CO0016DC EET T ~ude-test—and—ver. . . unlock wdtcon
0: 13 306 0=CO000CDO CALL 0=CO001736 SYSTEM SetPll
0: 14 321 0=CO00179C CALL 0=CO0016DE lock_wdtcon
0: 15 372 0=CO001734 EET T ~ude-test—and—ver. .. WDT_SetEndinit (w
0: 16 376 0=zCO0017A0 EET T ~ude-test—and-ver. .. lock wdtcon
0: 17 401 0=C0001672 SYSTEM SetPll
—_ 0: 18 416 0 O=CO0001624 unlock wdtcon
|| = 0: 19 465 0=zCO001670 T ~ude-test—and-ver. .. WDT_ClearEndinit
vl g 0: 20 468 0=xCO0016DC RET T:~ude-test—and—wer. . . unlock wdtcon
24 n- 1 481 N=CNNNNTI2 A CATT N=rNON173A SVSTEFM S=t+tP11 i
= ] M 3 j
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Triggered Transfer Recorder

UDE® TTF Recorder uses the Triggered Transfer Feature of Infineon microcontrollers.
Triggered Transfer is part of the on-chip debug support implemented on these controllers.
It allows the transfer of a value of a single memory location via the JTAG debug interface.
The transfer is triggered by a debug event of the on-chip debug support (OCDS) unit.
There are several types of debug events, which can trigger the transfer, depending on the
actual type of controller. A typical use case, provided by all supported controller types, is
to trigger on write accesses to a single variable and to transfer the new value of the
variable.

The recording is done while the target system is in running state. Activate the Add-In TTF
Recorder and open menu Views — Add-In Windows — TTF Records.

TTF Records * O X

Index | Time | Value | Flags

6000 0:00:00.019 0=00000013

6001 0:00:00.020 0=00000014

6002 0:00:00.021 O0x00000015

6003 0:00:00.022 0=00000016

6004 0:00:00.023 0=00000017

6005 0:00:00.024 O0=00000018%

G006 0:00:00.025 O0=00000019

6007 0:00:00.026 O0=000000L1A4

6008 0:00:00.027 O0=0000001E

6009 0:00:00.028 O0=0000001C

6010 0:00:00.029 0=0000001D

6011 0:00:00.030 O0=0000001E

E012 0:00:00.031 O0=0000001F

6013 0:00:00.032 0=00000020

6014 0:00:00.033 0=00000021

< >
Setup

For configuration of the TTF recorder, use the context menu Setup Recording. Enable
the recording of transferred values and set the Address of the memory location or the

symbolic variable to be transferred when the trigger event has occurred. Depending on
the data wide of the transferred value, this has to be a valid 16-bit or 32-bit address.

For special purposes the trigger can TTF Recorder Setup 3
be setup on hardware level as User _
defined trigger mode. It manages Recordng | Fie |

the possibilities of the debug
hardware and special knowledge is
required. Address : [Seconds J

[+ Enable Triggered Transfer Recording:

{* Force transfer on each write access to specified address

" Use user defined trigger mode
Maximal recording table size © (10000 Default

1 100
uuyd - ITuyuduud

Egll_inng:tjl&ﬂe (ms) : 500 Default

u U

[ Dontintemupt TTF recording
PLEASE NOTE: This affects other debugger functions
(breakpoirts, refresh, ..}

[~ Clear record table on target reset

QK | Cancel Help
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FLASH / OTP Programming

The UDE® Memory Programming Tool supports handling of on-chip FLASH, OTP and
EEPROM memory on all supported microcontrollers and external FLASH memory
devices. According to the capabilities of the respective programmable memory device this
tool allows to erase, program, verify and protect the module. The Intel-Hex and Motorola-
SRE format are supported.

There are two versions of UDE® Memtool:
1. anintegrated UDE® Debugger Add-In used within an UDE® Workspace,
> build-in component of the UDE® architecture
» can use all communication channels supported by the UDE® Debugger
2. astand-alone application used outside of the UDE® Debugger
» contains a separate front-end with direct access to all programming functions
» offers additional batch- and remote functions

» allows target communication via ASC bootstrap loading and Host PC serial port
additionally

Supported Functions

Depending on the capabilities of the memory device (and the driver used to handle the
device), UDE® Memtool provides functions to handle the device:

» achip erase function, that deletes the contents of the whole memory device

» asector erase function, that deletes the contents of one or more sectors of the
device

» aprogram function to write data into the memory device. This function also takes
care about certain data alignment requirements of the device

» averify function that is implemented using the read functions of the target interface
» aquery state Function that can read the state registers of the memory device

» a protect function that can be used to install, enable and disable read and write
protection mechanisms

Basic Concept

UDE® Memtool is intended to handle on-chip and external memory devices that do not
permit direct and random write accesses, e.g. as a RAM device does. Typically, on-chip
FLASH/OTP memory devices and external FLASH are of this type.

A target may contain several on-chip and external memory devices that can all be
handled by UDE® Memtool. At a given time, only one device is activated. For each
memory device, a Memory Device Handler inside UDE® Memtool handles all accesses to
the corresponding device. These Memory Device Handlers may be activated and
deactivated individually.

Programming of the memory device is done by the Memory Device Driver which is a
small application executed by the target MCU. UDE® Memtool uses functions, provided
by the UDE® Target Interface, to load and run this driver application.
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Target Communication

In the UDE® Memtool
» JTAG, DAP, SWD, OnCE, COP or
» ASC, CAN mini-monitors

are used for communication and FLASH programming. Target communication via JTAG,
DAP, SWD, OnCE, COP needs no external RAM and supports single-chip systems.

Mini-monitors uses on-chip resources, so that the FLASH programming works without
external RAM. Single-chip systems are supported.

The integrated UDE® Debugger Add-In uses the selected debug communication channel
for communication, debugging and FLASH programming. These debug-monitors require
external RAM per default.

The following table gives an overview about all available communication channels
supported by the integrated and the stand-alone UDE® Memtool:

Target uController and Host Serial Universal Access
communication interface RS232 Device?
AURIX, TriCore, Power Architecture, Cortex,

ARM, RH850, SH-2A, XC200, XC166, XScale v

via JTAG, DAP, SWD, OnCE, COP
AURIX, TriCore, C166, ST10, XC166,

1
XC2000, MPC55xx via ASC-BSL v v
ST10, XC166, XC2000, AURIX, TriCore via v/
CAN-BSL
C166, ST10, XC166, XC2000, AURIX, v

TriCore via K-Line

D only available with the stand-alone UDE® Memtool 2 all variants.

Supported FLASH/OTP Memory Devices

On-chip FLASH/OTP memory devices on microcontroller supported by UDE® can be
programmed with UDE® Memtool.

External FLASH-EPROM's are also programmable ...

AMD Am29Fxxx, M29Wxxx family and 100% compatible types
Atmel AT29Cxxx, AT49Cxxx family

SST39VFxxx, SST39LFxxx family

M58BWxxx family, STS8BWxxx family

Intel i28Fxxx family

12C 24LCxx family

all JEDEC Standard Command Set compatible.

YV V V V V V V

For the list of supported external memory devices, see the file EXTFLASH.DAT in the UDE®
installation folder. If newer FLASH devices are available, which are not supported by
UDE® Memtool, please contact the PLS Support Team at support@pls-mc.com to
receive a newer version of the FLASH database.

Please note: Versions of UDE® Memtool shipped with UDE® Starterkits are limited to
memory devices provided by the respective Starterkit hardware.
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Memory mapping variants

To understand how UDE® Memtool programs a user application into a programmable
memory device, it is necessary to consider the two memory mapping types used by UDE®
Memtool. It defines the memory mapping variants Program Time Mapping and Run
Time Mapping.

To understand the difference between these two mapping types, consider the following
scenario: Imagine a target system with the C16x, 1 MByte external RAM and 256 kByte
external FLASH.

After a target reset, the program code is fetched from the FLASH memory at segment o
(physical address 0x00'0000). That is why the RAM is located by the initialization code at
segment 8 (physical address 0x80'0000). This constellation is called Run Time Mapping.

The program, which is in development state, is located at segment o (physical address
0x00 '0000). For debugging purposes, the on-board RAM is mapped to segment @, so that
breakpoints can be handled, for instance. After the development stage finished, the
program is programmed into the FLASH at segment o, so that the power-on execution
can be done from the FLASH program content. However, at this moment the FLASH is
not visible at segment o, because the RAM overlaps the FLASH range. That's why the
UDE® Memtool remaps all program code sections to another visible range of the FLASH
for FLASH programming, in this case at segment 8 (physical address 0x80'0000). This
constellation is called Program Time Mapping.

Run Time Mapping

Mapping type is used when the user application is executed.

RAM e.g. visual range |
FLASH PROGRAM CODE buried range | visualrange |
0 0x80'0000 0x90'0000

|| visible memory range

[ linvisible memory range

Program Time Mapping

Mapping type used when the user application is about to be programmed into the
Memory Device,

RAM e.g. PROGRAM CODE | Remapped

L v by MemTool
FLASH buried range visual range visual range |
0 0x80'0000 0x90'0000

To configure this example in UDE® following settings must be done: The FLASH memory
must be defined in the target configuration as memory device with a visible address
range: 0x80'0000-0x8F 'FFFF. To allow the remapping of the program code sections the
UDE® Memtool must be setup with a different start address: 0x00'0000 (via Setup of
FLASH/OTP Device dialog).

Please see the next chapter for more detailed information about the configuring of FLASH
memory devices
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Definition of external FLASH Memories

Before FLASH programming is possible, the external FLASH devices must be defined in
target configuration of UDE®. This can be done during creating of a new Target
Configuration, but by editing an existing configuration too.

Create a new Target Configuration with FLASH support

Create a new target configuration and specify the count of FLASH memory devices in
page New Target Specify Memory. Define the device with name and description in page
New Target Special Memory and select as Handler UDE FLASH/OTP Memory
Programming Tool. Setup the used Bus Mode of the FLASH device, the FLASH Type,
which means the family of FLASH devices and the Start and End Address, where the
FLASH device is visible completely.

Edit an existing Target Configuration with FLASH support

When the target is connected, open the Edit Target Configuration dialog via menu
Config — Target Configuration and select the controller item in the target tree. Via the
Add and Modify button, you can change the list of registered memory devices. Use
Remove for deleting of entries.

Push Add to setup a new memory device. Enter a name and a description of the FLASH
memory and enable the handling by UDE FLASH/OTP Memory Programming Tool.
Select the used Bus Mode of the FLASH device and the FLASH Type, which means the
family of FLASH devices.

Add a new address range, where the FLASH device is visible completely.

Edit Target Configuration >

_ Target Diescription: |E:<tema| FLASH memary
g--# Controllend
o] 4 C1BT ¥ Enable Handling

Handler : |UDE FLASHAOTF Memomy Programming T ool j
BusModes: |14 16Bit Chip -]
FLASH Tuype: |.&MD Am29F = Family and compatible Types j

Addrezs Ranges:

Stat | End | Add

Ox100000  0=1FFFFF

i

Please note:
W'hen handling iz enabled any direct wirite access to these meman

ranges will be suppressed |
ok | Cancel | Help

Definition of on-chip FLASH Memories

The on-chip FLASH devices are registered automatically. The requirement is that the
correct controller derivative is selected in the target configuration. In this case, an
additional memory device labeled with PFLASH or DFLASH is included. Please check,
that the on-chip FLASH is enabled on the property sheet of the device.

Please note: For programming on-chip FLASH modules of C16x and ST10Fx derivatives,
the on-chip FLASH module must be activated (SYSCON.ROMEN=1) and mapped to starting
address 0x10000 (SYSCON.ROMS1=1).

To run the FLASH driver software, XRAM must be enabled (SYSCON.XPEN=1).
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Definition of Memory Access Filters

A memory access filter is used like a FLASH Memory Device with the difference, that no
FLASH programming functionality is provided, but various memory access filter functions.
Memory access filters are useful, if devices, visible in the address range of the
microcontroller, must not be read and/or written by UDE®. A memory access filter
reserves an address range and can be specified as

» Block any access
» Block any write access
» Notify user on write access

Define the memory access filter as new memory device with name and description in
page New Target Special Memory of the target configuration and select as Handler
Memory access filter.

Enabling the FLASH Programming

The UDE® Memory Programming Tool is an Add-In of UDE® and must be activated. This
is done via the Add-In Manager, menu Config — Add-in Components. Enable the entry
UDE FLASH/OTP Memory Programming Tool.

The detailed description about Add-Ins is contained in the chapter Activating and Using
Add-Ins.

If the UDE® FLASH/OTP Memory Programming Tool is enabled, a new menu entry is
created in UDE® menu Tools — FLASH Programming .... Open this dialog and the main
front-end of UDE® Memtool will be opened. Choose the FLASH device and try to enable
it. If all settings were correct, a list of FLASH sectors will be displayed as shown below.

H. UDE - FLASH/OTP Memary Programming Tool - Contraller,C167 >

FLASH/OTP - temory Device

23F200: External FLASH mamarny j [¥ Enahle

Index Start End Size Eraze .. | About |
0 w007 Q0000 0001 03FFF 16K,
1 (w007 04000 0001 05FFF ak. | Help |
2 (w001 0B000 0001 07FFF ak.
3 0+00102000 04001 OFFFF 32K | General .. |
4 w007 10000 0«0011FFFF Bak.
] (007 20000 0001 2FFFF B4k
B (007 30000 00071 3FFFF B4k
S Pratect..
Test Emphy ..
< > Infa... |

Setup .

If not, please check carefully all FLASH device settings, the target hardware and the
content of the SYSTEM and BUSCONFIG registers again. The FLASH device must be
visible in full size. Use the Memory window to verify your assumption about the hardware
in terms of the address ranges of RAM and FLASH.

As shown above, a list of FLASH sectors is displayed. These sectors are located on the
FLASH addresses adjusted to the corresponding physical address ranges defined in the
target configuration. Because the program code is mostly located at exe, the 'Program
Time Mapping' must be activated.

Push the Setup... button to set the Use different Start Address to exe. Now the
'Program Time Mapping' is selected within UDE® and the code range filter will be
activated from physical address oxe with the size of the FLASH device.
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-

Setup FLASH/OTP Device - 29F200

Mapping ] Drriver ] Program I Werify I Protection / BMI

¥ se different Start Address

I Use Advanced Remap Settings

¥ Also Remap Read Accesses

¥ Allow overwriting of buffered Data

0
U

o ]

Ok | Cancel Help

FLASH Programming

If the UDE® FLASH/OTP Memory Programming Tool is enabled, all registered FLASH
devices are installed with special filters. These filters watch the download stream for
address ranges, matching a registered FLASH device. If the filters detect, that a code
section is loaded, which is destined for the FLASH device, the code section will be
marked for FLASH programming.

After loading the program code sections, the FLASH Programming Tool will open the
main dialog and will offer the erasing, programming and verifying of code sections.

FLASH/OTP - temory Device

H. UDE - FLASH/OTP Memary Programming Tool - Contraller,C167

|2EIF2DD: Esternal FLASH rmernory

Index
a

(=g B R TR R

<

Start

OwO0000000
OwO0000000
Ox00004000
Ox0000G000
0=0000:2000
(0=00010000
0=00020000
(0=00030000

Remowe Al

End

0=00003FFF
0=00001795
(0=00005FFF
0=00007FFF
0=0000FFFF
0=0001FFFF
0=0002FFFF
0=0003FFFF

*
j [¥ Enahle
Size Eraze .. | About |
1BK
Program | Help |
8K
ak. Werify | General .. |
32K
B4k
B4k
B4k, S Protect...
Test Emphy ..
> Info ... | Program Al |
setup .| veiy Al |

The Erase ... button allows the erasing of single FLASH sectors or complete FLASH
devices. Because of the FLASH architecture, a FLASH sector has to be erased before
new FLASH programming. Before starting the Erase Function, the Select FLASH
Sectors for Erase dialog is shown. One or more sectors to be erased can be selected
here. If the current Memory Device supports a Chip Erase Function, you may choose
Erase whole FLASH Module to execute this function. Otherwise, Sector Erase Function

is used.

Program immediately starts to write all sections loaded into the current Memory Device
Handler. It presents the Execute Command Box showing the function progress.

Canceling of the operation is also provided.
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The Verify function immediately starts to compare all sections loaded into the current
Memory Device Handler against the contents of the Memory Device on target. It presents
the Execute Command Box showing the function progress. Canceling of the operation is
also provided. As the result, after the function has finished, the number of different bytes
is shown.

Setup ... provides setup for FLASH programming options.

The Info ... window shows information about the current Memory Device and the Memory
Device Driver used to handle the device.

Setup FLASH Programming options

Mapping — If Run Time Memory Mapping and Program Time Memory Mapping are not
equal, check the Use different Start Address checkbox and enter a valid Run Time
Mapping start address for the Memory Device.

Driver — The Driver page allows the replacement of FLASH drivers and is destined for
special purposes. Changes have to be only done in accordance with the PLS Support
Team.

Setup FLASH/OTP Device - 29F200 X

Mapping ] Drriver ] Program I Werify I Protection / BMI

-

.

"
uxu

I Use Advanced Remap Settings

¥ Also Remap Read Accesses

¥ se different Start Address

¥ Allow overwriting of buffered Data

| =]

Ok | Cancel Help

Program — The options Automatic Chip Erase Before Program and Automatic Sector
Erase Before Program allows the automatic erasing of sectors or devices before
programming with new data.

With Simulate Random Access Mode, all sectors to be programmed with new data are
completely read out into buffers. Then, these sectors are erased. Now the buffered data
is merged with the new data to be programmed and the result is written back to the
memory device.

The verify function is started after programming has finished when Automatic Verify
after Program is enabled.
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CAN Recorder

The UDE® CAN Recorder is an Add-In of UDE® and can send and record CAN messages
from a CAN network. Following features are supported:

>

>
>
>

Configuring the CAN controller
Edit and Send CAN messages (CAN bus stimulation)

Receive CAN messages (CAN bus observation) with filter mechanism

Symbolic representation of CAN messages

Enabling the UDE® CAN Recorder

The UDE® CAN Recorder is an Add-In of UDE® and must be activated. This is done via
the Add-In Manager, menu Config — Add-in Components. Enable the entry UDE CAN
Recorder.

If the UDE® CAN Recorder is enabled, a new menu entry is created in UDE® menu Views
— Add-In Windows — CAN Records. Start the CAN Recorder via this menu entry.

CAN Records * O X
Heg | Time | Id | Size | Data | Lo=t
(a3 0:00:04.959 0=307 1 775 RPDOZ Hode 7 Content: Engine dire. ..
6E4 0:00:05.03% 0=287 3 Sen=zor array 2 287 1'st Sensor 1, 2'st. ..
6E5 0:00:05.161 O0O=187 1 0il pres=sure 1
6EG 0:00:05.483 0=187 1 0il pres=sure 2
6E7 0:00:05.804 0=187 1 0il pres=ure &
6aE 0:00:05.888 0=x704 1 Heartbeat Message Hode: 4 Send Okay
6E9 0:00:06.126 0=187 1 0il pressure 9
690 0:00:06.206 0=307 1 775 RPDOZ Hode 7 Content: Engine dire. ..
691 0:00:06.279 0=287 3 Sen=zor array 2 287 1'st Sensor 3. 2'st. ..
692 0:00:06.448 0x187 1 0il pressure 13
693 0:00:06.566 0=x707 1 Heartbeat Message Hode: 7 Send Okay
694 0:00:06.769 O0=x187 1 0il pressure 12
695 0:00:07.091 0O=187 1 01l pressure A
D+ |0x000 [ Est Data: | send |
[ Request remote frame
Send and Record CAN Messages
Before using the CAN Recorder, it has to be configured. Use the Recard

context menu and click on Setup Recording. Specify the baud
rate of the CAN bus in the tab Timing. Setup the CAN message
format and mask in the tab Recording.

To record messages from the CAN network, use the context menu
and enable the Record entry. All messages are recorded and
displayed, which correspond to the defined filter mask.

To send a message, type in the ID and Data form and push the
Send button.

Send Bar
Disable scrolling
Clear List

Setup Recording
Setup View
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RTX Awareness

The UDE® RTX Awareness is an Add-In of UDE® that give a detailed overview about the
RTX RTOS internals. These internals can be:

» Tasks overview including all states

» Queue overview (per Message/Semaphore/Mutex Control Block information)
» Timers overview (name, timer count, unique callback information)
>

Signals overview (waiting/active events mask)

Enabling the RTX Awareness

The UDE® RTX Awareness is an Add-In of UDE® and must be activated before it can be
used. To activate it, open the Add-In Manager, menu Config — Add-in Components.
Enable the entry RTX Awareness.

After the UDE® RTX Awareness was enabled, a new menu entry is created in UDE®
menu Views — Add-In Windows — RTX Awareness. Open the RTX Awareness by
clicking on this menu entry.

ChEEECEEEET EEGEEC)

RTX Support

Depending on the functions enabled in the RTOS configuration file the RTX Awareness
window immediately shows a snapshot of the current system state:

RT¥Support * O X

Tasks ]Queue | Timers | Signals |

Mame ID | State Stack pointer | Priorty Stack bottom | Stack top
os_idle_demon 255  Task ready x200002C0 TSK_PRIO_D [200002C0  (x20000238
phaseA 2 Task waiting_dly | (20000448 TSK_PRIO_1 20000450 Dc200003CE
phaseB 3 Task waiting_and 20000518 TSK_PRIO_1 20000518 (20000450
phaseC 4 Task waiting_and | O<200005E0 TSK_PRIO_1 c200005ED  bc20000558
phaseD 5 Active | O<200006A0 TSK_PRIO_1 20000688 [c20000620
clock 6 Task waiting_dly | 20000770 TSK_PRIO_1 20000770 [c200006ER
led 7 Task waiting_dhy 20000838 TSK_PRIO_1 20000838 (x200007B0
mbox_recy 8 Task ready | (<200008F8 TSK_PRIO_1 20000300 c20000878

The green line inside the RTX Awareness marks the task that was active/running before
the system was halted by the debugger. Please note, because the RTOS creates the
tasks at runtime, maybe not all tasks are displayed if the system was broken immediately
after first go/step.

Using the RTX Awareness

To work with the RTX Awareness, first an RTX RTOS application AXF file must be
loaded. The RTX RTOS application itself can be built using the Keil compiler. Please also
note that the RTX RTOS version must be greater than or equal to v4.x.

After the RTX application was loaded, the RTX must be initialized and all needed tasks
must be created. This is normally done by an init() function. The init function itself is
therefore called by os_sys_init inside the main-function.

If the initialization was performed successfully, all created tasks are listed in the RTX
Awareness as shown above. By setting breakpoints inside the application, the behavior
of each task can now be monitored by using the RTX Awareness.
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rcX Awareness

The UDE® rcX Awareness is an Add-In of UDE® that gives a detailed overview about the
rcX RTOS internals. These internals can be:

» Tasks overview including all states

Queues overview (name, fill level, memory usage)
Mutex overview (name, owner task)

Semaphores overview (hname, modes, state, callback)

Interrupts overview (name, type, priority, ISR)

vV V V V V

UARTS overview (name, state, speed, callbacks)

The functions are mostly similar to the RTX Awareness above.

Enabling the rcX Awareness

The UDE® rcX Awareness is an Add-In of UDE® and must be activated before it can be
used. To activate it, open the Add-In Manager, menu Config — Add-in Components.
Enable the entry rcX Awareness.

After the UDE® rcX Awareness was enabled, a new menu entry is created in UDE® menu
Views — Add-In Windows —rcX Awareness. Open the rcX Awareness by clicking on
this menu entry. Depending on the functions enabled in the RTOS configuration file the
rcX Awareness window immediately shows a shapshot of the current system state:

rcXSupport * O X
Tasks lQueues ] Mutexes l Semaphores l Timers l Intemipts ] UART= l

Mame State Stack Stack pointer | Priority Token | Stack bottom | Stack top
R¥_IDLE  Active [ (47%) [xBOOD38D20 TSK PRIO_B6 256 20038064 ([(x20033C04
reX_UART  Pending on QueueQUE_RCX_UART_" 1......... (=1%) [xBOD3450C TSK_PRIO_34 41 20034500  (xBO02ASD0
LedDemo  Pending on Queue TEST_QUE [ (<1%) [BO0D2AS0C TSK_PRIO_33 40 beB002AS00 (cBO0Z05D0
R¥_TIMER Pending to be called cyclic I { &%) [xBOD3BACD TSK_DEF_RX_TIMER 1 20038818 (xB003858C
INIT_TSK  Task blocked <BODOEF44 TSK_FRIC_SYSTEM 0O

The green line inside the rcX Awareness marks the task, which was active/running before
the system was halted by the debugger. Please note, because the RTOS creates the
tasks at runtime, not all tasks might be displayed, if the system was halted immediately
after the first go/step.

Using the rcX Awareness

To use the rcX Awareness, load an rcX RTOS application ELF file. The rceX RTOS
application itself can be built using the GNU ARM compiler. Please also note that the rcX
RTOS version must be greater than or equal to v2.x.

After the rcX application was loaded, the rcX RTOS must be initialized and all needed
tasks must be created. This is normally done by an init() function. The init function itself
is therefore called by rX_SysEnterKernelExt inside the main-function.

If the initialization was performed successfully, all created tasks are listed in the rcX
Awareness as shown above. By setting breakpoints inside the application, the behavior
of each task can now be monitored, using the rcX Awareness.
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FreeRTOS Awareness

The UDE® FreeRTOS Awareness is an Add-In of UDE® that gives a detailed overview
about the FreeRTOS internals. These internals can be:

Tasks overview (name, state, priority, stack ...)

Queues overview (name, size, items, blocked tasks, ...)
Semaphore and mutexes overview (name, count, blocked tasks, ...)
Timers overview (name, ticks, callback, ...)

FreeRTOS Configuration.

YV V V V V

Additionally, the Add-In provides an automated configuration for task trace and analyses
configuration for the Execution Sequence Chart.

Enabling the FreeRTOS Awareness.

The UDE® SAFERTOS/FreeRTOS Awareness is an Add-In of UDE® and must be
activated before it can be used. To activate it, open the Add-In Manager, menu Config —
Add-in Components. Enable the entry SAFERTOS/FreeRTOS Awareness.

After the UDE® SAFERTOS/FreeRTOS Awareness was enabled, a new menu entry is
created in UDE® menu Views — Add-In Windows — SAFERTOS/FreeRTOS Awareness.
Open the SAFERTOS/FreeRTOS Awareness by clicking on this menu entry. Depending
on the functions enabled in the FreeRTOS configuration header file the FreeRTOS
Awareness window immediately shows a shapshot of the current system state:

SAFERTOS/FreeRTOS Support x
Tasks Queues Semaphores and Mutexes Timers  Configuration
Name Priority Stack Left State Event Container LA
CREATOR |3 648 eBlocked |0x00000000 0
SUICIDT 3 408 eRunning | (00000000 1]
SuiCio2 3 408 eReady 0=00000000 0=
QConsB1 |2 384 eBlocked | BQO.TasksWaitingToReceive (0x20000254) |0
£ >

The green line marks the task, which was active/running before the system was halted by
the debugger. Please note, because the RTOS creates tasks at runtime, not all tasks
might be displayed, if the system was halted immediately after the first go/step.

FreeRTOS Task Trace

The task trace can be configured right clicking on any table and selecting Configure

Trace ...

a5l Configure Trace — O s
Trace Task Trace Program

Copy Cel ‘ Corel ‘ Corel

Export

ConfigureTrace.

Properties Configure | Cancel |

=

Select Trace Task and Trace Program.

Record the Trace using the menu Entry Tools — Start Trace... and analyze it using the
Execution Sequence Chart.

Please note, that only Tasks, available during configuration, can be displayed in the
Execution Sequence Chart.
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Using the FreeRTOS Awareness

To use the FreeRTOS Awareness, load an FreeRTOS application ELF file. Please also
note that the FreeRTOS Awareness was developed for FreeRTOS version greater than
or equal to 10.2.x.

If an FreeRTOS application was loaded and the initialization was performed successfully,
all created tasks are listed in the FreeRTOS Awareness as shown above. By setting
breakpoints inside the application, the behavior of each task can now be monitored, using
the FreeRTOS Awareness.

Refer to the online help (F1 or Shift+F1) for a more detailed description.

SAFERTOS Awareness

The UDE® SAFERTOS Awareness is an Add-In of UDE® that gives a detailed overview
about the SAFERTOS internals. These internals can be:

» Tasks overview (name, state, priority, stack ...)

» Queues overview (name, size, items, blocked tasks, ...)

» Semaphore and mutexes overview (name, count, blocked tasks, ...)
>

Timers overview (name, ticks, callback, ...)

Enabling the SAFERTOS Awareness

The UDE® SAFERTOS/FreeRTOS Awareness is an Add-In of UDE® and must be
activated before it can be used. To activate it, open the Add-In Manager, menu Config —
Add-in Components. Enable the entry SAFERTOS/FreeRTOS Awareness.

After the UDE® SAFERTOS/FreeRTOS Awareness was enabled, a new menu entry is
created in UDE® menu Views — Add-In Windows — SAFERTOS/FreeRTOS Awareness.
Open the SAFERTOS/FreeRTOS Awareness by clicking on this menu entry. Depending
on the functions enabled in the SAFERTOS configuration header file the SAFERTOS
Awareness window immediately shows a snapshot of the current system state:

SAFERTOS/FreeRTOS Suppart X

Tasks Queues Semaphores and Mutexes Timers Corfiguration

Mame Priority State Event Container Stack Base Adress "

BTest1 3 eBlocked Block TimeQ TasksWa... | (xD0005808

BTest2 2 eSuspended | (00000000 (DOD05SADE

COMTx 1 eRunning (xDDDDODDD (xDODOSESE

COMRx 2 eBlocked OxD0D0SCA4 (DOD05CH8

CNT1 0 eReady (00000000 (xD000B0S8 v
< >

The green line marks the task, which was active/running before the system was halted by
the debugger. Please note, because the RTOS creates the tasks at runtime, not all tasks
might be displayed, if the system was halted immediately after the first go/step.

SAFERTOS Task Trace

The task trace can be configured right clicking and selecting Configure Trace...

85! Configure Trace — O x
Trace Task Trace Program
Copy Cell ‘ Corel ‘ Corel
Export
Configure Trace . *
Properties Configure | Cancel
=

Select Trace Task and Trace Program.
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Record the Trace using the menu Entry Tools — Start Trace... and analyze it using the
Execution Sequence Chart.

Please note, that only Tasks, available during configuration, can be named in the
Execution Sequence Chart.

Execution Sequence Controllerd McdsTrace x
Filter:
RIS ed 18— | [ 1 | 1 [ 1
Unprivileged Tas Imm—]| mE [ I — H
| =<Call depth E— 1 I [ I —
. Ll 1 | | | ] Ii
PO | i 1o I —
¥PortlsTaskl: I 1 1 | 1 [ I | 1 1
time {ms) b ! T I J |5 T k T » T & T b T
marker M1: 9581ms ( 0.000 ns) M2: 3208ms (-6.373 ms) M2-M1:  -6.373 ms
+H

If tasks are available after the trace is run, you can repeat configuring the trace.

Using the SAFERTOS Awareness

To use the SAFERTOS Awareness, load an SAFERTOS application ELF file. Please also
note that the SAFERTOS Awareness was developed for SAFERTOS version greater
than or equal to 6.2.

If an SAFERTOS application was loaded and the initialization was performed
successfully, all created tasks are listed in the SAFERTOS Awareness as shown above.
By setting breakpoints inside the application, the behavior of each task can now be
monitored, using the SAFERTOS Awareness.

Refer to the online help (F1 or Shift+F1) for a more detailed description.

PXROS-HR Awareness

The UDE® PXROS-HR Awareness is an Add-In of UDE® that gives a detailed overview
about the PXROS-HR internals. These internals can be:

OS overview (running task information)

Tasks overview (name, id, priority, stack, default objects, ...)
Memory classes overview (id, type, left memory)

Messages overview (id, sender, recipient, data)

Mailboxes overview (id, waiting tasks, messages, ...)
Object pools overview (id, type, objects left)

Interrupts overview (id, interrupt, handle information)

Timers overview (id, type, ticks, callback/events, ...)

V V.V V V V VYV V VY

Inter core communication

Enabling the PXROS-HR Awareness

The UDE® PXROS-HR Awareness is an Add-In of UDE® and must be activated before it
can be used. To activate it, open the Add-In Manager, menu Config — Add-in
Components. Enable the entry PXROS-HR Awareness.

After the UDE® PXROS-HR Awareness was enabled, a new menu entry is created in
UDE® menu Views — Add-In Windows — PXROS-HR Awareness. Open the PXROS-HR
Awareness by clicking on this menu entry. Depending on the functions enabled in the
SAFERTOS configuration header file the PXROS-HR Awareness window immediately
shows a snapshot of the current system state:
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PXROS-HR Support x

05  TASK MEMORYCLASS MESSAGE MAILBOX OBJECTPOOL INTERRL *|*
Core Running Task Running Task 1D Pricrity ADDR TCE

v [EIE riTask_co (x0003 (x00000001 | (70005824
CPUT InitTask_C1 01003 00000001 | (60005824
CPUZ | InitTask_C2 (2003 (x00000001 | 0x50005824
CPU3  InitTask_C3 03003 000000001 | (40005B24

Please note, because PXROS-HR creates most objects at runtime, not all of them might
be displayed, if the system was halted immediately after the first go/step.

PXROS-HR Task Trace

The task trace can be configured right clicking on any table and selecting Configure
Trace...

a5 Configure Trace — O >
Trace Task Trace Program
(Select All) (Select All)
w| Corel w| Corel
v Carel | Corel
v v
Copy Cell Core3 Corel
Cored Cored
Export Coreb Coreb
Configure Trace . k
Properties Configure | Cancel |
= =

A Dialog shows all selectable cores. Select Trace Task and Trace Program of the cores,
you want to see. The number of cores that can actually be configured depends on the
capabilities of MCDS.

Record the Trace using the menu Entry Tools — Start Trace... and analyze it using the
Execution Sequence Chart.

Please note, that only tasks, available during configuration, can be named in the
Execution Sequence Chart. Other tasks are named after their object id.

Execution Sequence Controllerd_ModsTrace *
Filter:

I InitTask_CO H 1 [ 1 1 im
u

4 Namesrv
I ==Call depth=>
PxMbxRegisteriibx
PxBzero
0x5000e1b0
PxMsgRelease
PxMcTakeBlk

memcpy |
PxMsgGetData 1
0x8000824& :
0x58000e 1fa 1
_PxHandleSve 1l I | | 1 T |
time: {ms} ' k75 ' 679 '
marker M1: 6779ms | -5.432 ps) ) M2: 6794 ms ( 7.067 ps) M2-M1: 1549

+H

If tasks are available after the trace is run, repeat configuring the task trace.

Using the PXROS-HR Awareness

To use the PXROS-HR Awareness, load an PXROS-HR application ELF file. Please also
note that the PXROS-HR Awareness was developed for PXROS-HR version greater than
or equal to 7.3. After the PXROS-HR application was loaded, PXROS-HR must be
initialized. This is normally done by the PxInit() function.
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If the initialization was performed successfully, all system objects are listed in the
PXROS-HR Awareness. The OS tab refers to the running tasks as shown above. By
setting breakpoints inside the application, the behavior of each task can now be
monitored by using the PXROS-HR Awareness.

HC/OS-Il Awareness

The UDE® uC/OS-1l Awareness is an Add-In of UDE® that gives a detailed overview
about the uC/OS-Il internals. These internals can be:

Overview (running task, statistics, ...)

Tasks overview (name, state, priority, stack, reference, ...)
Semaphore overview (name, reference, count)

Mutex (name, reference, priority information)

Mailboxes overview (name, reference, msg)

Queue (name, reference, fill level, ...)

Flag Group (nhame, reference, flags, wait type)

Memory (name, reference, memory partition and usage)

vV V. V V V V V V

UC/OS-II Configuration

Enabling the pnC/OS-Il Awareness

The UDE® uC/OS-1l Awareness is an Add-In of UDE® and must be activated before it can
be used. To activate it, open the Add-In Manager, menu Config — Add-in Components.
Enable the entry pC/OS-Il Awareness.

After the UDE® PXROS-HR Awareness was enabled, a new menu entry is created in
UDE® menu Views — Add-In Windows — uC/OS-Il Awareness. Open the PXROS-HR
Awareness by clicking on this menu entry. Depending on the functions enabled in the
SAFERTOS configuration header file the pC/OS-1l Awareness window immediately
shows a snapshot of the current system state:

uC OS-Il Support * 0O X
Overview Task \Semaphore] Mutex] Mailbox] Queue] FIagGrp} Memorﬂ Conﬁg}
Name Prio State Dly Stk Ptr Cur% (D) Ref -
MsgQRxL... 29 Ready 0 0x40073B20 22 13
PostFlags |23 Ready 0 0x40076508 |22 18 =
MsgQTxHi.. 7 Ready 0 0x400737... 31 10
BlkMbxQu... |13 Ready 0 0x40072B50 | 35 7 -
a | o]

Please note, because PXROS-HR creates most objects at runtime, not all of them might
be displayed, if the system was halted immediately after the first go/step.

HC/OS-Il Trace

The task trace can be configured right clicking on any table and selecting Configure
Trace — Task Trace.

ol Configure Trace — O ot
Trace Task Trace Program
Copy Cell ‘ Corel ‘ Corel
Export
Configure Trace . *
Properties Configure | Cancel
=

Select Trace Task and Trace Program.
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Record Trace using the menu Entry Tools — Start Trace... and analyze it using the
Execution Sequence Chart.

Please note, that only tasks, available during configuration, can be named in the
Execution Sequence Chart. Other tasks are named after their reference.

Execution Sequence Controller) NexusTrace  __ X
Filter: J_

==<Unknown Process=>
BlkMbxQueryTask
MzgQORxHighPrio
MsgQTxHighPrio
4 MbcTask 1 I
I =<Call depth==

MutexTask1

0O5_ExceptHandler_Syster

OSTimeDlyHMSM

OS5MutexPost

OSCHeSw
time (ms) b_us ' b.DB
marker M1: 2055 ms (-11.343 ps) M2: 2067 ms ( 0.000 n=) M2-M1: 11

H

If tasks are available after the trace is run, you can repeat configuring the trace.

Using the nC/OS-Il Awareness

To use the uC/OS-Il Awareness, load an uC/OS-Il application ELF file. Please also note
that the uC/OS-Il Awareness was developed for uC/OS-I1l only. uC/OS and uC/OS-IIl may
not be displayed correctly. After the uC/OS-II application was loaded, uC/OS-II must be
initialized. This is normally done by the 0SStart () function.

If the initialization was performed successfully, all system objects are listed in the pC/OS-
Il Awareness. The Task tab refers to the created tasks as shown above. By setting
breakpoints inside the application, the behavior of each task can now be monitored by
using the uC/OS-1l Awareness.

Refer to the online help (F1 or Shift+F1) for a more detailed description.

A2L File Support

A2L is the file format of the ASAP2 standard, which implements ASAM MCD-2 MC for
internal ECU variables, used for measurement and calibration. To activate UDE® A2L File
Add-In, open the Add-In Manager, menu Config — Add-in Components. Enable the
entry A2L File Support.

Using the A2L File Support

After the UDE® A2L File Support was enabled, a new menu entry is created in UDE®
menu Views — Add-In Windows — A2L File Support. Open the A2L File Support by
clicking on this menu entry.

The context menu of the A2Lsupport window allows loading and unloading an A2L file.
After loading the file, select variables from the different A2L sections of the file. By
activating a line in the variable list, the variables properties are displayed at the right side
of the window. Change the value by editing the text or selecting a different drop-down box
item. Invalid (numerical) entries will ignored, if they are of a different data type as the
variable, or cut to the upper and lower limit range of the variable. A modified value is
written to memory immediately.

User's Guide A2L File Support 171 of 193



If the value of a variable changed otherwise, either manually editing in the memory
window or by the program, the corresponding variable name will be highlighted in red

color.
A2l Support * O X
NewTab1| - |
MName |Va|ue |Address a_Time_Hours
i 0 pwot | M oowns
[] g_Time_Seconds 0 k<DO00TF30 Value: 0
Unit:
Upper Limit: 4234567295
Lower Limit: 0

Protection Settings

Protection Settings provides the possibility to observe and edit the configuration of all
supported Protection Modules (e.g. MPUS).

Using Protection Settings

Use menu View — Architecture Support to open the Protection Settings window. The
Table shows all available Protection Modules and Sub-Modules as an expandable Tree.

ArchSupportWin * O X
- Region 0
Hame Value Enabled Sharability
MName Value

= EL1_ELO MPU Enabled
Enabled Affribute Index 000000002
Data Caching O Excecute_Mever 1
Instruction Caching Access Permission || 000000003
Background Region_Enabled |:| SIETElTTy 0x00000002

& Region 0 0x00000002 |

Enabled
Affribute Index (00000002
Excecute_Mever ]
Access Permission (00000003
Sharability Ox00000002

=] Memory Range

To display a more detailed view of a Module/Submodule select it in the table, the Detailed
View is on the left-hand side. In each of the two views (Table/Detail) values that are
modified by the User are displayed blue and those which are changed in the memory
since last refresh are displayed red.

Via the context-menu it is possible to manually refresh or apply the settings. In the
properties dialog the values that are displayed as columns of the table can be chosen to
ensure comparability. It is possible to store and load configurations through the Context
Menu.
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Activating and Using Add-Ins

UDE® is a component-oriented development workbench. UDE® as the working
environments of UDE® can be extended with Add-Ins to expand the functionality of the

UDE® development workbench.

Each Add-In can be activated individually
for each project workspace. If a new
project workspace is created, add-ins are
deactivated by default.

Activating an Add-In

To activate an Add-In within your project
workspace, follow these steps:

1. Run UDE® and load your project
workspace.

2. Use menu Config — Add-In
Components to open the UDE® Add-In
Manager. The manager dialog shows a
list of all UDE® Add-Ins that are
available within your UDE® installation.
A checkbox shows whether an Add-In
Component is already loaded into the
current workspace.

B ControllerD.Corel - UDE Add-In Components Lo..

UCDE Add-n Component Deszcription |

[ pc/0s swareness

[ pC05-1 Awareness

[ 2L File Suppart

[ Call Graph &nalysis

[[] Ca&N Recorder

[T T Awareness

FLASH/OTP Memary Pragramning Tool
[[] OSEK Awareness

[ PeROS Awareness

1 P4R05SHR fwareness

] Python Script &dddn

[T 1c fumareness

[ AT Awmareness

[] SAFERTOSFreeRTOS Awareness

] TTF Recarder

[ Delete stored settings after unload

Help

Cancel |

3. Mark the checkbox left of the Add-In to activate.

4. Use the OK button to close the Add-In manager dialog.

5. The add-in inserts new menu entries. Please see the reference of the add-in for more

information using the add-in.

Removing an Add-In

To remove an Add-In from your project workspace, use menu Config — Add-In
Components to open the UDE® Add-In Manager. Now uncheck the entry of the used

Add-In.
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Eclipse IDE for UDE®

Supported Eclipse IDE Versions

UDE® provides following Eclipse Integration package:

» UDEEclipse4integration.zip - supports the Eclipse 4.x based platform.

The selection of the appropriate installation package depends from basic Eclipse version.

Please note, that the Windows 64-bit Installation Package of the appropriate Eclipse
version must be used for UDE® Eclipse Integration plug-in.

Supported by

Ecllp_se Required C/C++- Start Bitmap UDE® Eclipse Integration
Version Development
. Package
Plug-In Version
Eclipse 4.8 CDT 9.5 UDEEclipse4Integration.zip
(Photon), —
» | )@ eclipse ide
Java 8 ‘
Eclipse 4.35 CDT 12.0 UDEEclipse4Integration.zip
(2025-03),
Java 11
g;r g.PCS CDT 8.1 with o UDEEclipse4integration.zip
Sudne additional ST CDT g &

Eclipse (Juno)

extension plug-ins

Prepare Eclipse IDE for UDE® Integration Package

The UDE® Eclipse Integration Package Eclipse 4.x UDEEclipsedintegration requires
following further environment:

» 64-bit version of Eclipse package including an appropriate CDT package
» 64-bit version of Java JRE 8 (Eclipse 4.8-4.13)

» 64-bit version of Java JRE 11 (Eclipse 4.13-4.35) or higher.
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Install UDE® Eclipse Integration Package

1. Start appropriate Eclipse IDE.
2. Open the Software Update dialog of the Eclipse Help menu Install New Software...
3. Select button Add...
4. Select button Archive... and browse for
<UDE_DIRECTORY>\UDEEclipse4Integration.zip
for Eclipse 4.x IDE from UDE® root installation directory.
5. Check Universal Debug Engine Eclipse 4 Integration package in the list control of
available software packages.
Available Software
Select a site or enter the location of a site. ) -
ol
Work with: | type or select a site ~ Add... Manage...
|t'-prE filter text Select All
Name - 5 Deselect All
[ (@ Thereis no site selected. = Add Repository = x
Name: | | Local...
Location: |Jar:f|IE:;’D:;’UDE 2025/UDEEclipsedintegration.zip!/ | E Archive... I
oK
Details @ Add Cancel
Show only the latest versions of available software Hide items that are already installed
Group items by category ‘What is already installed?
[ Show only software applicable to target environment
Contact all update sites during install to find required software
'/?) < Back Mext » Finish Cancel

6. Select Next button for installation.

7. Press Install... button.

8. Finish installation of UDE® Universal Debug Engine Eclipse 4 Integration feature.

Launching UDE® Debug Session in Eclipse IDE

Creating UDE® Eclipse Platform Launch Configuration

The integration of UDE® Universal Debug Engine into Eclipse IDE for C/C++ developers
enables to launch an UDE® debug session by a specific debug configuration of a C/C++
project. This launch configuration can be created from local menu of the appropriate
C/C++ project:

>
>

Change to C/C++ perspective

Click with right mouse button into the project tree root of the Project Explorer view
to open local menu

Select Debug As menu, submenu Debug Configurations... to open Debug
Configurations dialog
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& Debug Configurations

ERCE

type filter text

| 2

[E] C/C++ Application

[€] C/C++ Attach to Applic
[©] C/C++ Container Launc
E C/C++ Postmaortem Del
[©] C/C++ Remote Applical
Cif C/C++ Unit

[©] GDB Hardware Debuggi
R Launch Group

@ Launch Group (Depreca
- Universal Debug Engine

£ >

Filter matched 10 of 10 items

Create, manage, and run configurations

Cenfigure launch settings from this dialeg:

|7 - Press the 'New Configuration' button to create a configuration of the selected type.

[E7 - Press the 'New Prototype’ button to create a launch configuration prototype of the selected type.
- Press the 'Export’ button to expoert the selected configurations,

'=| - Press the 'Duplicate’ button to copy the selected configuration.

3 - Press the 'Delete’ button to remove the selected cenfiguration,

:=:€> - Press the 'Filter' butten to configure filtering optiens,
- Edit or view an existing configuraticn by selecting it

IL| - Select launch configuration(s) and then select 'Link Prototype’ menu item to link a protetype,

|| - Select launch configuration(s) and then select 'Unlink Prototype’ menu item to unlink a prototype.

- Select launch configuration(s) and then select 'Re..pe Values' menu item to reset with prototype values.

Cenfigure launch perspective settings from the Perspectives’ preference page.

@' Debug

Close

» Select the Universal Debug Engine launch configuration type

» Press the New Launch Configuration button to create a new launch configuration

for the selected project.

& Debug Cenfigurations

Create, manage, and run configurations

CE

EX| B2
type filter text

[E] C/C++ Application
E C/C++ Attach to Application
E C/C++ Container Launcher
[©] C/C++ Postrmortem Debugger
[E] C/C++ Remote Application
Cii C/C++ Unit
[£] GDB Hardware Debugging
& Launch Group
= Launch Greup (Deprecated)

w K Universal Debug Engine

Mame: | AppKit_TC275 Default

Main [UDE Startup %> Seurce| [ Commen
Select UDE Workspace File:

| AppKit_TC275_Defaultuwsx

|E Browse Workspace |

UDE Workspace File Status Message:

Select UDE Target Configuration File:

New Workspace
Import Workspace

Export Workspace

[ AppKit_TC273C_jtag.cfg

Browse Configuraticn

M-l AppKit_TC275 Default

UDE Target Configuration File Status Message: Create Configuration

Export Configuration

Select UDE Diagnestic Output File:

Browse Output File

Revert Appl
Filter matched 11 of 11 items EVEl pply
®I Debug Close

» The Main, Source and Common tabs are common elements of each C/C++ launch
configuration dialog.

» The UDE Startup tab contains all settings, which are necessary for a specific UDE®
launch configuration.
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» The two settings for UDE Workspace File and UDE Target Configuration File are
required for a valid UDE® launch configuration.

» The selection of an UDE Diagnostic output file is optional.

The file system directory of an UDE® Workspace File for an UDE® Eclipse launch
configuration is the C/C++ project directory subdirectory ../ .UDE. The default location of
the UDE® Target Configuration File is the C/C++ project file system location subdirectory
../ .UDE/.TARGET. The additional functions allow to import or export existing UDE®
workspaces and UDE® target configurations to or from default or common location of
UDE® Universal Debug Engine from or to the relative paths of the Eclipse C/C++ project
locations. A detailed description of all buttons is contained in the UDE® helps system.

Steps to start Debug Session with UDE® Eclipse Launch
Configuration

The newly created UDE® launch configuration allows

launching a debug session using UDE® via Debug button il

of Eclipse IDE tool bar. M- 1 AppKit_TC275 Default

Use the Debug button of the tool bar of the Run menu Debug As ’
Debug item (shortcut F11) to start the created launch Debug Configurations...
configuration, which opens the UDE® perspective, loads Organize Favorites...

the selected workspace file and uses the selected target
configuration to connect to the target debug system.

Add UDE® Sample Project to Eclipse C/C++ IDE

Creating Eclipse Makefile Project from UDE® TimeDemo Sample

UDE® sample makefile projects can be easily imported as Eclipse C/C++ projects using
the Eclipse import wizard:

» Change to C/C++ perspective
» Open the Import... wizard of Eclipse File menu.

» Select C/C++ -> Existing Code as Makefile Project

& Import O X
Select \‘
Creates a new Makefile project in a directory centaining existing code E ‘ 5 I

Select an import wizard:

[typ i

(= General -
w = CfC++
E C/C++ Executable
¥ C/C++ Project Settings
[ Existing code as Autotools project
[ Existing Code as Makefile Project

= Git w

I/?} < Back Einish Cancel

On the next wizard page use browse button to select UDE® sample directory
Add an appropriate project name

Check the Languages checkbox C only

Y V V V

Select <none> as tool chain
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S Mew Project O x

Import Existing Code

Create a new Makefile project from existing code in that same
directory

Project Name

[ AppKit_TC275

Existing Code Location

| D\EclipseWorkspaces\AppKit_TZ2735 | Browse...

Languages

FC e+

Toolchain for Indexer Settings

<nonex

Cross GCC

Cygwin GICC

GMU Autetools Toclchain
MinGW GCC

Show only available toclchains that suppert this platform

@' < Back

Mext »

Cancel

W (25 AppKit_TC273
= board

= MulticereDemo
~ = TimeDeme
v = HighTec_IntRam
TimeDemo.elf
(= HighTec_IntRem
[ src
[€] TimeDeme.c
L& Makefile

»  Select the context menu of TimeDemo - HighTec_IntRam - TimeDemo.elf in the
project explorer and Debug As — Debug Configurations... to prepare start of debug

session

» The Debug Configurations dialog Main page will be opened to select the type of

launch configuration to start debug session

» Select the context menu of Universal Debug Engine and New Configuration, a

new AppKit_TC275 Default configuration is created

> Browse... the C/C++ Local Application to select the binary file (*.elf/*.out),
which will be loaded by the launch configuration into target system. Select the

appropriate binary file of current build configuration.

» Change to the UDE® Startup page and check the correct Select UDE Target

Configuration File. See the chapter above.

£ Edit Configuration it

Edit configuration AppKit_ TC275 Default for Debug

& Edit Configuration

Launch Cenfiguration Mame: | AppKit_TC275 Default
Main | UDE Startup EE/ Source| [C] Common

Edit configuration AppKit_TC275 Default for Debug

Project:

Launch Cenfiguration Mame: | AppKit_TC275 Default

[ JappKit_TC275

C/C++ Application: Select UDE Workspace File:

Main | UDE Startup | B Source | [F] Commen

| DEclipseWerkspaces\ Appkit_TC275\TimeDemec'High | AppKit_TC275_Defaultwsx

|E Browse Workspace i

Variables... Sel

Build (if required) kefore launching

Build Cenfiguration: | Use Active

UDE Workspace File Status Message:

(O Enable auto build (O Disable
@® Use workspace settings Configure Select UDE Target Configuration File:

Mew Werkspace
Import Werkspace

Export Workspace

| AppKit_TC275C_jtag.cfg

Browse Cenfiguration

©) [

Select UDE Diagnestic Qutput File:

UDE Target Configuration File Status Message:

Create Cenfiguration

Expert Cenfiguration

The UDE® launch configuration is |

Browse Output File

now ready for use.

QK Cancel
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UDE® Object Model

Overview

The UDE® object model built on the Microsoft COM technology allows the controling the
UDE® Universal Debug Engine and UDE® Memtool, start and stop programs running
on the target, set breakpoints, flashing code and much more. The UDE® objects are
acccessable from external scripts as well from internal scripts in UDE®.

A detailed documentation and examples for using the UDE® object model can be found at
<UDE_DIRECTORY>\Help\UDEObjectModel.chm
<UDE_DIRECTORY>\Help\UDEAutomation.chm

<UDE_DIRECTORY>\Help\PythonAddon.chm and via the UDE® Help system (press F1).

Automation Guide and Object Model Reference

The full descriptions and relationships of the UDE® objects are explained in the UDE®
Object Model Help via menu Help — Help Index and open the content Universal Debug
Engine — UDE Common Components — UDE Automation Guide and Object Model
Reference.

UDE Automation Guide and Object Model Reference

Main Page Related Pages Data Structures

UDE Automation Guide and Object Medel Reference | Reference
1 ‘.

UDE Target Object Model Tree

This document shows the object hierarchie of the UDE Target core components.

UDELauncher UDERunninglnstanceManager

StartAndCresteivorkspace StartAndOpeniyorkspace Ystartinstance etinstance

UDEApplication

érkspac%empplicaﬁon

UDEWorkspace

etictiveCoreDebugger #éCoreDebu@Workspace

UDEDebuggerinterface

Targethanager

UDETargetManager

U=zerProfile

UDETarglnfo

Carelnfa DebuggerU=zerProfile rgintf { LoadTarget GetTarget Coamm

UDECorelnfo UDECfgProfile UDETarglIntf
Gettdoulnto D\Aasterlnfo ! : DIVDECommbDe

/anfo/éulnfo \GetRegInfo

Please contact support@pls-mc.com for more samples of using the UDE® object model.
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An external Script-Example for TriCore in Python

The following automation example shows how to start, debug and close UDE® from an
external Python script interpreter.

The external script creates a new workspace (1), connect to the target (2), loads the
target application (3), starts the application (4), read a variable value from the target (5),
disconnects the target and closes UDE® (6).

# UDE automation basics - Python demo script
# On command line run: "python UdeAutomationDemo.py"

import os
import win32com.client

print("Create new UDELauncher object")

ProgId = "UDELauncher"

UDELauncher = win32com.client.Dispatch(ProgId)
print(" Launcher: " + UDELauncher.Version)

WspFile = os.path.abspath(".") + "\\TC275_ApplicationBoard.wsx"
CfgFile = os.path.abspath(".") + "\\AppKit_TC275C_jtag.cfg"
ElfFile = os.path.abspath(".") + "\\MulticoreDemo.elf"

print("Start new UDE instance") # (1)
UDEApplication = UDELauncher.StartAndCreateWorkspace("UDE.exe", WspFile, \
CfgFile, 1)

print(" UDE version: + UDEApplication.VersionInfo)
print("Access workspace")

UDEWorkspace = UDEApplication.Workspace

print(" Workspace: " + UDEWorkspace.ProjectTitle)

print("Wait for target connected") # (2)

if not UDEWorkspace.WaitForTargetConnected(10000): # 10s timeout
print("ERROR: target not connected !")

UDEDebugger = UDEWorkspace.CoreDebugger(0)

print("Load target application™) # (3)
if not UDEDebugger.LoadAndFlash(E1lfFile,"VerifyOnly"):
if not UDEDebugger.LoadAndFlash(E1lfFile):
print("ERROR: failed to load elf file !")

print("Start target application") # (4)

UDEDebugger.Go()
if not UDEWorkspace.WaitForAllCoresRunning(1000, False): # 1s timeout
print("ERROR: target not running !")

print("Wait a second")
UDEWorkspace.Sleep(1000)

print("Read some variables") # (5)
Seconds = UDEDebugger.ReadVariable("g_SharedData.Seconds")
print(" Time: %02d" % Seconds)

print("Set a breakpoint and wait for halt")
UDEDebugger.Breakpoints.Add("MulticoreDemo.c 352")
UDEDebugger.WriteVariable("g_SharedData.Seconds",58) # trigger halt breakpoint
if not UDEDebugger.WaitForHalt(3000): # 3s timeout

print("ERROR: not halted at breakpoint !")

print("Release objects and Close UDE instance") # (6)
UDEDebugger = None

UDEWorkspace = None

UDELauncher.StopInstance(UDEApplication)

print("Finished")
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Python Script Console

The Python Script Add-In implements an interactive command line interface to an
embedded Python 3 interpreter provided in a UDE® Python Script console.

Supported Functions

Input can be entered directly into the console or loaded from external sources, the output
is displayed in the UDE® Python Script console view. Following functions are supported

> Embedded Python V3.7.0a0 (UDE 2022) / V3.10.4+ (UDE 2023) / V3.12.7+ (UDE
2024) / V3.12.10+ (UDE 2025+) interpreter

Inline execution of simple Python statements

Execution of Python scripts

Auto-completion of Python keywords and UDE® class methods and properties
Variable inspections

Callback functions for UDE® events

External dialog interface

vV V. V V V V V

Support of an external Python interpreter.

Enabling the Python Script Console

Open the Python Script Console via UDE® menu Views - Other Windows - Python
Script Console.

Accessing the UDE® object model

The Python script console provides some predefined UDE® COM objects. Currently these
UDE® COM obijects are available:

UDEUtilities # .. DIUDEUtilities
UDEApplication # .. IUDEApplication
UDEWorkspace # .. IUDEWorkspace

An example of accessing the UDE® debugger and break the current program execution:
>>> UDEDebugger = UDEWorkspace.GetActiveDebugger()

>>> UDEDebugger.Break()
>>> UDEWorkspace.ProjectTitle()

Python Script Conscle * O X

Python 3.12.2 (Mar 27 2024 22:08:34) [M2C v.1939 64 bit (AMD64)]
Python located in "D:\UDE 2024)\3rdparty\python®
UDE Version: 2024.00.06-20231
UDE Project: D:\UdewWorkspaces\ude 2024\TC375A_Literit_2024.wsx
Running in UDE Python host process
==> UDEDebugger = UDEWorkspace.@etActiveCorebDebugger()
=»>> UDEDebugger.Break()

-> UDEWorkspace.ProjectTitle
D:‘\UdeWorkspaces\ude 2024\ TC375A LiteKit_ 2024 .wsx

> UDEWorksnace|
MName Type gize
UDEWorkspace IUDEWorkspace 48

Refer to the online help (F1) for a more detailed description.
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User Definable Enhancements

The UDE® concept allows extending the debugger functions by additional components in
the following levels:

>

HTML scripts based on UDE® ActiveX™ controls, customer specific controls and
access via the UDE® object model to display consumer-defined windows with UDE®
HTML windows server. For a description of these features, see the chapter about
Viewing and Modifying Registers and the UDE® object model.

Programming a custom view server can solve complex problems and can provide
detailed and optimized target related windows, e.g. for integrating specific RTOS, CAN
windows.

The UDE® client may be substituted by a customer GUI for production and field
maintenance purposes, e.g. for Service Tools, Matlab or CASE tool integration. The
functionality of the core debugger can be extended or even reduced to enable
essential windows and features only. Please see for further information the chapter
about the UDE® object model.

Please contact support@pls-mc.com for more information and examples about the
UDE® extensions.
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Reference

The Reference of the UDE® Universal Debug Engine is available via the Window's Help
system of UDE®. To use the help, please open UDE® and press F1 or browse to the
UDE® installation menu and select in UDE® menu Help.
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Copyrights

List of Open Source Software Components

This chapter contains a list of open source software (OSS) components used within the
product under the terms of the respective licenses. The source code corresponding to the
open source components is also provided along with the product wherever mandated by
the respective OSS license.

MCD Software License: ARM Ltd, Infineon Technologies,
NXP, Lauterbach, STMicroelectronics, TIMA Laboratory

Copyright (c) 2008, ARM Ltd., Infineon Technologies, NXP Semiconductors, Lauterbach, STMicroelectronics and TIMA Laboratory. All rights
reserved. PREAMBLE The MCD API (Multi-Core Debug) has been designed as an interface between software development tools and simulated or
real systems with multi-core SoCs. The target is to allow consistent software tooling throughout the whole SoC development flow. The MCD API (the
"SOFTWARE") has been developed jointly by ARM Ltd., Infineon Technologies, NXP Semiconductors, Lauterbach, STMicroelectronics and TIMA
Laboratory as part of the SPRINT project (www.sprint-project.net). The SPRINT project has been funded by the European Commission. LICENSE
Any redistribution and use of the SOFTWARE in source and binary forms, with or without modification constitutes the full acceptance of the following
disclaimer as well as of the license herein and is permitted provided that the following conditions are met: - Redistributions of source code must retain
the above copyright notice, this list of conditions and the disclaimer detailed below. - Redistributions in binary form must reproduce the above
copyright notice, this list of conditions and the disclaimer detailed below in the documentation and/or other materials provided with the distribution. -
Neither the name of its copyright holders nor the names of its contributors may be used to endorse or promote products derived from the Software
without specific prior written permission. - Modification of any or all of the source code, documentation and other materials provided under this license
are subject to acknowledgement of the modification(s) by including a prominent notice on the modification(s) stating the change(s) to the file(s),
identifying the date of such change and stating the name of the publisher of any such modification(s). DISCLAIMER OF WARRANTY AND LIABILITY
THE SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" AND ANY EXPRESS OR IMPLIED
WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF MERCHANTABILITY, NON-INFRINGEMENT AND
FITNESS FOR A PARTICULAR PURPOSE ARE DISCLAIMED. IN NO EVENT SHALL THE COPYRIGHT OWNER OR CONTRIBUTORS BE
LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT
LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA, OR PROFITS; OR BUSINESS INTERRUPTION)
HOWEVER CAUSED AND ON ANY THEORY OF LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING
NEGLIGENCE, MISREPRESENTATION OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE, EVEN IF ADVISED
OF THE POSSIBILITY OF SUCH DAMAGE.

Demangle Software License: Free Software Foundation

Copyright 1992, 1993, 1994, 1995, 1996, 1997, 1998, 2000, 2001, 2002, 2003, 2004, 2005, 2007 Free Software Foundation, Inc. This program is free
software; you can redistribute it and/or modify it under the terms of the GNU Library General Public License as published by the Free Software
Foundation; either version 2, or (at your option) any later version. In addition to the permissions in the GNU Library General Public License, the Free
Software Foundation gives you unlimited permission to link the compiled version of this file into combinations with other programs, and to distribute
those combinations without any restriction coming from the use of this file. (The Library Public License restrictions do apply in other respects; for
example, they cover madification of the file, and distribution when not linked into a combined executable.) This program is distributed in the hope that
it will be useful, but WITHOUT ANY WARRANTY; without even the implied warranty of MERCHANTABILITY or FITNESS FOR A PARTICULAR
PURPOSE. See the GNU Library General Public License for more details. You should have received a copy of the GNU Library General Public
License along with this program; if not, write to the Free Software Foundation, Inc., 51 Franklin Street - Fifth Floor, Boston, MA 02110-1301, USA

In addition to the permissions in the GNU General Public License, the Free Software Foundation gives you unlimited permission to link the compiled
version of this file into combinations with other programs, and to distribute those combinations without any restriction coming from the use of this file.
(The General Public License restrictions do apply in other respects; for example, they cover modification of the file, and distribution when not linked
into a combined executable.) The files ‘cp-demangle.cpp’, ‘cp-demangle.h' and ‘demangle.h’, which are published using this license, are used
in UDE program only unmodified and the compiled versions of these files are linked into combinations with other program parts.

On request we deliver the source code of these files. GNU GENERAL PUBLIC LICENSE Version 2, June 1991 Copyright (C) 1989, 1991 Free
Software Foundation, Inc. 51 Franklin Street, Fifth Floor, Boston, MA 02110-1301, USA Everyone is permitted to copy and distribute verbatim
copies of this license document, but changing it is not allowed. Preamble The licenses for most software are designed to take away your freedom to
share and change it. By contrast, the GNU General Public License is intended to guarantee your freedom to share and change free software--to
make sure the software is free for all its users. This General Public License applies to most of the Free Software Foundation's software and to any
other program whose authors commit to using it. (Some other Free Software Foundation software is covered by the GNU Lesser General Public
License instead.) You can apply it to your programs, too. When we speak of free software, we are referring to freedom, not price. Our General Public
Licenses are designed to make sure that you have the freedom to distribute copies of free software (and charge for this service if you wish), that you
receive source code or can get it if you want it, that you can change the software or use pieces of it in new free programs; and that you know you can
do these things. To protect your rights, we need to make restrictions that forbid anyone to deny you these rights or to ask you to surrender the rights.
These restrictions translate to certain responsibilities for you if you distribute copies of the software, or if you modify it. For example, if you distribute
copies of such a program, whether gratis or for a fee, you must give the recipients all the rights that you have. You must make sure that they, too,
receive or can get the source code. And you must show them these terms so they know their rights. We protect your rights with two steps: (1)
copyright the software, and (2) offer you this license which gives you legal permission to copy, distribute and/or modify the software. Also, for each
author's protection and ours, we want to make certain that everyone understands that there is no warranty for this free software. If the software is
modified by someone else and passed on, we want its recipients to know that what they have is not the original, so that any problems introduced by
others will not reflect on the original authors' reputations. Finally, any free program is threatened constantly by software patents. We wish to avoid the
danger that redistributors of a free program will individually obtain patent licenses, in effect making the program proprietary. To prevent this, we have
made it clear that any patent must be licensed for everyone's free use or not licensed at all. The precise terms and conditions for copying, distribution
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and modification follow. TERMS AND CONDITIONS FOR COPYING, DISTRIBUTION AND MODIFICATION 0. This License applies to any program
or other work which contains a notice placed by the copyright holder saying it may be distributed under the terms of this General Public License. The
"Program”, below, refers to any such program or work, and a "work based on the Program" means either the Program or any derivative work under
copyright law: that is to say, a work containing the Program or a portion of it, either verbatim or with modifications and/or translated into another
language. (Hereinafter, translation is included without limitation in the term "modification".) Each licensee is addressed as "you". Activities other than
copying, distribution and modification are not covered by this License; they are outside its scope. The act of running the Program is not restricted, and
the output from the Program is covered only if its contents constitute a work based on the Program (independent of having been made by running the
Program). Whether that is true depends on what the Program does. 1. You may copy and distribute verbatim copies of the Program'’s source code as
you receive it, in any medium, provided that you conspicuously and appropriately publish on each copy an appropriate copyright notice and
disclaimer of warranty; keep intact all the notices that refer to this License and to the absence of any warranty; and give any other recipients of the
Program a copy of this License along with the Program. You may charge a fee for the physical act of transferring a copy, and you may at your option
offer warranty protection in exchange for a fee. 2. You may modify your copy or copies of the Program or any portion of it, thus forming a work based
on the Program, and copy and distribute such modifications or work under the terms of Section 1 above, provided that you also meet all of these
conditions: a) You must cause the modified files to carry prominent notices stating that you changed the files and the date of any change. b) You
must cause any work that you distribute or publish, that in whole or in part contains or is derived from the Program or any part thereof, to be licensed
as a whole at no charge to all third parties under the terms of this License. c) If the modified program normally reads commands interactively when
run, you must cause it, when started running for such interactive use in the most ordinary way, to print or display an announcement including an
appropriate copyright notice and a notice that there is no warranty (or else, saying that you provide a warranty) and that users may redistribute the
program under these conditions, and telling the user how to view a copy of this License. (Exception: if the Program itself is interactive but does not
normally print such an announcement, your work based on the Program is not required to print an announcement.) These requirements apply to the
modified work as a whole. If identifiable sections of that work are not derived from the Program, and can be reasonably considered independent and
separate works in themselves, then this License, and its terms, do not apply to those sections when you distribute them as separate works. But when
you distribute the same sections as part of a whole which is a work based on the Program, the distribution of the whole must be on the terms of this
License, whose permissions for other licensees extend to the entire whole, and thus to each and every part regardless of who wrote it. Thus, it is not
the intent of this section to claim rights or contest your rights to work written entirely by you; rather, the intent is to exercise the right to control the
distribution of derivative or collective works based on the Program. In addition, mere aggregation of another work not based on the Program with the
Program (or with a work based on the Program) on a volume of a storage or distribution medium does not bring the other work under the scope of
this License. 3. You may copy and distribute the Program (or a work based on it, under Section 2) in object code or executable form under the terms
of Sections 1 and 2 above provided that you also do one of the following: a) Accompany it with the complete corresponding machine-readable source
code, which must be distributed under the terms of Sections 1 and 2 above on a medium customarily used for software interchange; or, b)
Accompany it with a written offer, valid for at least three years, to give any third party, for a charge no more than your cost of physically performing
source distribution, a complete machine-readable copy of the corresponding source code, to be distributed under the terms of Sections 1 and 2
above on a medium customarily used for software interchange; or, c) Accompany it with the information you received as to the offer to distribute
corresponding source code. (This alternative is allowed only for noncommercial distribution and only if you received the program in object code or
executable form with such an offer, in accord with Subsection b above.) The source code for a work means the preferred form of the work for making
modifications to it. For an executable work, complete source code means all the source code for all modules it contains, plus any associated interface
definition files, plus the scripts used to control compilation and installation of the executable. However, as a special exception, the source code
distributed need not include anything that is normally distributed (in either source or binary form) with the major components (compiler, kernel, and so
on) of the operating system on which the executable runs, unless that component itself accompanies the executable. If distribution of executable or
object code is made by offering access to copy from a designated place, then offering equivalent access to copy the source code from the same
place counts as distribution of the source code, even though third parties are not compelled to copy the source along with the object code. 4. You
may not copy, modify, sublicense, or distribute the Program except as expressly provided under this License. Any attempt otherwise to copy, modify,
sublicense or distribute the Program is void, and will automatically terminate your rights under this License. However, parties who have received
copies, or rights, from you under this License will not have their licenses terminated so long as such parties remain in full compliance. 5. You are not
required to accept this License, since you have not signed it. However, nothing else grants you permission to modify or distribute the Program or its
derivative works. These actions are prohibited by law if you do not accept this License. Therefore, by modifying or distributing the Program (or any
work based on the Program), you indicate your acceptance of this License to do so, and all its terms and conditions for copying, distributing or
modifying the Program or works based on it. 6. Each time you redistribute the Program (or any work based on the Program), the recipient
automatically receives a license from the original licensor to copy, distribute or modify the Program subject to these terms and conditions. You may
not impose any further restrictions on the recipients' exercise of the rights granted herein. You are not responsible for enforcing compliance by third
parties to this License. 7. If, as a consequence of a court judgment or allegation of patent infringement or for any other reason (not limited to patent
issues), conditions are imposed on you (whether by court order, agreement or otherwise) that contradict the conditions of this License, they do not
excuse you from the conditions of this License. If you cannot distribute so as to satisfy simultaneously your obligations under this License and any
other pertinent obligations, then as a consequence you may not distribute the Program at all. For example, if a patent license would not permit
royalty-free redistribution of the Program by all those who receive copies directly or indirectly through you, then the only way you could satisfy both it
and this License would be to refrain entirely from distribution of the Program. If any portion of this section is held invalid or unenforceable under any
particular circumstance, the balance of the section is intended to apply and the section as a whole is intended to apply in other circumstances. It is
not the purpose of this section to induce you to infringe any patents or other property right claims or to contest validity of any such claims; this section
has the sole purpose of protecting the integrity of the free software distribution system, which is implemented by public license practices. Many
people have made generous contributions to the wide range of software distributed through that system in reliance on consistent application of that
system; it is up to the author/donor to decide if he or she is willing to distribute software through any other system and a licensee cannot impose that
choice. This section is intended to make thoroughly clear what is believed to be a consequence of the rest of this License. 8. If the distribution and/or
use of the Program is restricted in certain countries either by patents or by copyrighted interfaces, the original copyright holder who places the
Program under this License may add an explicit geographical distribution limitation excluding those countries, so that distribution is permitted only in
or among countries not thus excluded. In such case, this License incorporates the limitation as if written in the body of this License. 9. The Free
Software Foundation may publish revised and/or new versions of the General Public License from time to time. Such new versions will be similar in
spirit to the present version, but may differ in detail to address new problems or concerns. Each version is given a distinguishing version number. If
the Program specifies a version number of this License which applies to it and "any later version", you have the option of following the terms and
conditions either of that version or of any later version published by the Free Software Foundation. If the Program does not specify a version number
of this License, you may choose any version ever published by the Free Software Foundation. 10. If you wish to incorporate parts of the Program into
other free programs whose distribution conditions are different, write to the author to ask for permission. For software which is copyrighted by the
Free Software Foundation, write to the Free Software Foundation; we sometimes make exceptions for this. Our decision will be guided by the two
goals of preserving the free status of all derivatives of our free software and of promoting the sharing and reuse of software generally. NO
WARRANTY 11. BECAUSE THE PROGRAM IS LICENSED FREE OF CHARGE, THERE IS NO WARRANTY FOR THE PROGRAM, TO THE
EXTENT PERMITTED BY APPLICABLE LAW. EXCEPT WHEN OTHERWISE STATED IN WRITING THE COPYRIGHT HOLDERS AND/OR
OTHER PARTIES PROVIDE THE PROGRAM "AS IS" WITHOUT WARRANTY OF ANY KIND, EITHER EXPRESSED OR IMPLIED, INCLUDING,
BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE. THE ENTIRE
RISK AS TO THE QUALITY AND PERFORMANCE OF THE PROGRAM IS WITH YOU. SHOULD THE PROGRAM PROVE DEFECTIVE, YOU
ASSUME THE COST OF ALL NECESSARY SERVICING, REPAIR OR CORRECTION. 12. IN NO EVENT UNLESS REQUIRED BY APPLICABLE
LAW OR AGREED TO IN WRITING WILL ANY COPYRIGHT HOLDER, OR ANY OTHER PARTY WHO MAY MODIFY AND/OR REDISTRIBUTE
THE PROGRAM AS PERMITTED ABOVE, BE LIABLE TO YOU FOR DAMAGES, INCLUDING ANY GENERAL, SPECIAL, INCIDENTAL OR
CONSEQUENTIAL DAMAGES ARISING OUT OF THE USE OR INABILITY TO USE THE PROGRAM (INCLUDING BUT NOT LIMITED TO LOSS
OF DATA OR DATA BEING RENDERED INACCURATE OR LOSSES SUSTAINED BY YOU OR THIRD PARTIES OR A FAILURE OF THE
PROGRAM TO OPERATE WITH ANY OTHER PROGRAMS), EVEN IF SUCH HOLDER OR OTHER PARTY HAS BEEN ADVISED OF THE
POSSIBILITY OF SUCH DAMAGES. END OF TERMS AND CONDITIONS

JPEG Software License: Thomas G. Lane - JPEG Group

Copyright (C) 1991-1995, Thomas G. Lane. (https://jpegclub.org/reference/libjpeg-license/) This file is part of the Independent JPEG Group's
software. For conditions of distribution and use, see the accompanying README file. This file defines the application interface for the JPEG library.
Most applications using the library need only include this file, and perhaps jerror.h if they want to know the exact error codes. LICENSE TERMS
(ships as a part of the libjpeg package in the README file) = 1. We don't promise that this software works. (But if you find any bugs,
please let us know!) 2. You can use this software for whatever you want. You don't have to pay us. 3. You may not pretend that you wrote this
software. If you use itin a program, you must acknowledge somewhere in your documentation that you've used the 1JG code. In legalese: The
authors make NO WARRANTY or representation, either express or implied, with respect to this software, its quality, accuracy, merchantability, or
fitness for a particular purpose. This software is provided "AS IS", and you, its user, assume the entire risk as to its quality and accuracy. This
software is copyright (C) 1991-2016, Thomas G. Lane, Guido Vollbeding. All Rights Reserved except as specified below. Permission is hereby
granted to use, copy, modify, and distribute this software (or portions thereof) for any purpose, without fee, subject to these conditions: (1) If any part
of the source code for this software is distributed, then this README file must be included, with this copyright and no-warranty notice unaltered; and
any additions, deletions, or changes to the original files must be clearly indicated in accompanying documentation. (2) If only executable code is
distributed, then the accompanying documentation must state that "this software is based in part on the work of the Independent JPEG Group". (3)
Permission for use of this software is granted only if the user accepts full responsibility for any undesirable consequences; the authors accept NO
LIABILITY for damages of any kind. These conditions apply to any software derived from or based on the 1JG code, not just to the unmodified library.
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If you use our work, you ought to acknowledge us. Permission is NOT granted for the use of any 1JG author's name or company name in advertising
or publicity relating to this software or products derived from it. This software may be referred to only as “the Independent JPEG Group's software".
We specifically permit and encourage the use of this software as the basis of commercial products, provided that all warranty or liability claims are
assumed by the product vendor.

Resizable Elements Software License: Paolo Messina

Copyright (C) 2000-2002 by Paolo Messina (http://www.geocities.com/ppescher - ppescher@yahoo.com) The contents of this file are subject to the
Avrtistic License (the "License"). You may not use this file except in compliance with the License. You may obtain a copy of the License at:
https://opensource.org/license/artistic-license-2-0-php/ If you find this code useful, credits would be nice! SPDX short identifier: Artistic-2.0 Copyright
(c) 2000-2006, The Perl Foundation. Everyone is permitted to copy and distribute verbatim copies of this license document, but changing it is not
allowed. Preamble This license establishes the terms under which a given free software Package may be copied, modified, distributed, and/or
redistributed. The intent is that the Copyright Holder maintains some artistic control over the development of that Package while still keeping the
Package available as open source and free software. You are always permitted to make arrangements wholly outside of this license directly with the
Copyright Holder of a given Package. If the terms of this license do not permit the full use that you propose to make of the Package, you should
contact the Copyright Holder and seek a different licensing arrangement. Definitions “Copyright Holder” means the individual(s) or organization(s)
named in the copyright notice for the entire Package. “Contributor” means any party that has contributed code or other material to the Package, in
accordance with the Copyright Holder’s procedures. “You” and “your” means any person who would like to copy, distribute, or modify the Package.
“Package” means the collection of files distributed by the Copyright Holder, and derivatives of that collection and/or of those files. A given Package
may consist of either the Standard Version, or a Modified Version. “Distribute” means providing a copy of the Package or making it accessible to
anyone else, or in the case of a company or organization, to others outside of your company or organization. “Distributor Fee” means any fee that you
charge for Distributing this Package or providing support for this Package to another party. It does not mean licensing fees. “Standard Version” refers
to the Package if it has not been modified, or has been modified only in ways explicitly requested by the Copyright Holder. “Modified Version” means
the Package, if it has been changed, and such changes were not explicitly requested by the Copyright Holder. “Original License” means this Artistic
License as Distributed with the Standard Version of the Package, in its current version or as it may be modified by The Perl Foundation in the future.
“Source” form means the source code, documentation source, and configuration files for the Package. Compiled” form means the compiled bytecode,
object code, binary, or any other form resulting from mechanical transformation or translation of the Source form. Permission for Use and Modification
Without Distribution (1) You are permitted to use the Standard Version and create and use Modified Versions for any purpose without restriction,
provided that you do not Distribute the Modified Version. Permissions for Redistribution of the Standard Version (2) You may Distribute verbatim
copies of the Source form of the Standard Version of this Package in any medium without restriction, either gratis or for a Distributor Fee, provided
that you duplicate all of the original copyright notices and associated disclaimers. At your discretion, such verbatim copies may or may not include a
Compiled form of the Package. (3) You may apply any bug fixes, portability changes, and other modifications made available from the Copyright
Holder. The resulting Package will still be considered the Standard Version, and as such will be subject to the Original License. Distribution of
Modified Versions of the Package as Source (4) You may Distribute your Modified Version as Source (either gratis or for a Distributor Fee, and with
or without a Compiled form of the Modified Version) provided that you clearly document how it differs from the Standard Version, including, but not
limited to, documenting any non-standard features, executables, or modules, and provided that you do at least ONE of the following: (a) make the
Modified Version available to the Copyright Holder of the Standard Version, under the Original License, so that the Copyright Holder may include your
modifications in the Standard Version. (b) ensure that installation of your Modified Version does not prevent the user installing or running the
Standard Version. In addition, the Modified Version must bear a name that is different from the name of the Standard Version. (c) allow anyone who
receives a copy of the Modified Version to make the Source form of the Modified Version available to others under (i) the Original License or (ii) a
license that permits the licensee to freely copy, modify and redistribute the Modified Version using the same licensing terms that apply to the copy
that the licensee received, and requires that the Source form of the Modified Version, and of any works derived from it, be made freely available in
that license fees are prohibited but Distributor Fees are allowed. Distribution of Compiled Forms of the Standard Version or Modified Versions without
the Source (5) You may Distribute Compiled forms of the Standard Version without the Source, provided that you include complete instructions on
how to get the Source of the Standard Version. Such instructions must be valid at the time of your distribution. If these instructions, at any time while
you are carrying out such distribution, become invalid, you must provide new instructions on demand or cease further distribution. If you provide valid
instructions or cease distribution within thirty days after you become aware that the instructions are invalid, then you do not forfeit any of your rights
under this license. (6) You may Distribute a Modified Version in Compiled form without the Source, provided that you comply with Section 4 with
respect to the Source of the Modified Version. Aggregating or Linking the Package (7) You may aggregate the Package (either the Standard Version
or Modified Version) with other packages and Distribute the resulting aggregation provided that you do not charge a licensing fee for the Package.
Distributor Fees are permitted, and licensing fees for other components in the aggregation are permitted. The terms of this license apply to the use
and Distribution of the Standard or Modified Versions as included in the aggregation. (8) You are permitted to link Modified and Standard Versions
with other works, to embed the Package in a larger work of your own, or to build stand-alone binary or bytecode versions of applications that include
the Package, and Distribute the result without restriction, provided the result does not expose a direct interface to the Package. ltems That are Not
Considered Part of a Modified Version (9) Works (including, but not limited to, modules and scripts) that merely extend or make use of the Package,
do not, by themselves, cause the Package to be a Modified Version. In addition, such works are not considered parts of the Package itself, and are
not subject to the terms of this license. General Provisions (10) Any use, modification, and distribution of the Standard or Modified Versions is
governed by this Artistic License. By using, modifying or distributing the Package, you accept this license. Do not use, modify, or distribute the
Package, if you do not accept this license. (11) If your Modified Version has been derived from a Modified Version made by someone other than you,
you are nevertheless required to ensure that your Modified Version complies with the requirements of this license. (12) This license does not grant
you the right to use any trademark, service mark, tradename, or logo of the Copyright Holder. (13) This license includes the non-exclusive, worldwide,
free-of-charge patent license to make, have made, use, offer to sell, sell, import and otherwise transfer the Package with respect to any patent claims
licensable by the Copyright Holder that are necessarily infringed by the Package. If you institute patent litigation (including a cross-claim or
counterclaim) against any party alleging that the Package constitutes direct or contributory patent infringement, then this Artistic License to you shall
terminate on the date that such litigation is filed. (14) Disclaimer of Warranty: THE PACKAGE IS PROVIDED BY THE COPYRIGHT HOLDER AND
CONTRIBUTORS “AS IS’ AND WITHOUT ANY EXPRESS OR IMPLIED WARRANTIES. THE IMPLIED WARRANTIES OF MERCHANTABILITY,
FITNESS FOR A PARTICULAR PURPOSE, OR NON-INFRINGEMENT ARE DISCLAIMED TO THE EXTENT PERMITTED BY YOUR LOCAL LAW.
UNLESS REQUIRED BY LAW, NO COPYRIGHT HOLDER OR CONTRIBUTOR WILL BE LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL,
OR CONSEQUENTIAL DAMAGES ARISING IN ANY WAY OUT OF THE USE OF THE PACKAGE, EVEN IF ADVISED OF THE POSSIBILITY OF
SUCH DAMAGE.

VB2PY Software License: Paul Paterson

Copyright (c) 2003, Paul Paterson All rights reserved. Redistribution and use in source and binary forms, with or without modification, are permitted
provided that the following conditions are met: Redistributions of source code must retain the above copyright notice, this list of conditions and the
following disclaimer. Redistributions in binary form must reproduce the above copyright notice, this list of conditions and the following disclaimer in
the documentation and/or other materials provided with the distribution. Neither the name of the vb2Py Project nor the names of its contributors may
be used to endorse or promote products derived from this software without specific prior written permission. THIS SOFTWARE IS PROVIDED BY
THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED
TO, THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE ARE DISCLAIMED. IN NO EVENT
SHALL THE COPYRIGHT OWNER OR CONTRIBUTORS BE LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR
CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE,
DATA, OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF LIABILITY, WHETHER IN CONTRACT,
STRICT LIABILITY, OR TORT (INCLUDING NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE,
EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE.

CSPGen Software License: Sun Microsystems, Inc.

Copyright (c) 2006, Sun Microsystems, Inc. All rights reserved. Redistribution and use in source and binary forms, with or without modification, are
permitted provided that the following conditions are met: * Redistributions of source code must retain the above copyright notice, this list of conditions
and the following disclaimer. * Redistributions in binary form must reproduce the above copyright notice, this list of conditions and the following
disclaimer in the documentation and/or other materials provided with the distribution. * Neither the name of the Sun Microsystems, Inc. nor the names
of its contributors may be used to endorse or promote products derived from this software without specific prior written permission. THIS SOFTWARE
IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING,
BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE ARE
DISCLAIMED. IN NO EVENT SHALL THE COPYRIGHT OWNER OR CONTRIBUTORS BE LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL,
SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS
OR SERVICES; LOSS OF USE, DATA, OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF
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LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT
OF THE USE OF THIS SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE.

TreePropSheet Software License: Yves Tkaczyk

Copyright (C) 2004 by Yves Tkaczyk (http://www.tkaczyk.net - yves@tkaczyk.net) The contents of this file are subject to the Artistic License (the
“"License"). You may not use this file except in compliance with the License. You may obtain a copy of the License at:
https://opensource.org/license/artistic-license-2-0-php/ SPDX short identifier: Artistic-2.0 Copyright (c) 2000-2006, The Perl Foundation. Everyone is
permitted to copy and distribute verbatim copies of this license document, but changing it is not allowed. Preamble This license establishes the terms
under which a given free software Package may be copied, modified, distributed, and/or redistributed. The intent is that the Copyright Holder
maintains some artistic control over the development of that Package while still keeping the Package available as open source and free software.
You are always permitted to make arrangements wholly outside of this license directly with the Copyright Holder of a given Package. If the terms of
this license do not permit the full use that you propose to make of the Package, you should contact the Copyright Holder and seek a different
licensing arrangement. Definitions “Copyright Holder” means the individual(s) or organization(s) named in the copyright notice for the entire Package.
“Contributor” means any party that has contributed code or other material to the Package, in accordance with the Copyright Holder’s procedures.
“You” and “your” means any person who would like to copy, distribute, or modify the Package. “Package” means the collection of files distributed by
the Copyright Holder, and derivatives of that collection and/or of those files. A given Package may consist of either the Standard Version, or a
Modified Version. “Distribute” means providing a copy of the Package or making it accessible to anyone else, or in the case of a company or
organization, to others outside of your company or organization. “Distributor Fee” means any fee that you charge for Distributing this Package or
providing support for this Package to another party. It does not mean licensing fees. “Standard Version” refers to the Package if it has not been
modified, or has been modified only in ways explicitly requested by the Copyright Holder. “Modified Version” means the Package, if it has been
changed, and such changes were not explicitly requested by the Copyright Holder. “Original License” means this Artistic License as Distributed with
the Standard Version of the Package, in its current version or as it may be modified by The Perl Foundation in the future. “Source” form means the
source code, documentation source, and configuration files for the Package. “Compiled” form means the compiled bytecode, object code, binary, or
any other form resulting from mechanical transformation or translation of the Source form. Permission for Use and Modification Without Distribution
(1) You are permitted to use the Standard Version and create and use Modified Versions for any purpose without restriction, provided that you do not
Distribute the Modified Version. Permissions for Redistribution of the Standard Version (2) You may Distribute verbatim copies of the Source form of
the Standard Version of this Package in any medium without restriction, either gratis or for a Distributor Fee, provided that you duplicate all of the
original copyright notices and associated disclaimers. At your discretion, such verbatim copies may or may not include a Compiled form of the
Package. (3) You may apply any bug fixes, portability changes, and other modifications made available from the Copyright Holder. The resulting
Package will still be considered the Standard Version, and as such will be subject to the Original License. Distribution of Modified Versions of the
Package as Source (4) You may Distribute your Modified Version as Source (either gratis or for a Distributor Fee, and with or without a Compiled
form of the Modified Version) provided that you clearly document how it differs from the Standard Version, including, but not limited to, documenting
any non-standard features, executables, or modules, and provided that you do at least ONE of the following: (a) make the Modified Version available
to the Copyright Holder of the Standard Version, under the Original License, so that the Copyright Holder may include your modifications in the
Standard Version. (b) ensure that installation of your Modified Version does not prevent the user installing or running the Standard Version. In
addition, the Modified Version must bear a name that is different from the name of the Standard Version. (c) allow anyone who receives a copy of the
Modified Version to make the Source form of the Modified Version available to others under (i) the Original License or (i) a license that permits the
licensee to freely copy, modify and redistribute the Modified Version using the same licensing terms that apply to the copy that the licensee received,
and requires that the Source form of the Modified Version, and of any works derived from it, be made freely available in that license fees are
prohibited but Distributor Fees are allowed. Distribution of Compiled Forms of the Standard Version or Modified Versions without the Source (5) You
may Distribute Compiled forms of the Standard Version without the Source, provided that you include complete instructions on how to get the Source
of the Standard Version. Such instructions must be valid at the time of your distribution. If these instructions, at any time while you are carrying out
such distribution, become invalid, you must provide new instructions on demand or cease further distribution. If you provide valid instructions or cease
distribution within thirty days after you become aware that the instructions are invalid, then you do not forfeit any of your rights under this license. (6)
You may Distribute a Modified Version in Compiled form without the Source, provided that you comply with Section 4 with respect to the Source of
the Modified Version. Aggregating or Linking the Package (7) You may aggregate the Package (either the Standard Version or Modified Version) with
other packages and Distribute the resulting aggregation provided that you do not charge a licensing fee for the Package. Distributor Fees are
permitted, and licensing fees for other components in the aggregation are permitted. The terms of this license apply to the use and Distribution of the
Standard or Modified Versions as included in the aggregation. (8) You are permitted to link Modified and Standard Versions with other works, to
embed the Package in a larger work of your own, or to build stand-alone binary or bytecode versions of applications that include the Package, and
Distribute the result without restriction, provided the result does not expose a direct interface to the Package. Items That are Not Considered Part of a
Modified Version (9) Works (including, but not limited to, modules and scripts) that merely extend or make use of the Package, do not, by themselves,
cause the Package to be a Modified Version. In addition, such works are not considered parts of the Package itself, and are not subject to the terms
of this license. General Provisions (10) Any use, modification, and distribution of the Standard or Modified Versions is governed by this Artistic
License. By using, modifying or distributing the Package, you accept this license. Do not use, modify, or distribute the Package, if you do not accept
this license. (11) If your Modified Version has been derived from a Modified Version made by someone other than you, you are nevertheless required
to ensure that your Modified Version complies with the requirements of this license. (12) This license does not grant you the right to use any
trademark, service mark, tradename, or logo of the Copyright Holder. (13) This license includes the non-exclusive, worldwide, free-of-charge patent
license to make, have made, use, offer to sell, sell, import and otherwise transfer the Package with respect to any patent claims licensable by the
Copyright Holder that are necessarily infringed by the Package. If you institute patent litigation (including a cross-claim or counterclaim) against any
party alleging that the Package constitutes direct or contributory patent infringement, then this Artistic License to you shall terminate on the date that
such litigation is filed. (14) Disclaimer of Warranty: THE PACKAGE IS PROVIDED BY THE COPYRIGHT HOLDER AND CONTRIBUTORS “AS IS’
AND WITHOUT ANY EXPRESS OR IMPLIED WARRANTIES. THE IMPLIED WARRANTIES OF MERCHANTABILITY, FITNESS FOR A
PARTICULAR PURPOSE, OR NON-INFRINGEMENT ARE DISCLAIMED TO THE EXTENT PERMITTED BY YOUR LOCAL LAW. UNLESS
REQUIRED BY LAW, NO COPYRIGHT HOLDER OR CONTRIBUTOR WILL BE LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL, OR
CONSEQUENTIAL DAMAGES ARISING IN ANY WAY OUT OF THE USE OF THE PACKAGE, EVEN IF ADVISED OF THE POSSIBILITY OF
SUCH DAMAGE.

Avalon Dock Software License: Dirkster99/AvalonDock

Ms-PL Microsoft Public License (Ms-PL) This license governs use of the accompanying software. If you use the software, you accept this license. If
you do not accept the license, do not use the software. 1. Definitions The terms "reproduce,” "reproduction," "derivative works," and "distribution"
have the same meaning here as under U.S. copyright law. A "contribution” is the original software, or any additions or changes to the software. A
“"contributor" is any person that distributes its contribution under this license. “"Licensed patents" are a contributor's patent claims that read directly on
its contribution. 2. Grant of Rights (A) Copyright Grant- Subject to the terms of this license, including the license conditions and limitations in section
3, each contributor grants you a non-exclusive, worldwide, royalty-free copyright license to reproduce its contribution, prepare derivative works of its
contribution, and distribute its contribution or any derivative works that you create. (B) Patent Grant- Subject to the terms of this license, including the
license conditions and limitations in section 3, each contributor grants you a non-exclusive, worldwide, royalty-free license under its licensed patents
to make, have made, use, sell, offer for sale, import, and/or otherwise dispose of its contribution in the software or derivative works of the contribution
in the software. 3. Conditions and Limitations (A) No Trademark License- This license does not grant you rights to use any contributors' name, logo,
or trademarks. (B) If you bring a patent claim against any contributor over patents that you claim are infringed by the software, your patent license
from such contributor to the software ends automatically. (C) If you distribute any portion of the software, you must retain all copyright, patent,
trademark, and attribution notices that are present in the software. (D) If you distribute any portion of the software in source code form, you may do so
only under this license by including a complete copy of this license with your distribution. If you distribute any portion of the software in compiled or
object code form, you may only do so under a license that complies with this license. (E) The software is licensed "as-is." You bear the risk of using it.
The contributors give no express warranties, guarantees or conditions. You may have additional consumer rights under your local laws which this
license cannot change. To the extent permitted under your local laws, the contributors exclude the implied warranties of merchantability, fitness for a
particular purpose and non-infringement.

Python Software License: Python Software Foundation

PYTHON SOFTWARE FOUNDATION LICENSE VERSION 2 1. This LICENSE AGREEMENT is between the Python Software Foundation ("PSF"),
and the Individual or Organization (“Licensee") accessing and otherwise using this software (“Python") in source or binary form and its associated
documentation. 2. Subject to the terms and conditions of this License Agreement, PSF hereby grants Licensee a nonexclusive, royalty-free, world-
wide license to reproduce, analyze, test, perform and/or display publicly, prepare derivative works, distribute, and otherwise use Python alone or in
any derivative version, provided, however, that PSF's License Agreement and PSF's notice of copyright, i.e., "Copyright (c) 2001, 2002, 2003, 2004,
2005, 2006, 2007, 2008, 2009, 2010, 2011, 2012, 2013, 2014, 2015, 2016, 2017, 2018, 2019, 2020, 2021, 2022 Python Software Foundation; All
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Rights Reserved" are retained in Python alone or in any derivative version prepared by Licensee. 3. In the event Licensee prepares a derivative work
that is based on or incorporates Python or any part thereof, and wants to make the derivative work available to others as provided herein, then
Licensee hereby agrees to include in any such work a brief summary of the changes made to Python. 4. PSF is making Python available to Licensee
on an "AS IS" basis. PSF MAKES NO REPRESENTATIONS OR WARRANTIES, EXPRESS OR IMPLIED. BY WAY OF EXAMPLE, BUT NOT
LIMITATION, PSF MAKES NO AND DISCLAIMS ANY REPRESENTATION OR WARRANTY OF MERCHANTABILITY OR FITNESS FOR ANY
PARTICULAR PURPOSE OR THAT THE USE OF PYTHON WILL NOT INFRINGE ANY THIRD PARTY RIGHTS. 5. PSF SHALL NOT BE LIABLE
TO LICENSEE OR ANY OTHER USERS OF PYTHON FOR ANY INCIDENTAL, SPECIAL, OR CONSEQUENTIAL DAMAGES OR LOSS AS A
RESULT OF MODIFYING, DISTRIBUTING, OR OTHERWISE USING PYTHON, OR ANY DERIVATIVE THEREOF, EVEN IF ADVISED OF THE
POSSIBILITY THEREOF. 6. This License Agreement will automatically terminate upon a material breach of its terms and conditions. 7. Nothing in
this License Agreement shall be deemed to create any relationship of agency, partnership, or joint venture between PSF and Licensee. This License
Agreement does not grant permission to use PSF trademarks or trade name in a trademark sense to endorse or promote products or services of
Licensee, or any third party. 8. By copying, installing or otherwise using Python, Licensee agrees to be bound by the terms and conditions of this
License Agreement.

SQLite Consortium: SQLite Is Public Domain

All of the code and documentation in SQLite has been dedicated to the public domain by the authors. All code authors, and representatives of the
companies they work for, have signed affidavits dedicating their contributions to the public domain and originals of those signed affidavits are stored
in a firesafe at the main offices of Hwaci. All contibutors are citizens of countries that allow creative works to be dedicated into the public domain.
Anyone is free to copy, modify, publish, use, compile, sell, or distribute the original SQLite code, either in source code form or as a compiled binary,
for any purpose, commercial or non-commercial, and by any means. The previous paragraph applies to the deliverable code and documentation in
SQLite - those parts of the SQLite library that you actually bundle and ship with a larger application. Some scripts used as part of the build process
(for example the "configure" scripts generated by autoconf) might fall under other open-source licenses. Nothing from these build scripts ever reaches
the final deliverable SQLite library, however, and so the licenses associated with those scripts should not be a factor in assessing your rights to copy
and use the SQLite library. All of the deliverable code in SQLite has been written from scratch. No code has been taken from other projects or from
the open internet. Every line of code can be traced back to its original author, and all of those authors have public domain dedications on file. So the
SQLite code base is clean and is uncontaminated with licensed code from other projects. The author of the 'Public Domain' - Software 'SQLite" is:
Hipp, Wyrick & Company, Inc. 6200 Maple Cove Lane, Charlotte, NC 28269 USA +1.704.948.4565 www.hwaci.com

MDFLib Software License: Michael Blihrer & Bernd Sparrer

Copyright 2011 Michael Buihrer & Bernd Sparrer. All rights reserved. Redistribution and use in source and binary forms, with or without modification,
are permitted provided that the following conditions are met: 1. Redistributions of source code must retain the above copyright notice, this list of
conditions and the following disclaimer. 2. Redistributions in binary form must reproduce the above copyright notice, this list of conditions and the
following disclaimer in the documentation and/or other materials provided with the distribution. THIS SOFTWARE IS PROVIDED BY Michael Buhrer
& Bernd Sparrer “"AS IS" AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES
OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE ARE DISCLAIMED. IN NO EVENT SHALL Michael Biihrer OR Bernd
Sparrer OR CONTRIBUTORS BE LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL
DAMAGES (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA, OR
PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF LIABILITY, WHETHER IN CONTRACT, STRICT
LIABILITY, OR TORT (INCLUDING NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE, EVEN IF
ADVISED OF THE POSSIBILITY OF SUCH DAMAGE. The views and conclusions contained in the software and documentation are those of the
authors and should not be interpreted as representing official policies, either expressed or implied, of Michael Bihrer & Bernd Sparrer.

GreenWaves GAP8 IoT Register Definition License:
GreenWaves Technologies SAS

Copyright (c) 2017 GreenWaves Technologies SAS All rights reserved. Redistribution and use in source and binary forms, with or without
modification, are permitted provided that the following conditions are met: 1. Redistributions of source code must retain the above copyright notice,
this list of conditions and the following disclaimer. 2. Redistributions in binary form must reproduce the above copyright notice, this list of conditions
and the following disclaimer in the documentation and/or other materials provided with the distribution. 3. Neither the name of GreenWaves
Technologies SAS nor the names of its contributors may be used to endorse or promote products derived from this software without specific prior
written permission. THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" AND ANY EXPRESS OR
IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A
PARTICULAR PURPOSE ARE DISCLAIMED. IN NO EVENT SHALL THE COPYRIGHT OWNER OR CONTRIBUTORS BE LIABLE FOR ANY
DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT LIMITED TO,
PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA, OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER
CAUSED AND ON ANY THEORY OF LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING NEGLIGENCE OR
OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE.

Kinetis FLASH Driver License: Freescale Semiconductor,
Inc.

(c) Copyright 2010-2014 Freescale Semiconductor, Inc. | Freescale Semiconductor License ALL RIGHTS RESERVED. Redistribution and use in
source and binary forms, with or without modification, are permitted provided that the following conditions are met: * Redistributions of source code
must retain the above copyright notice, this list of conditions and the following disclaimer. * Redistributions in binary form must reproduce the above
copyright notice, this list of conditions and the following disclaimer in the documentation and/or other materials provided with the distribution. * Neither
the name of the <organization> nor the names of its contributors may be used to endorse or promote products derived from this software without
specific prior written permission. THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" AND ANY
EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF MERCHANTABILITY AND
FITNESS FOR A PARTICULAR PURPOSE ARE DISCLAIMED. IN NO EVENT SHALL <COPYRIGHT HOLDER> BE LIABLE FOR ANY DIRECT,
INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF
SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA, OR PROFITS; OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON
ANY THEORY OF LIABILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING NEGLIGENCE OR OTHERWISE) ARISING
IN ANY WAY OUT OF THE USE OF THIS SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE.

Copyrights

189 of 193



Index

Il
HC/OS-II

Awareness 170
Task Trace 170

3
3Pin 14, 27, 104

A
A2L File Support 171
Add-In
Activating and Using 173
Removing 173
Alias names 118
Architecture of UDE 98
ARM HSSTP 135
Array Chart
Basic features 126
Local Menu 127
Using Expressions 126, 127
ASC 14, 24, 26, 104
Assembler 112
AURIX 48, 49, 58, 62, 72, 76, 82, 85, 102
Aurora 17, 134, 135, 137
Automation 48, 179

B
Binary Data 101
Binary loading 51, 65, 77, 101, 107
Blocking Memory Access 160
BMI header 68
Breakpoints 54
Absolute 120
Code 122
Condition 121, 122
Data 122
Data Breakpoints 121
Hardware 121

C167 48
Call Graph Analysis 130
Call Stack 130
CAN 14, 24, 26, 104
CAN Recorder 163
CD Browser 19
Code Coverage 147
Command line 101
Communication Channels
3Pin 27
3Pin Communication 104
ASC 24, 26, 104
CAN 24, 26, 104
COP 104
DAP 104
Debug Extender 25
Debug Pod 30
Ethernet 32
JTAG 23, 104
OCDS L1 23
OnCE 104
SSC 24, 26, 104
SWD 104
Compiler
ARM11 103
ARM7 103
ARM9 103
AURIX 102
C166 102
C166S-V2 102
Cil6x 102
Cortex 103
PowerArchitecture 102
PowerPC 102
Support 102
TriCore 102
XC166 102
XC2000 102
XE166 102
XScale 103
Connect the Target 106
COP 104
Copyrights 185
Core Registers 55, 112, 113
Coresight 150, 151
Cortex 48

Creating new Workspace 49, 60, 100

D

DAP 14, 23, 25, 28, 30, 104
Data Trace Chart 151
Debug Information 101

Debug/Trace Pod configuration 49

W Debuggin
Identifier 123 AUgR?X ?19, 62
Loop 122 C166S V2 87
Macro 122 Multi-Core 60
So_ftware 121 PowerArchitecture 89
Window 121 PowerPC 89, 91
BSL 24, 26, 27 PPU 72
XCP 58
C Delivery Contents 15
C166 91 Download
190 of 193 Index



Multi-core 107

Multi-program 107
Download from Website 19
Downloading a Binary File 101

Downloading the latest UDE Version 45, 47

Downloads from the Website 20
Driver

Certificate 34

UAD2+ 34

UAD2"ext 34

UAD2r™© 34

UAD3* 34

USB-Key 40

E
Eclipse 174
Debug Configuration 175
Integration Package 17, 174
Launch 175
Mars 175
Neon 175
Oxygen 175
Photon 175
Version 4.x 174
Electrical Safety Instructions 11
ELF 101

Enabling FLASH Programming 160

ESD 22
ETB 150, 151

Ethernet 26, 27, 28, 29, 30, 31, 32, 37

ETM 14, 150, 151
Event Marker 151
Examples 48
Execution Sequence Chart 150
Expression Clipboard

Add Expression 118
External FLASH 159

F
FAQs 47
Find All in Trace 154
Firewire 17
Firmware Update 34
FLASH
Concept 156
Configuration 95, 162
Program Time Mapping 158
Programming 156, 161
Remap settings 67
Run Time Mapping 158
Safe BMI header 68
UCB header 68
Following the Program flow 120
FreeRTOS
Awareness 166
Task Trace 166
Frequently Asked Questions 47
Function static Variable 117
Functions 109

G
Getting Started 48
Global Variable 116

GNU 102
Greenhills 102, 103
GTM 76

H
Help

On-line Help 99
HEX 101
Hex File 103
HighTec 102
Host ID 42

|
IEEE1394 17, 25, 26, 27, 34
IEEE1394b 30, 31, 35
ImageCraft 103
Init command 75
Inline Assembler 112
Installing
Hardware 22
Software 19
UAD2* 34
UAD2"ext 34
UADZ2r© 34
UAD3* 34
USB-Key 40
Intel 101
Intel Hex 103
Interface 17

J
JTAG 14, 23, 25, 28, 30, 89, 104
Protector 33

K
Keil 102
Known Issues 47

L

Leaving the Project 57
License Manager 41
License Node-locked 42

Loading of an Executable 51, 65, 77

Locals 119
Login in the website 19

M
Macro 122
Marker 151, 154
MaxSim 14
MCDS 82, 135, 137, 150, 151
MDK 103
Mechanical Safety Instructions 12
Memory Access Filter 160
Memory View 57, 123
miniMCDS 85, 135, 137
Module static Variable 116
Monitor
ASC, SSC, CAN, 3Pin 104
RAM 104, 105
ROM 104, 106
Motorola 101
Motorola S 103

Index

191 of 193



MPC5567 89

Multi-core
Debugging 62
Download 107

Multi-program
Download 107

N
NEXUS 14, 135, 150, 151
Node-locked licensing 42

O

Object Model 48, 115, 179
Python 180

OCDS L1 14, 23, 25, 28, 30
Trigger 87

OCDS L2 14

OHCI 34

OnCE 104

On-chip FLASH 159

OuUT 101

Overvoltage 22

P
PCI 17
PCP 60
Peripheral Registers 55, 113
Perspectives 65
PowerArchitecture 48, 89
PowerPC 48, 89
Trigger 90
PPU 72
Printing
Memory Locations 124
Program Code 111
Profiling
(stats) 142
(trace) 143
Configuration 142, 143
View 143
Program View 109
Project Management 99
Protection Settings 172
PXROS-HR
Awareness 168
Task Trace 169
Python 180
Python Script Add-In 181

R
rcx

Awareness 165
Real expressions 117
Real-Time Graphical Monitoring 127
RealView 103
Reference 183
Refresh 119
Regulatory Compliance 10
Reinstalling Software 45
Release 9
Reporting a problem 47
Requirements 17
RTX

Awareness 164
Run a Program 53, 61, 112

S
S32V234 48
Safe BMI header 68
SafeNet USB SuperPro 40
SAFERTOS
Awareness 167
Task Trace 167
Safety Instructions 10, 13
Samples 48
Scientific Chart
Array Chart 126
Time / Value Chart 127
Sections 109
Sentinel USB SuperPro 40
Signal Trace 127
Simulated I/O 125
Simulator 14, 32
Single-Chip Systems 157
Source
Code View Mode 110
File 109
File Management 51, 65, 78, 107
Path Replacement 52, 66, 78, 108
SPC58 76
SSC 14, 24, 26, 104
Stack 130
Starting UDE 49
Static Electricity Precautions 22
Stepping and Breakpoints 120

Stop the Program at a specified Location 120

SWD 14, 23, 25, 28, 30, 104
Symbol Information 101
Symbols 53, 70, 80, 109
loading 51, 65, 77, 107
System Requirements 17

T
Target Configuration 91
Select 100
Wizard 91
Target Interface
Controller 92
Select 92
Setup 93
Tasking 102
TCP/IP 37
Time / Value Chart 127
Real-Time Graphical Monitoring
Setting up 128, 129
Using Expressions 128
Time measuring
Timers 134
Trace 14, 17, 29, 31, 134
Analysing 134, 136

Configuration 130, 139, 145, 151, 152

Find 141

Find All 154
Multi-core View 83
Result Analysing 141
Signal 127

192 of 193



Sources 134, 135
Triggered Transfer 155
View 82, 85, 137, 141
Visualization 134, 136
Trace Window Configuration 137
TriCore 48, 49, 60, 62, 76, 82, 85
Trigger 87, 90
Triggered Transfer Trace 155
Trouble Shooting 47
TSIM 14, 32

U
UAD2* 25, 26, 27
JTAG Protector 33
UAD2next 28, 29
Trace 29
UAD2p 23, 24
UAD3* 30, 31
Debug/Trace Pod configuration 49
Trace 31
UCB header 68
UDE Object Model 115
UHCI 36
Uninstalling Software 45
Updates 9, 45, 47

USB 17, 23, 24, 25, 26, 27, 28, 29, 30, 31, 32, 36,

40
USB-JTAG Adapter 17
User defined 182

\Y,
Variables 56, 117
Versions of UDE
Simulator 14
Standard
UAD2* 14
UAD2"ext 14
UAD2rr 14
UAD3* 14
View Mode
Assembly 110
C/C++ 110
Disassembly 111
Mixed 110
Viewing and Modifying Registers 112
Viewing Program Code 109

w

Watch Expressions 116

Watches 116, 118
Advanced Expression Resolution 119
Expression 118
Expression Clipboard 118
Variable 118

Website Login 19

Windows
Call Stack 130
Code Coverage 147
Core Registers 55,112, 113
Data Trace Chart 151
Execution Sequence Chart 150
HTML 113
Locals 119

MCDS 82, 83
Memory 57
miniMCDS 85
Multi-core Trace 83
Peripheral Registers 55, 113
Profiling
(stats) 142
(trace) 143
Program 109
Program Execution Time Measuring 134
Scientific Charts 126
Stack 130
Time / Value Chart 127
Trace 82, 85
View 137
Visualisation 134
Variables 56
Watches 116
Windows Security 34
Workspace 100, 109

X

XC166 48, 87
XC2000 48, 87
XCP 32, 58
XE166 87

Index

193 of 193



	Introduction
	Overview
	Feedback
	Safety Instructions for Products and Equipment
	Regulatory Compliance and Compliance Statements
	Software
	Electrical Safety Instructions
	Mechanical Safety Instructions
	Safety Instructions

	Versions of UDE®
	Delivery Contents
	System Requirements
	Dependencies
	Additional requirements


	Installing of UDE® Universal Debug Engine
	Installation Notes - Before you install UDE®
	Installing UDE® Software
	Working with the CD browser
	Download the latest UDE® Release from Website
	Start the UDE® Installation

	Installing Hardware
	Static Electricity Precautions
	Standard Version UAD2pro (via JTAG/DAP/SWD)
	Standard Version UAD2pro (via ASC, CAN)
	Standard Version UAD2+ (via JTAG/DAP/SWD)
	Standard Version UAD2+ (via ASC, SSC, CAN)
	Standard Version UAD2+ (via 3Pin)
	Standard Version UAD2next (via JTAG/DAP/SWD)
	Standard Version UAD2next (with Trace support)
	Standard Version UAD3+ (via JTAG/DAP/SWD)
	Standard Version UAD3+ (with Aurora Trace support)
	Simulator Version (TSim)
	Standard Version XCP (via Ethernet) )
	UAD-JTAG Protector 2 for UAD2+

	Driver Installation for Universal Access Device
	UAD2+ via IEEE1394
	UAD3+ via IEEE1394b
	UAD2pro, UAD2+, UAD2next, UAD3+ via USB port
	UAD2+, UAD2next, UAD3+ via Ethernet TCP/IP
	Connection methods
	Configuration of the IP address via Ethernet
	Configuration of the IP address via USB/IEEE1394


	Driver Installation for USB-Key (Sentinel USB SuperPro)
	USB-Key via USB port

	License Manager
	Node-locked licensing
	How to get the Host ID of UDE® Installation
	Obtain Host Identifier via UDE® License Manager
	Obtain Host Identifier via UDE® License Key Request Form
	Obtain Host Identifier via Script

	Setup of Node-Locked License File

	Uninstalling or Reinstalling UDE®
	Find out about the latest UDE® version
	Trouble Shooting
	Frequently Asked Questions (FAQ’s)
	Precautions when installing a new UDE® version
	Downloading the latest UDE® Version
	Reporting a Problem in UDE®
	Known Issues
	Installation fails
	UAD2/ UAD2+ does not enumerate at USB-Bus



	Getting Started
	Examples delivered with UDE®
	An Example with AURIX TC3xx
	Precautions
	Starting UDE® Universal Debug Engine
	Loading a AURIX Executable
	Binary and Symbols
	Source File Management
	Source Path Replacement
	Project management

	Running and Stepping through the Application
	Setting Breakpoints
	Core Registers
	Peripheral Registers
	Viewing Variables
	Viewing and changing global/static variables
	Watch tips
	Viewing and changing local variables

	Viewing Memory Locations
	Leaving the Project

	An Example with AURIX TC3xx via XCP
	Creating a new Workspace

	A Multi-Core Debugging Example with TriCore/PCP
	Creating a New Workspace with changed configuration
	Running the Program
	HelloPCP Internals

	A Multi-Core Debugging Example with AURIX TC2xx
	Understanding a Multi-Core Configuration
	Creating a New Workspace
	Preparing the Debugger
	Show, Hide and Group Windows-Related Perspectives
	Loading a Multi-Core Executable
	Source File Management
	Source Path Replacement

	FLASH programming
	Core Selection
	Single-Core Breakpoints in a multi-core environment
	Multi-Core Breakpoints

	An AURIX TC49x/PPU Debugging Example
	Preparations
	Getting Started
	Multi-Core Run Control
	Program Execution Time Measurement
	Additional hints for PPU debugging with breakpoints:

	A Multi-Core GTM Debugging Example with Power Architecture SPC58NG
	Creating a New Workspace
	Preparing the debugger
	Loading a Multi-Core Executable
	Source File Management
	Source Path Replacement

	Core selection
	Single-Core Breakpoints
	Multi-Core Breakpoints and Stepping
	Inspecting Multi-Channel-Sequencer (MCS) Channels

	Using the MCDS On-Chip Trace with AURIX TC2xx
	Preparations
	Recording the first Samples
	Hints for Multi-Core Trace

	Using miniMCDS Trace for AURIX TC2xx/TC3xx
	Preparations
	Recording the first Samples

	An Example with C166S V2 / XC2000 via JTAG/OCDS L1
	Starting with UDE® Universal Debug Engine
	Automatic Variables Refresh
	Trigger Functions

	An Example with MPC5567 via JTAG
	Starting with UDE® Universal Debug Engine
	Loading and Starting of an Executable
	Automatic Variables Refresh
	Trigger Functions
	Hints for using the MPC55xx via JTAG

	Creating hardware-specific Target Configurations
	Creating a new workspace
	Invoking the Wizard
	Selecting the Controller Derivative
	Selecting the Target Interface
	Setting up the Target Interface
	Configuring the FLASH memory
	Finish the Wizard

	Conclusion

	User's Guide
	Introduction
	Architecture of UDE® Universal Debug Engine
	Using On-line Help
	Project Management
	Working with Projects
	Creating a New Project
	Select Target Configuration
	Loading a Project
	Saving Project Settings
	Closing a Project
	Command line options of UDE®

	Preparing a binary File
	Compiler Support
	Compiler Support for C16x, XC166, XC2000, XE166
	Compiler Support for AURIX, TriCore
	Compiler Support for PowerArchitecture
	Compiler Support for Cortex, ARM7, ARM9, ARM11, XScale
	HexFile Support


	Connecting the target system
	Overview about Debug Communication Channels
	Communication Channel via JTAG, DAP, SWD, OnCE, COP interfaces
	Communication Channel via monitor-based ASC, SSC, CAN, 3Pin interfaces

	Preparing the Communication
	Create a new configuration
	Select a RAM based monitor program
	Select a ROM based monitor

	Connect the Target system
	Multi-Target Debugging

	Downloading a binary File
	Download a multi-core and multi-program Application
	Binary
	Symbols
	Hex/ELF
	Source File Management
	Source Path Replacement


	Viewing Program Code
	Workspace
	Header files / Other Source files
	Functions
	Sections
	Breakpoints
	Data Breakpoints

	Source Code Window
	C/C++ oriented view mode
	C/C++/Assembler mixed mode
	Disassembly (complete range) window mode
	Disassembly mode
	Printing of program code


	Running a program
	Inline Assembler
	Viewing and Modifying of Core Registers
	Kinds of Core Register windows
	Description of SFR, CSFR and GPR Registers
	Core Registers window
	Peripheral Registers window
	HTML window

	Core Registers window
	Changing the Core Register content
	Color coding

	Peripheral Registers View
	Creating or changing a Peripheral Registers window
	Changing the layout
	Changing the register content
	Saving and Restoring
	Color coding

	HTML View based on the UDE® Object Model

	Watching Variables
	Watches
	Watch Expressions
	Global Variable description
	Syntax
	Example

	Module static variable description
	Syntax
	Example

	Function static variable description
	Syntax
	Example

	Global, static variables and parts of it
	Syntax
	Examples

	Real expressions
	Syntax
	Examples

	Real expressions with alias name
	Description of watches content in a file
	Syntax description


	Adding Variables and Expressions using Select Watches Dialog
	Locals
	Automatic variable content refresh

	Stepping and Breakpoints
	Overview
	Following the program flow
	Stop the program at a specified location
	Absolute Breakpoints
	Conditional Breakpoints
	Data Breakpoints

	Breakpoints window
	Breakpoint identifier
	Syntax description


	Viewing Memory Locations
	Writing data to target
	Updating data from target
	Printing of memory locations

	Using the Simulated I/O channel
	Viewing Data as Scientific Charts
	Array Chart
	Using Expressions
	Array Chart Properties

	Time / Value Chart
	Using Expressions
	Using Modes
	Setting up Real-time Monitoring Display Mode
	Setting up Memory Locations Display Mode


	Viewing Call Stack
	Call Graph Analysis
	Enabling the Call Graph Analysis
	Configuring of Trace Configuration
	Using the Call Graph Analysis
	Dynamic Call Graph
	Static Call Graph
	Dynamic Node Call and Timing Value
	Static Node Call and Timing Value


	Program Execution Time Measuring
	Trace, Visualization and Analyzing
	System Level Debugging
	Trace Sources
	Trace Sources (cont’d)
	Trace Sources (cont’d)
	Trace Analyzing Features and Windows
	Trace Visualization and Analyzing
	Trace Visualization and Analyzing (cont’d)

	Trace Views
	Configuring the Trace Window
	Configuring of Trace Configuration
	Analyzing Results
	Identify Core related Messages
	Trace Buffer Find Dialog
	Switch to Source Code


	Profiling (stats)
	Configuring the Profiling (stats) Window

	Profiling (trace)
	Use of Trace Profiling Window
	Configuring of full Program Trace
	Configuring of MCDS Compact Function Trace

	Code Coverage
	Preparing the Trace Configuration
	Use of Code Coverage Window to evaluate the Coverage Results
	Use of Program Windows to evaluate the Statement Coverage Results

	Execution Sequence Chart
	Features of the Execution Sequence Chart
	Configuring of Trace Configuration
	Use of Execution Sequence Chart
	Event Marker

	Data Trace Chart
	Features of the Data Trace Chart
	Configuring of Trace Configuration
	Usage of Data Trace Charts

	Find All in Trace

	Triggered Transfer Recorder
	Setup

	FLASH / OTP Programming
	Supported Functions
	Basic Concept
	Target Communication
	Supported FLASH/OTP Memory Devices
	Memory mapping variants
	Run Time Mapping
	Program Time Mapping


	Definition of external FLASH Memories
	Create a new Target Configuration with FLASH support
	Edit an existing Target Configuration with FLASH support

	Definition of on-chip FLASH Memories
	Definition of Memory Access Filters
	Enabling the FLASH Programming
	FLASH Programming
	Setup FLASH Programming options

	CAN Recorder
	Enabling the UDE® CAN Recorder
	Send and Record CAN Messages

	RTX Awareness
	Enabling the RTX Awareness
	Using the RTX Awareness

	rcX Awareness
	Enabling the rcX Awareness
	Using the rcX Awareness

	FreeRTOS Awareness
	Enabling the FreeRTOS Awareness.
	FreeRTOS Task Trace
	Using the FreeRTOS Awareness

	SAFERTOS Awareness
	Enabling the SAFERTOS Awareness
	SAFERTOS Task Trace
	Using the SAFERTOS Awareness

	PXROS-HR Awareness
	Enabling the PXROS-HR Awareness
	PXROS-HR Task Trace
	Using the PXROS-HR Awareness

	µC/OS-II Awareness
	Enabling the µC/OS-II Awareness
	µC/OS-II Trace
	Using the µC/OS-II Awareness

	A2L File Support
	Using the A2L File Support

	Protection Settings
	Using Protection Settings

	Activating and Using Add-Ins
	Activating an Add-In
	Removing an Add-In

	Eclipse IDE for UDE®
	Supported Eclipse IDE Versions
	Prepare Eclipse IDE for UDE® Integration Package
	Install UDE® Eclipse Integration Package

	Launching UDE® Debug Session in Eclipse IDE
	Creating UDE® Eclipse Platform Launch Configuration
	Steps to start Debug Session with UDE® Eclipse Launch Configuration

	Add UDE® Sample Project to Eclipse C/C++ IDE
	Creating Eclipse Makefile Project from UDE® TimeDemo Sample


	UDE® Object Model
	Overview
	Automation Guide and Object Model Reference
	An external Script-Example for TriCore in Python

	Python Script Console
	Supported Functions
	Enabling the Python Script Console
	Accessing the UDE® object model

	User Definable Enhancements

	Reference
	Copyrights
	List of Open Source Software Components
	MCD Software License: ARM Ltd, Infineon Technologies, NXP, Lauterbach, STMicroelectronics, TIMA Laboratory
	Demangle Software License: Free Software Foundation
	JPEG Software License: Thomas G. Lane - JPEG Group
	Resizable Elements Software License: Paolo Messina
	VB2PY Software License: Paul Paterson
	CSPGen Software License: Sun Microsystems, Inc.
	TreePropSheet Software License: Yves Tkaczyk
	Avalon Dock Software License: Dirkster99/AvalonDock
	Python Software License: Python Software Foundation
	SQLite Consortium: SQLite Is Public Domain
	MDFLib Software License: Michael Bührer & Bernd Sparrer
	GreenWaves GAP8 IoT Register Definition License: GreenWaves Technologies SAS
	Kinetis FLASH Driver License: Freescale Semiconductor, Inc.


	Index

